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3.3.4 GUIDANCE AND CONTROL

8g 4 6 127
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3.3.4.1 VAYPOINT STEERING (PACKAGE BODY) TLCSC P661 (CATALOG #P106-0)

This package contains the CAMP parts required to do the waypoint steering
portion of navigation.

The following three waypoints are required to perform waypoint steering: o A :
the last waypoint passed by the missile o B : the waypoint to which the
missile is currently heading o C : the next waypoint to which the missile will

head

The decomposition for this part is the same as that shown in the Top-Level
Design Document.

3.3.4.1.1 REQUIREMENTS ALLOCATION

The following chart summarizes the allocation of CAMP requirements to this
part:

| Name | Requirements Allocation

Steering Vector Operations R170, R171

Steering Vector Operations with Arcsin N/A

Compute_ Turn Angle and Direction R172

Crosstrack And ﬂeaaing Error_Operations R173, R174, R175
Distance_to_Current Vaypoint R176

Distance to Current Vaypoint vith_Arcsin N/A

Compute Turning and Nonturning Distances R177

Turn Test Operations R178, R179, R180

3.3.4.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.3 INPUT/OUTPUT

None.

3.3.4.1.4 LOCAL DATA

None.

3.3.4.1.5 PROCESS CONTROL

Not applicable.
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3.3.4.1.6 PROCESSING ﬂi
The following describes the processing performed by this part:
package body Waypoint_Steering is

package body Steering Vector_ Operations is separate;

package body Steering Vector Operations_with Arcsin is separate;

procedure Compute Turn_Angle and Direction

(Unit Normal C in Unit_Vectors;
Unit_Tangent B in Unit_Vectors;
Unit Tangent C in Unit Vectors;

out Tan Ratio;

Tan_ of One Half Turn _Angle )
out Turning Directions)

Turn_Direction —
is separate;

package body Crosstrack_and_Heading_Error_ Operations is separate;

function Distance_to_Current_ Waypoint
(Unit_Radial M : Unit_Vectors;
Unit Tangent B : Unit Vectors)
return Segment Distances is separate;

function Distance_to Current_Waypoint_with Arcsin
(Unit_Radial M 7% Unit_Vectors; ;
Unit™ Tangent B : Unit Vectors) @

return Segment Distances is separate;

procedure Compute Turning and Nonturning Distances
(Tan_of_One_Half Turn_Angle : in Tan Ratio;

Segment BC Distance : in Distances;
Turn Radius : in Distances;
Turning Distance : out Distances;
NonturnIng Distance : out Distances) is separate;

package body Turn_Test Operations is separate;

end Vaypoint_Steering;

3.3.4.1.7 VUTILIZATION OF OTHER ELEMENTS

None.

3.3.4.1.8 LIMITATIONS

None.

3.3.4.1.9 LLCSC DESIGN
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3.3.4.1.9.1 STEERING_VECTOR_OPERATIONS (PACKAGE BODY) PACKAGE DESIGN (CATALOG
#P107-0)

This package contains operations to do the following: o Initialize the
waypoint steering vectors when supplied with the latitude and longitude of the
past, current, and next waypoints o Update the waypoint steering vectors when
supplied with the latitude and longitude of the "new" waypoint, C.

The waypoint steering vectors for a course segment, extending from waypoint A
to vaypoint B, are the segment unit normal vector (UN_B) and the segment unit
tangent vector (UT_B).

The decomposition for this part is the same as that shown in the Top-Level
Design Document.
3.3.4.1.9.1.1 REQUIREMENTS ALLOCATION

The following table summarizes the allocation of CAMP requirements to this
part:

| Name | Requirements Allocation |

| Initialize | R170 |
| Update | R171 |

3.3.4.1.9.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.1.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were previously defined with the specification
for this part.

Data types:

The following table summarizes the generic formal types required by this part:
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4
| Name | Type | Description
Indices discrete Used to dimension Unit Vectors
type
Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius
Segment_ floating Data type used to define distance
Distances point type measurements of the navigation segments
Earth_Positions | floating Data type used to define latitude and
point type longitude measurements
Sin_Cos_Ratio floating Data type used to define results of a sine
point type or cosine function
Unit_Vectors array Array of "Sin Cos Ratio" dimensioned by
Indices
Data objects:
The following table describes the generic formal objects required by this part:
| Name | Type | Description |
| Earth Radius | Earth_Distances | Radius of the Earth |
Subprograms: ‘

The following table describes the generic formal subroutines required by this
part:

| Name | Type | Description
Mhh function Operator defining the operation:
Earth Distances * Sin_Cos Ratio => Segment Distances|
W/ function Operator defining the operation:
Unit_Vectors / Sin Cos_Ratio => Unit_Vectors
Cross_ procedure | Cross product functIon ~
Product
Vector function Calculates the length of a vector
Length
Sin_Cos | procedure | Calculates the sine and cosine of an input value

3.3.4.1.9.1.4 LOCAL DATA

Data objects:

The following table describes the data objects maintained by this part:
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| Name | Type | Value | Description |
Unit_Radial B | Unit_Vectors | N/A Unit radial vector to waypoint B
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
B

Unit_Radial C | Unit_Vectors | N/A Unit radial vector to waypoint C
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
c

3.3.4.1.9.1.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.1.6 PROCESSING

The following describes the processing performed by this part:
vith Geometric Operations;

separate (Vaypoint Steering)

package body SteerTng Vector Operations is

package Geo renames Geometric_Operations;

-- --instantiate required parts-

function U_R Vector is new
Geo.Unit _Radial Vector (Indices => Indices,
Earth_Positions => Earth Positions,
Sin Cos _Ratio => Sin Cos _Ratio,
Unit Vectors => Unit Vectors),

procedure Compute_Segment_and U N1 Vector is new
Geo. Compute Segment and Unit Normal _Vector

(Indices™ “=> Indices,
Earth_Distances => Earth Distances,
Segment Distances => Segment Distances,
Sin Cos Ratio => Sin Cos Ratio,
Unit Vectors => Unit Vectors,
Earth_Radius => Barth_Radius);

-- ~=local declarations—

Unit_Radial B : Unit_Vectors;
Unit_Radial C : Unit Vectors;
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-- --separate procedures-

procedure Initialize

(Vaypoint_A_Lat
Waypoint_A Long
Waypoint_ "B Lat
Waypoint_ B _Long
Vaypoint_ C Lat
Vaypoint C Long
Unit_Normal B
Unit Normal C
Unit Tangent B
Unit Tangent C

Segment_BC_Distance

procedure Update

(Vaypoint_C_Lat
Vaypoint C Long
Unit_Normal B
Unit_Normal C
Unit Tangent B
Unit Tangent “C

Segment_BC_DIstance

end Steering Vector_Operations;

*e @ es eo co se oo

in

in
in
in

out
out
out
out
out

in
in
in

in

Earth _Positions;
Earth Positions;
Earth_Positions;
Earth_Positions;
Earth _Positions;
Earth_Positions;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Unit Vectors;

Segment_Distances) is separate;

Earth_Positions;
Earth Positions;

out Unit_Vectors;
out Unit Vectors;
out Unit _Vectors;
out Unit Vectors;
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out Segment Distances) is separate;

3.3.4.1.9.1.7 UTILIZATION OF OTHER ELEMENTS

The following library units are with’d by this part:
1. Geometric_Operations package (Geo)

UTILIZATION OF EXTERNAL ELEMENTS:

Subprograms and task entries:

The followving table summarizes the external subroutines and task entries

required by this part:

| Name | Type Source | Description |
| Unit_Radial Vector | generic Geo | Computes a unit radial vector|
| | function | |
| Compute_Segment_and _ | generic Geo | Computes segment distance |
| Unit Normal Vector ~ | function | and unit normal vectir |

3.3.4.1.9.1.8 LIMITATIONS

None.

—
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%§§ 3.3.4.1.9.1.9 LLCSC DESIGN

None.

3.3.4.1.9.1.10 UNIT DESIGN
3.3.4.1.9.1.10.1 INITIALIZE (PROCEDURE BODY) UNIT DESIGN

This part initializes the waypoint steering vectors when supplied with the
latitude and longitude of the past (A), present (B), and next (C) waypoints.

This part initializes the waypoint steering vectors for the "current" course
segment AB, as well as for the "next" course segment BC.

3.3.4.1.9.1.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R170.

3.3.4.1.9.1.10.1.2 LOCAL ENTITIES DESIGN

None.

G;m 3.3.4.1.9.1.10.1.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:

| Name | Type | Mode | Description |
Vaypoint_A_Lat, Earth_Positions | in Latitude and longitude of
Waypoint_A Long the "previous" waypoint
Waypoint_B Lat, Earth _Positions | in Latitude and longitude of
Vaypoint_B Long the "current" waypoint
Vaypoint_C Lat, Earth_Positions | in Latitude and longitude of
Vaypoint_C_Long the "next" waypoint
Unit_Normal B, Unit_Vectors out Unit normal vectors for
Unit Normal C segments AB and BC
Unit_Tangent B, Unit_Vectors out Unit tangent vectors for
Unit_Tangent_C segments AB and BC
Segment BC_ Segment_ out Great circle arclength
Distance Distances betwveen waypoints B and C

3.3.4.1.9.1.10.1.4 LOCAL DATA

Data objects:

@B& The following table describes the data objects maintained by this part:
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| Name | Type | Value
Temp_UN B Unit Vectors N/A
Temp UN C Unit Vectors N/A

| | |
| Unit Radial A | Unit _Vectors | N/A
| | |
| | |

| Temporary Unit Normal B vector
| Temporary Unit Normal _C vector
| Unit radial vector pointing to
| waypoint A

| Vector length

3.3.4.1.9.1.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.1.10.1.6 PROCESSING

The following describes the processing performed by this part:

separate (Waypoint_Steering.Steering Vector Operations)

procedure Initialize

(Vaypoint_A Lat
Vaypoint _ A _Long
Vaypoint B Lat
Vaypoint B _Long
Vaypoint_ C Lat
Vaypoint C Long
Unit_Normal B
Unit_Normal C
Unit_Tangent_B
Unit Tangent C
Segment_BC_DIstance

in
in
in
in
in
in
out
out
out
out
out

-- --declaration section-

Temp UN B ¢ Unit_Vectors;
Temp UN C : Unit_Vectors;
Unit_Radial A : Unit _Vectors;
V_Length : Sin_Cos_Ratio;

~-begin procedure Initialize-

begin

-- --compute unit radial vectors

Earth_Positions;
Earth Positions;
Barth . _Positions;
Earth_ _Positions;
Barth_Positions;
Barth Positions;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Segment_Distances) is

Unit_Radial A := U R Vector(Lat_of Point => Waypoint_A Lat,
Long of Point => Vaypoint A Long);

Unit_Radial B := U R Vector(Lat_of Point => Vaypoint B Lat,
Long_of_Point => Vaypoint_B_Long);

Unit_Radial C := U R Vector(Lat_ of Point => Vaypoint_ Cc _Lat,
Long_of_Point => Waypoint_C_Long);

1f“’.‘ LY
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-- --compute UN_B
Temp_UN B t= Cross_Product(Left => Unit_Radial B,
Right => Unit Radial A),
V_Length t= Vector Length(Temp UN_B);
Temp UN B t= Temp_ UN B/ V Length,

Unit_Normal B := Temp UN_B;
-- --compute UT B

Unit_Tangent B := Cross_Product(Left => Temp UN B,
Right => Unit_Radial B);

-- --compute UN_C and segment BC distance
Compute_Segment and U N1 Vector
(Unit_Radiall => Unit_Radial B,
Unit_RadialZ => Unit Radial _C,
Unit_Normal2 =) Temp UN_C,
Segment Distance => Segment “BC _Distance);
Unit_Normal C := Temp UN _C;
-- --compute UT C

Unit_Tangent_C := Cross_Product(Left => Temp UN C,
Right => Unit_Radial C);

end Initialize;

3.3.4.1.9.1.10.1.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:

The folloving table summarizes the subroutines and task entries required by
this part and instantiated in the body of the Steering Vector Operations
package:

| Name | Type | Description |
| UR Vector | function | Computes a unit radial vector |
| Compute_Segment_and _ | function | Computes segment distance and unit |
| U_N1_Vector T | normal vector |

The following table describes the subroutines required by this purt and defined
as generic formal subroutines to the Steering Vector Operations package:
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| Name | Type | Description

| w/ | function | Operator defining the operation:

| | | Unit_Vectors / Sin _Cos_Ratio => Unit_Vectors
| Cross_ | procedure | Cross product function

| Product| |

| Vector | function | Calculates the length of a vector

| Length | |
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Data types:

The following data types are required by this part and defined as generic
parameters to the Steering Vector_ Operations package:

| Name | Type | Description
Indices discrete Used to dimension Unit_Vectors
type
Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius
Segment _ floating Data type used to define distance
Distances point type measurements of the navigation segments
Earth Positions | floating Data type used to define latitude and
point type longitude measurements
Sin_Cos_Ratio floating Data type used to define results of a sine
. point type or cosine function
Unit_Vectors array Array of "Sin_Cos Ratio" dimensioned by
Indices

Data objects:

The following table
the package body of

summarizes the objects required by this part and defined in
Steering Vector_Operations:

| Name |

Type

Value | Description

Unit_Radial B

Unit_Radial C

Unit_Vectors

Unit_Vectors

N/A Unit radial vector to vaypoint B
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
B

N/A Unit radial vector to waypoint C
extending outwvards from the
origin of the Earth-centered
reference frame towards waypoint
C
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3.3.4.1.9.1.10.1.8 LIMITATIONS

None.

3.3.4.1.9.1.10.2 UPDATE (PROCEDURE BODY) UNIT DESIGN

This part updates the waypoint steering vectors when supplied with the latitude
and longitude of the "new" waypoint, C.

The waypoint steering vectors for a course segment, extending from waypoint A

to vaypoint B, are the segment unit normal vector (UN B) and the segment unit
tangent vector (UT_B).

3.3.4.1.9.1.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R171.

3.3.4.1.9.1.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.1.10.2.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The folloving table describes this part’s formal parameters:

| Name | Type | Mode | Description |
Waypoint C Lat, Earth Positions | in Latitude and longitude of
Waypoint_C_Long the "next" waypoint
Unit_Normal B, Unit_Vectors out Unit normal vectors for
Unit Normal C in out segments AB and BC
Unit_Tangent_B, Unit_Vectors out Unit tangent vectors for
Unit_Tangent _C in out segments AB and BC
Segment BC_ Segment_ out Great circle arclength
Distance Distances betveen waypoints B and C

3.3.4.1.9.1.10.2.4 LOCAL DATA

None.

3.3.4.1.9.1.10.2.5 PROCESS CONTROL

Not applicable.
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3.3.4.1.9.1.10.2.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint_Steering.Steering Vector Operations)
procedure Update
(Waypoint_C Lat : in Earth_Positions;
Vaypoint C Long : in Earth Positions;
Unit_Normal B : out Unit_Vectors;
Unit Normal C : in out Unit_Vectors;
Unit Tangent B : out Unit_Vectors;
Unit Tangent C : in out Unit_Vectors;
Segment BC_ Distance : out Segment Distances) is
begin

-- —-advance "C" vectors into "B" vectors

Unit_Radial B := Unit_Radial C;
Unit Normal B := Unit Normal _C;
Unit Tangent B := Unit Tangen t C;

-- --calculate new values

Unit_Radial C := U R Vector(Lat_of Point => Vaypoint_C lat,
Long_oI_Point => Waypoint_C_Long);

Compute_Segment and U N1 Vector
(Unit Radiall ~ => Unit Radial B, ¢
Unit Radial2 => Unit_Radial C, .
Unit_Normal2 => Unit_Normal C,
Segment Distance => Segment BC Distance);

Unit_Tangent_C := Cross_Product(Left => Unit Normal C,
Right => Unit Radial _C);

end Update;

3.3.4.1.9.1.10.2.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The folloving tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by
this part and instantiated in the body of the Steering Vector Operations
package:
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| Mame | Type | Description |
| UR Vector | function | Computes a unit radial vector

| Compute_Segment_and _ | function | Computes segment distance and unit |
| U_N1 Vector | | normal vector |

The following table describes the subroutines required by this part and defined
as generic formal subroutines to the Steering Vector Operations paclage:

| Name | Type | Description |
| Cross_ | procedure | Cross product function
| Product| | |

Data types:

The following data types are required by this part and defined as generic
parameters to the Steering Vector Operations package:

| Name | Type | Description |
Indices discrete = | Used to dimension Unit_Vectors
type
Earth_Distances | floating Data type used to define distance
point type measurements of the Earth’s radius
Segment _ floating Data type used to define distance
Distances point type measurements of the navigation segments
Earth_Positions | floating Data type used to define latitude and
point type longitude measurements
Sin_Cos_Ratio floating Data type used to define results of a sine
point type or cosine function
Unit_Vectors array Array of "Sin Cos_Ratio" dimensioned by
Indices

Data objects:

The following table summarizes the objects required by this part and defined in
the package body of Steering Vector Operations:
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Unit_Radial B | Unit_Vectors | N/A Unit radial vector to waypoint B
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
B

Unit Radial C | Unit_Vectors | N/A Unit radial vector to waypoint C
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
C

3.3.4.1.9.1.10.2.8 LIMITATIONS

None.

3.3.4.1.9.2 CROSSTRACK_AND_HEADING_ERROR_QPERATIONS (PACKAGE BODY) PACKAGE DESIGN
(CATALOG #P109-0)

This part contains the routines require to compute the crosstrack and heading
errors for a missile in turning or nonturning flight.

The decomposition for this part is the same as that shown in the Top-Level
Design Document.
3.3.4.1.9.2.1 REQUIREMENTS ALLOCATION

The following table summarizes the allocation of CAMP requirements to this
part:

| Name | Requirements Allocation |
| Compute When_Turning | R173 |
| Compute When Not Turning | R175 |
| Compute | R174 |

3.3.4.1.9.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.2.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were defined when this part was originally
specified:



CAMP Software Detailed Design Document Page 437

I'.-h.‘
S
- Data types:

The following table describes the generic formal types required by this part:

| Name | Type | Description |

Navigation_Indices | discrete Data type used to dimension Velocity
type Vectors

Unit_Indices discrete Data type used to dimension Unit_Vectors
type

Angles floating Data type of angular measurements
point type

Earth Distances floating Data type used to define distance
point type measurements of the Earth’s radius

Segment _ floating Data type used to define distance

Distances point type measurements of the navigation segments

Sin_Cos_Ratio floating Data type of results of sine/cosine
point type operations

Tan_Ratio floating Data type of tangent operations
point type

Velocities floating Data type of velocity measurements
point type

Unit_Vectors array Array, dimensioned by Unit_Indices, of

Sin_Cos Ratio
Velocity Vectors array Array, dimensioned by Navigation_
, Indices, of Velocities

Data objects:

The following table describes the generic formal objects required by this part:

| Name | Type | Value | Description |
E(ast) Navigation_ 'FIRST Used to access first element of
Indices arrays dimensioned by Navigation_
Indices
N(orth) Navigation_ 'SUCC(E) | Used to access second element of
Indices arrays dimensioned by Navigation_
Indices
u(p) Navigation_ 'LAST Used to access last element of
Indices arrays dimensioned by Navigation_
Indices
X Unit_Indices | ’FIRST Used to access first element of
Indices arrays dimensioned by Unit_
Indices
Y Unit_Indices | ’SUCC(X) | Used to access second element of
Indices arrays dimensioned by Unit_
Indices
Z Unit_Indices | ’'LAST Used to access last element of
Indices arrays dimensioned by Unit_
Indices
Q&Q Earth_Radius | Earth_ n/a Radius of the Earth
Distances
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Subprograms:

The following table describes the generic formal subroutines required by this

part:
| Name Type Description

e function Multiplication operator defining the operation:
Sin_Cos_Ratio * Earth Distances =>
Segment “Distances

"n function Multiplication operator defining the operation:
Sin_Cos_Ratio * Segment Distances =>
Segment “Distances

Wi function Multiplication operator defining the operation:
Segment_Distances * INTEGER => Segment_ Distances

Man function Multiplication operator defining the operation:
INTEGER * Sin Cos_Ratio => Sin_Cos_Ratio

it function Multiplication operator defining the operation:
Segment_Distances * Velocities => Tan_Ratio

MM function Multiplication operator defining the operation:
Sin_Cos_Ratio * Velocities => Velocities

i function Division operator defining the operation:
Velocities / Velocities => Tan Ratio

Dot_ function | Dot product function

Product

Sqrt function Square root function

Arctan function Arctangent function
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3.3.4.1.9.2.4 LOCAL DATA

None.

3.3.4.1.9.2.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.2.6 PROCESSING

The following describes the processing performed by this part:

separate (Waypoint_Steering)
package body Crosstrack and Heading Error Operations is

procedure Compute When Turning

(Distance_to B
Nonturning Distance
Unit Radial M
Unit Normal B’

Unit Tangent B
Turn Direction
Ground Velocity
Turn_Radius

in Segment Distances;
in Segment_ “Distances;
in Unit Vectors,

in Unit Vectors,

in Unit Vectors;

in Turning Directions;
in Velocity Vectors;
in Segment_ Distances;
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Crosstrack Error
Heading Error

procedure Compute_When Not Turnin
(Unit_Radial M
Unit_Normal B
Ground_Velocity
Crosstrack Error
Heading_Error

e o0 ee oo se

procedure Compute
(Distance_to B
Nonturning Distance
Unit_Radial M
Unit_Normal B
Unit_Tangent B
Turn_Direction
Turn_Status
Ground Velocity
Turn_Radius
Crosstrack _Error
Heading Error

end Crosstrack_and_Heading Error_Ope

3.3.4.1.9.2.7 UTILIZATION OF OTHER
UTILIZATION OF OTHER ELEMENTS IN TOP

The following tables describe the el
elsevhere in the parent top level co

Data types:

nt

: out Segment Distances;
: out Angles) is separate;

g
in Unit Vectors;

in Unit Vectors;

in Velocity Vectors;
out Segment Distances;
out Angles) is separate;

in Segment Distances;
in Segment Distances;
in Unit Vectors;

in Unit_Vectors;

in Unit Vectors;

in Turning Directions;
in Turning_Statuses;
in Velocity Vectors;
in Segment_Distances;
out Segment Distances;
out Angles) is separate;

rations;

ELEMENTS
LEVEL COMPONENT:

ements used by this part but defined
mponent:

The following table describes the data types required by this part and defined

in the package specification of WVayp

oint_Steering:

| Description |

| Name | Range

| Turning Directions | Left Turn,
| | Right_Turn
| I

| Turning_Statuses | Turning,

I I

Not_Turning

Indicates if the missile needs to make |
a right or a left-hand turn to go to |
the next waypoint |

Indicates vhether or not the missile is|
currently turning |

3.3.4.1.9.2.8 LIMITATIONS

None.
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3.3.4.1.9.2.9 LLCSC DESIGN

None.

3.3.4.1.9.2.10 UNIT DESIGN
3.3.4.1.9.2.10.1 COMPUTE_WHEN_ TURNING (PROCEDURE BODY) UNIT DESIGN

This part computes the crosstrack and heading error for a missile in turning
flight.

NOTE: By the time this part is called the waypoints have been updated so that
the missile is now turning past waypoint A to go on to waypoint B.

3.3.4.1.9.2.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R173.

3.3.4.1.9.2.10.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.2.10.1.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:
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| Name Type Mode Description
Distance_ Segment _ in Distance from missile position to
to B Distances the current waypoint, B
Nonturning Segment_ in Distance from point of tangency of
Distance Distanc. turn circle and next course segment,
BC, to next waypoint, C
Unit Unit_Vectors | in Unit radial vector to the missile
RadTal_H extending outward from the origin
of the Earth-centered reference
frame
Unit Unit_Vectors | in Segment AB unit normal vector
Normal B
Unit_ Unit Vectors | in Segment AB unit tangent vector
Tangent_ B
Turn_ Turning in Direction of turn required to go
Direction Directions from waypoint B to vaypoint C
Ground Velocity in Missile ground velocity with N and E
Velocity Vectors components
Turn_Radius | Segment_ in Desired missile turn radius
Distances
Crosstrack_ | Segment_ out Missile displacement normal to the
Error Distances commanded ground track; is positive
vhen missile is to the right as
vieved in the direction of flight
Heading Angles out Difference between the current
Error missile heading and the desired
heading
3.3.4.1.9.2.10.1.4 LOCAL DATA

Data objects:

The following table describes the data

objects maintained by this part:
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Distance
D Y

D X
DHDC
Direction

Dot_Prod_
Result

NHDC
R M

Crosstrack _

Segment_
Distances
Segment_
Distances
Segment _
Distances
Segment_
Distances
INTEGER

Sin_Cos_Ratio

Segment_
Distances

Segment_
Distances

Distance of missile from line segment AB

Difference between turning radius and
crosstrack distance

Difference between distance to B and
nonturning distance

Used for intermediate calculations

+1 if missile is making a right turn,
-1 if missile is making a left turn
Dot product result, which, due to the
geometry, equals the angle between the
desired UR_M and the actual UR_M

Used for intermediate calculations

Turning radius actually being flown by
the missile

3.3.4.1.9.2.10.1.5 PROCESS CONTROL

Not applicable.'

3.3.4.1.9.2.10.1.6 PROCESSING

The following describes the processing performed by this part:

separate (Waypoint_Steering.Crosstrack_and_Heading Error_Operations)
procedure Compute_ Vhen_Turning

(Distance to B
Nonturning Distance

Unit Radial M
Unit Normal B
Unit Tangent B
Turn Direction
Ground _Velocity

Turn Radius

Crosstrack Error
Heading_Error

-- —-declaration section

Crosstrack Distance

D Y
DX
DHDC
Direction

Dot_Prod_Result

N_ H- DC
R M

in Segment Distances;
in Segment_ “Distances;
in Unit_Vectors;

in Unit_Vectors;

in Unit Vectors;

in Turning Directions;
in Velocity Vectors;
in Segment Distances;
out Segment “Distances;
out Angles) is

®s e 42 00 ve e o oo o en

Segment_Distances;
Segment Distances;
Segment _ “Distances;
Segment | “Distances;
INTEGER;
Sin_Cos_Ratio;
Segment Distances,
Segment Distances,
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begin

--convert turn direction to an integer value

if Turn Direction = Left Turn then
Direction := -1;

else
Direction := 1;

end if;

--get the sine of the angle (which approximately equals the angle)
--betveen the actual and desired UR N,
--and then compute crosstrack distance

Dot_Prod_Result := Dot_Product (Left => Unit_Radial M,
Right => Unit Normal B);
Crosstrack _Distance := Dot_Prod Result * Earth Raaius,

--compute the radius of the circle that the missile is actually traversing
:= Turn_Radius - Crosstrack Distance * Direction;

Y
X := Distance to B - Nonturning Distance;
"M t= Sqrt(D X * D X + D Y * D Y);

NUU

--compute crosstrack error

Crosstrack Error := (Turn_Radius - R_M) * Direction;

~~-compute heading error

NHDC := Direction * Unit_Tangent B(Z) * D X -
Unit_Normal B(Z) "% D RE

DHDC := -Direction * Unit Normal _B(Z) * D X -
Unit_Tangent_ B(Z) * D Y3

Heading_Error := Arctan((N_H D C * Ground Velocity(N) -
D H D C * Ground_Velocity(E)) /
(D H D  C * Ground Velocity(N) +
NHDC * Ground _Velocity(E)));

end Compute_When Turning;

3.3.4.1.9.2.10.1.7 UTILIZATION OF OTHER ELEMENTS

UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:
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»}t—“
Subprograms and task entries: A
The following subprograms are required by this part and defined as generic
formal parameters to the Crosstrack and_Heading Error Operations package:
| Name | Type | Description
"hh function Multiplication operator defining the operation:
Sin_Cos_Ratio * Earth Distances =>
Segment Distances
hn function Multiplication operator defining the operation:
Sin_Cos_Ratio * Segment_Distances =>
Segment Distances
M function Multiplication operator defining the operation:
Segment Distances * INTEGER => Segment Distances
M function Multiplication operator defining the operation:
INTEGER * Sin Cos_Ratio => Sin_Cos_Ratio
N function Multiplication operator defining the operation:
Segment Distances * Velocities => Tan_Ratio
T function Multiplication operator defining the operation:
Sin_Cos_Ratio * Velocities => Velocities
LYA function Division operator defining the operation:
Velocities / Velocities => Tan Ratio
Dot_ function Dot product function _
Product
Sqrt . | funetion Square root function
| Arctan function Arctangent function é

Data types:

The following data types are required by this part and defined as generic
formal parameters to the Crosstrack and_Heading Error Operations package:
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Navigation_Indices
Unit_Indices
Angles
Earth_Distances
Segment_

Distances
Sin_Cos_Ratio
Tan_Ratio
Velocities

Unit_Vectors

Velocity Vectors

discrete
type
discrete
type
floating
point type
floating
point type
floating
point type
floating
point type
floating
point type
floating
point type
array

array

Data type used to dimension Velocity_
Vectors
Data type used to dimension Unit Vectors

Data type of angular measurements

Data type used to define distance
measurements of the Earth’s radius

Data type used to define distance
measurements of the navigation segments

Data type of results of sine/cosine
operations

Data type of tangent operations

Data type of velocity measurements

Array, dimensioned by Unit_Indices, of
Sin Cos Ratio

Array, dimensioned by Navigation_
Indices, of Velocities

The folloving table describes the data types required by this part and defined
in the package specification of Waypoint_Steering:

| Name

Range

| Description |

Turning_Directions

Turning Statuses

Left Turn,
Right_Turn

Turning,

Not_Turning

| Indicates if the missile needs to make |
| a right or a left-hand turn to go to |
| the next waypoint |
| Indicates whether or not the missile is|
| currently turning

Data objects:

The following data objects are required by this part and defined as generic
formal parameters to the Crosstrack_and_Heading Error Operations package:
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| Name | Type | Value | Description |
E Navigation_ 'FIRST Used to access first element of
Indices arrays dimensioned by Navigation_
Indices
N Navigation_ 'SUCC(E) | Used to access second element of
Indices arrays dimensioned by Navigation_
Indices
U Navigation_ " LAST Used to access last element of
Indices arrays dimensioned by Navigation_
Indices
X Unit_Indices | ‘FIRST Used to access first element of
Indices arrays dimensioned by Unit_
Indices
Y Unit_Indices | ’SUCC(X) | Used to access second element of
Indices arrays dimensioned by Unit_
Indices
z Unit_Indices | ’LAST Used to access last element of
Indices arrays dimensioned by Unit_
Indices
Earth_Radius | Earth_ n/a Radius of the Earth
Distances

3.3.4.1.9.2.10.1.8 LIMITATIONS

None.

3.3.4.1.9.2.10.2 COMPUTE_VHEN NOT TURNING (PROCEDURE BODY) UNIT DESIGN

This part computes the crosstrack and heading error for a missile in nonturning
flight.

3.3.4.1.9.2.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R175.

3.3.4.1.9.2.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.2.10.2.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:
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R
| Name | Type | Mode | Description |
Unit Unit _Vectors | in | Unit radial vector to the missile
Radial M extending outward from the origin
of the Earth-centered reference
frame
Unit_ Unit_Vectors | in Segment AB unit normal vector
Normal B
Ground Velocity_ in Missile ground velocity with N and E
Velocity Vectors components
Crosstrack_ | Segment_ out Missile displacement normal to the
Error Distances commanded ground track; is positive
vhen missile is to the right as
vieved in the direction of flight
Heading_ Angles out Difference between the current
Error missile heading and the desired
heading

3.3.4.1.9.2.10.2.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Description |

Sin Cos Ratio | Used for intermediate calculations

| D_ | Sin_Cos_| l |
| Dot_Prod_ | Sin_Cos_Ratio | Dot product result, which, due to the |
| Result | | geometry, equals the angle between the |
| | | desired UR_ M and the actual UR_M |
| NHDC | Sin_Cos_Ratio | Used for intermediate calculations |

3.3.4.1.9.2.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.2,10.2.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint Steering.Crosstrack_and Heading Error Operations)
procedure Compute When Not Turning
(Unit_Radial M in Unit_Vectors;
Unit_Normal B in Unit_Vectors;
Ground_Velocity in Velocity Vectors;
Crosstrack_Error out Segment_ﬁistances;
8&@ Heading Error out Angles) is

-- --local declarations-
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&

Dot _Prod Result : Sin_Cos Ratio;
DHDC : Sin_Cos_Ratio;
NHDC 3 Sin_Cos_Ratxo,

begin

-~ --get the sine of the angle (which approximately equals the angle)
-- --between the actual and desired UR N,
-- —-and then compute crosstrack distance/error

Dot_Prod_Result := Dot_Product (Left => Unit_Radial M,
Right => Unit Normal _B);
Crosstrack Error := Dot_Prod_Result * Earth Radius;

-- --compute heading error
NHDC := - Unit_Normal B(Z);

D H D C := Unit_Normal B(Y) * Unit_Radial M(X) -
Unit Nornal B(X) * Unit Radial _M(Y);

Heading Error := Arctan((N_H D C * Ground Velocity(N) - )
D H D  C * Ground Velocity(B)) / ‘
(D H D C * Ground Vclocity(N) +
N H D C * Ground Velocity(B))),

end Compute_WVhen Not_Turning;

3.3.4.1.9.2.10.2.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The folloving tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:

The following subprograms are required by this part and defined as generic
formal parameters to the Crosstrack and_Heading Error_ Operations package:



e

CAMP Software Detailed Design Document

Page 449

| Name Type
" function
"N function
i function
L/ function
Dot _ function
Product
Arctan function

Multiplication operator defining the operation:
Sin_Cos_Ratio * Earth Distances =>
Segment “Distances

Multiplication operator defining the operation:
Sin_Cos_Ratio * Segment Distances =>
Segment “Distances

Multiplication operator defining the operation:
Sin_Cos_Ratio * Velocities => Velocities

Division operator defining the operation:
Velocities / Velocities => Tan_Ratio

Dot product function

Arctangent function

Data types:

The following data types are required by this part and defined as generic
formal parameters to the Crosstrack and Heading Error_Operations package:

| Name | Type | Description |
Navigation Indices | discrete Data type used to dimension Velocity_
type Vectors
Unit_Indices discrete Data type used to dimension Unit_Vectors
type :
Angles floating Data type of angular measurements
point type
Earth Distances floating Data type used to define distance
- point type measurements of the Earth’s radius
Segment_ floating Data type used to define distance
Distances point type measurements of the navigation segments
Sin_Cos_Ratio floating Data type of results of sine/cosine
point type operations
Tan_Ratio floating Data type of tangent operations
point type
Velocities floating Data type of velocity measurements
point type
Unit_Vectors array Array, dimensioned by Unit_Indices, of
Sin_Cos_Ratio
Velocity Vectors array Array, dimensioned by Navigation_
Indices, of Velocities

Data objects:

The following data objects are required by this part and defined as generic
formal parameters to the Crosstrack and Heading Error_Operations package:
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| Name | Type | Value | Description |
E Navigation_ ' FIRST Used to access first element of
Indices arrays dimensioned by Navigation_
Indices
N Navigation_ ' SUCC(E) Used to access second element of
Indices arrays dimensioned by Navigation_
Indices
u Navigation_ ' LAST Used to access last element of
Indices arrays dimensioned by Navigation_
Indices
X Unit_Indices ' FIRST Used to access first element of
Indices arrays dimensioned by Unit_
Indices
Y Unit_Indices 'SUCC(X) | Used to access second element of
Indices arrays dimensioned by Unit_
Indices
A Unit_Indices ' LAST Used to access last element of
Indices arrays dimensioned by Unit_
Indices
Earth_Radius | Earth_ n/a Radius of the Earth
Distances .

3.3.4.1.9.2.10.2.8 LIMITATIONS

None.

3.3.4.1.9.2.10.3 COMPUTE (PROCEDURE BODY) UNIT DESIGN

This part computes the crosstrack and heading error for a missile in turning or
noncturning flight.

3.3.4.1.9.2.10.3.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R174.

3.3.4.1.9.2.10.3.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.2.10.3.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:
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| Name | Type | Mode

Distance_ Segment_ in
to B Distances

Nonturning | Segment_ in
Distance Distances

Unit Unit Vectors | in
Radial M

Unit_ Unit_Vectors | in
Normal B

Unit_ Unit_Vectors | in
Tangent B

Turn_ Turning in
Direction Directions

Turn_Status | Turning_ in

Statuses

Ground Veloeity_ in
Velocity Vect ..

Turn_Radius | Segment_ in

Distances

Crosstrack_ | Segment_ out
Error Distances

Heading_ Angles out
Error

Distance from missile position to

the current wvaypoint, B

Distance from point of tangency of
turn circle and next course segment,
BC, to next waypoint, C

Unit radial vector to the missile
extending outwvard from the origin
of the Earth-centered reference
frame

Segment AB unit normal vector

Segment AB unit tangent vector

Direction of turn required to go
from waypoint B to waypoint C

Indicates if the missile is in
turning or nonturning flight

Missile ground velocity with N and E
components

Desired missile turn radius

Missile displacement normal to the
commanded ground track; is positive
vhen missile is to the right as
vieved in the direction of flight

Difference betveen the current
missile heading and the desired
heading

3.3.4.1.9.2.10.3.4 LOCAL DATA

None.

3.3.4.1.9.2.10.3.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9'2.10.3.6 PRWESSING

The following describes the processing performed by this part:

separate (Vaypoint_Steering.Crosstrack and_Heading Error_Operations)

procedure Compute
(Distance_to B : in
Nonturning Distance : in
Unit_Radial M : in
Unit_Normal B ¢ in
Unit_Tangent B ¢ in
Turn_Direction ¢ in
Turn_Status ¢ in

Segment_Distances;
Segment_Distances;
Unit_Vectors;
Unit_Vectors;

Unit Vectors;
Turning_Directions;
Turning_Statuses;
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Ground_Velocity : in Velocity Vectors;

Turn Radius : in Segment Distances;
CrosEtrack_Etror : out Segment Distances;
Heading Error : out Angles) is

begin
if Turn_Status = Turning then
Compute_When_Turning

(Distance_to_B => Distance_to B ,
Nonturning Distance => Nonturning Distance ,
Unit_Radial M => Unit_Radial M ’
Unit_Normal B => Unit_Normal B ’
Unit_Tangent B => Unit_Tangent B 5
Turn _Direction => Turn Direction y
Ground Velocity => Ground Velocity ’
Turn_Radius => Turn_Radius ’
Crosstrack Error => Crosstrack Error .
Heading_Error => Heading Error )3

else
Compute When Not Turning

(UnTt_Radial M  => Unit_Radial M ,
Unit_Normal B => Unit_Normal B y
Ground Velocity => Ground Velocity ,
Crosstrack_Error => Crosstrack Error ,
Heading Error => Heading Error );

end if;

end Compute;

3.3.4.1.9.2.10.3.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by
this part and contained in the Crosstrack_and_Heading Error_Operations package.

| Name | Type | Description |

| procedure | Computes the crosstrack and heading |
| | errors when the missile is in |
| | turning flight |

Compute_When Not_Turning | procedure | Computes the crosstrack and heading |
| | errors when the missile is in =
I I

nonturning flight

Data types:

The following data types are required by this part and defined as generic
formal parameters to the Crosstrack and_Heading Error_Operations package:
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Navigation_Indices
Unit_Indices
Angles
Earth_Distances
Segment _

Distances
Sin_Cos_Ratio
Tan_Ratio
Velocities

Unit_Vectors

Velocity Vectors

Design Document

discrete
type
discrete
type
floating
point type
floating
point type
floating
point type
floating
point type
floating
point type
floating
point type
array

array

Data type used to dimension Velocity
Vectors
Data type used to dimension Unit Vectors

Data type of angular measurements

Data type used to define distance
measurements of the Earth’s radius

Data type used to define distance
measurements of the navigation segments

Data type of results of sine/cosine
operations

Data type of tangent operations

Data type of velocity measurements

Array, dimensioned by Unit_Indices, of
Sin Cos Ratio

Array, dimensioned by Navigation_
Indices, of Velocities

The following table describes the data types required by this part and defined

in the package specification of Waypoint_Steering:

| Name

Range

Description

Turning Directions

Turning_Statuses

Left Turn,
Right_Turn

Turning,

Not_Turning

Indicates if the missile needs to make
a right or a left-hand turn to go to
the next waypoint

Indicates whether or not the missile is
currently turning

l
I
I
|
|

3.3.4.1.9.2.10.3.8 LIMITATIONS

None.
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3.3.4.1.9.3 TURN_TEST_OPERATIONS (PACKAGE BODY) PACKAGE DESIGN (CATALOG #P112-0)

This part contains the operations required to determine if a missile should be

in turning or nonturning flight.

The decomposition for this part is the same as that shown in the Top-Level

Design Document.
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3.3.4.1.9.3.1 REQUIREMENTS ALLOCATION

The following table summarizes the allocation of CAMP requirements to this
part:

| Stop_Test | R178 |
| Start_Test | R179 |

3.3.4.1.9.3.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.3.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were previously defined when this part was
specified: '

Data types:

The following table summarizes the generic formal types required by this part: ‘

| Name | Type | Description |

| Distances | floating | Data type of distance measurements |

3.3.4.1.9.3.4 LOCAL DATA

None.

3.3.4.1.9.3.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.3.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint Steering)
package body Turn_Test Operations is

function Stop Test
(Distance_to_B : Distances; @
Nonturning Distance : Distances;
Lead_Distance : Distances)



%

S

CAMP Software Detailed Design Document Page 455

return Turning Statuses is separate;

function Start Test

(Distance_to B : Distances;
Turning_Distance : Distances;
Lead Distance : Distances)

return Turning_Statuses is separate;

end Turn_Test_Operations;

3.3.4.1.9.3.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Data types:

The followving table summarizes the types required by this part and defined
elsevhere in the parent top level component:

| Name | Range | Description |

| Turning Statuses | Turning, | Indicates vhether or not the missile is|
| Not_Turning | currently turning

3.3.4.1.9.3.8 LIMITATIONS

None.

3.3.4.1.9.3.9 LLCSC DESIGN

None.

3.3.4.1.9.3.10 UNIT DESIGN

3.3.4.1.9.3.10.1 STOP_TEST (FUNCTION BODY) UNIT DESIGN

This part determines whether a missile should be in turning or nonturning
flight.

3.3.4.1.9.3.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R178.
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3.3.4.1.9.3.10.1.2 LOCAL ENTITIES DESIGN
None.
3.3.4.1.9.3.10.1.3 INPUT/OUTPUT

FORMAL PARAMETERS:

The following table describes this part’s formal parameters:

| Name | Type | Mode | Description

Distance_ Distances | In Distance from missile position to

to B current waypoint, B

Nonturning_ | Distances | In Distance from point of tangency of turn

Distance turn circle and next course segment,
BC, to the next waypoint, C

Lead_ Distances | In Distance at vhich a turn is started or

Distance stopped early to compensate for the
delay in missile roll dynamics

3.3.4.1.9.3.10.1.4 LOCAL DATA
Data objects:

The folloving table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Turn_Status | Turning_ | N/A | Turning or nonturning status of the |
| | Statuses | | missile |

3.3.4.1.9.3.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.3.10.1.6 PROCESSING
The follovwing describes the processing performed by this part:

separate (Waypoint_Steering.Turn_Test_Operations)
function Stop Test
(Distance_to B : Distances;
Nonturning Distance : Distances;
Lead_Distance : Distances) return Turning_Statuses is

-- --declaration section-
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Turn_Status : Turning Statuses := Turning;

begin
if Distance_to B <= (Lead Distance + Nonturning Distance) then
Turn_Status := Not_Turning;
end if;

return Turn_Status;

end Stop _Test;

3.3.4.1.9.3.10.1.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Data types:

The following table summarizes the types required by this part and defined as
generic parameters to the Turn_Test Operations package:

| Name | Type | Description |

| Distances | floating | Data type of distance measurements |

The following table summarizes the types required by this part and defined in
the package specification of Vaypoint_Steering:

| Name | Range | Description |

| Turning_Statuses | Turning, | Indicates whether or not the missile is|
| | Not_Turning | currently turning |

3.3.4.1.9.3.10.1.8 LIMITATIONS

None.

3.3.4.1.9.3.10.2 START TEST (FUNCTION BODY) UNIT DESIGN

This part determines whether a missile should be in turning or nonturning
flight.
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3.3.4.1.9.3.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R179.

3.3.4.1.9.3.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.3.10.2.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:
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| Name | Type | Mode | Description |

Distance_ Distances | In Distance from missile position to
to B current wvaypoint, B

Turning_ Distances | In Distance from point of tangency of turn
Distance turn circle and current course segment,

BC, to the current wvaypoint, C

Lead_ Distances | In Distance at vhich a turn is started or

Distance stopped early to compensate for the

delay in missile roll dynamics

3.3.4.1.9.3.10.2.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Turn_Status | Turning_ | N/A | Turning or nonturning status of the |
| | Statuses | | missile |

3.3.4.1.9.3.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.3.10.2.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint_Steering.Turn_Test Operations)
function Start Test
(DIstance_to_B : Distances;
Turning Distance : Distances;

g
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Lead Distance : Distances) return Turning Statuses is

Turn_Status : Turning_Stituses := Not_Turning;

--begin function Start_Test-

begin
if Distance_to B <= (Lead Distance + Turning Distance) then
Turn_Status := Turning;
end if;
return Turn_Status;

end Start_Test;

3.3.4.1.9.3.10.2.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The folloving tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Data types:

The following table summarizes the types required by this part and defined as
generic parameters to the Turn_Test Operations package:

| Name | Type | Description |

| Distances | floating | Data type of distance measurements |

The following table summarizes the types required by this part and defined in
the package specification of Waypoint_Steering:

| Name | Range | Description |

| Turning_Statuses | Turning, | Indicates whether or not the missile is|
| Not_Turning | currently turning

3.3.4.1.9.3.10.2.8 LIMITATIONS

None.

W
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3.3.4.1.9.4 STEERING VECTOR_OPERATIONS WITH_ARCSIN (PACKAGE BODY) PACKAGE DESIGN
(CATALOG #P1048-0)

This package contains operations to do the following: o Initialize the
vaypoint steering vectors when supplied with the latitude and longitude of the
past, current, and next vaypoints o Update the waypoint steering vectors when
supplied with the latitude and longitude of the "new" waypoint, C.

The waypoint steering vectors for a course segment, extending from waypoint A
to wvaypoint B, are the segment unit normal vector (UN_B) and the segment unit
tangent vector (UT_B).

It does not make the assumption that alphasin(alpha) when doing its
computations.

The decomposition for this part is the same as that shown in the Top-Level
Design Document.
3.3.4.1.9.4.1 REQUIREMENTS ALLOCATION

The following table summarizes the allocation of CAMP requirements to this
part:

| Name | Requirements Allocation |

| Initialize | N/A . |
| Update | N/A |

3.3.4.1.9.4.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.4.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were previously defined with the specification
for this part.

Data types:

The following table summarizes tie generic formal types required by this part:

&



&

CAMP Software Detailed Design Document

Page 461

Indices

Segment _
Distances
Earth_Posi

Radians

Earth_Distances

tions

Sin_Cos_Ratio

Unit_Vectors

discrete
type
floating
point type
floating
point type
floating
point type
floating
point type
floating
point type
array

Used to dimension Unit_Vectors

Data type used to define distance
measurements of the Earth’s radius
Data type used to define distance
measurements of the navigation segments

Data type used to define latitude and
longitude measurements

Radian units of angular measurement

Data type used to define results of a sine
or cosine function

Array of "Sin_Cos_Ratio" dimensioned by
Indices

Data objects

The following table describes

.
.

the generic formal objects required by this part:

| Name | Type | Value | Description |
| Earth_Radius | Earth_ | n/a | Radius of the Earth |
| | Distances | | |
Subprograms:

The following table describes

the generic formal subroutines required by this

part:
| Name | Type | Description
hn function Multiplication operator defining the operation:
Sin_Cos Ratio * Earth _Distances =>
Segment_Distances
mn function Operator defining the operation:
Unit_Vectors / Sin Cos_Ratio => Unit_Vectors
Arcsin function Arcsin function (must return radians)
Cross_ procedure | Cross product function
Product
Vector function Calculates the length of a vector
Length
Sin_Cos | procedure | Calculates the sine and cosine of an input value

3.3.4.1.9.4.4 LOCAL DATA

Data objects:
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The following table describes the data objects maintained by this part:

Page 462

Unit_Radial B

Unit_Radial C

Unit_Vectors N/A

Unit_Vectors | N/A

Unit radial vector to waypoint B
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
B

Unit radial vector to waypoint C
extending outwards from the
origin of the Earth-centered
reference frame towards waypoint
C

3.3.4.1.9.4.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.4.6 PROCESSING

The following describes the processing performed by this part:

vith Geometric_Operations;
separate (Vaypoint Steering)
package body SteerIng Vector Operations with Arcsin is

package Geo renames Geometric Operations;

-- --instantiate required parts-

function UR_

Vector is new

Geo.Unit _Radial Vector (Indices => Indices,

Earth_Positions => Earth_Positions,
Sin Cos Ratio => Sin_Cos_Ratio,
Unit_Vectors => Unit_Vectors);

procedure Compute_Segment_and U N1 Vector is new

Geo.Compute_Segment_and_
(Indices
Earth Distances
Segment_Distances
Radians
Sin_Cos Ratio
Unit Vectors
Earth_Radius

-~ --local declarations-

Unit_Normal Vector with_Arcsin
“a=> Indices,”

=> Earth_Distances,

=) Segment Distances,

=> Radians,

~> Sin_Cos_Ratio,

=> Unit Vectors,

=> Earth_Radius);
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Unit Radial B : Unit_Vectors;
Unit_Radial C : Unit_Vectors;

end Steering Vector Operations_with_Arcsin;

3.3.4.1.9.4.7 UTILIZATION OF OTHER ELEMENTS

The following library units are with’d by this part:
1. Geometric_Operations package (Geo)

UTILIZATION OF EXTERNAL ELEMENTS:
Subprograms and task entries:

The following table summarizes the external subroutines and task entries
required by this part:

| Name | Type | Source | Description |
| Unit_Radial Vector | generic | Geo | Computes a unit radial vector|
| | function | | |
| Compute_Segment_and_ | generic | Geo | Computes segment distance |
| Unit_Normal Vector_ ’ function } { and unit normal vector |
I I

with_Aresin™

3.3.4.1.9.4.8 LIMITATIONS

None.

3.3.4.1.9.4.9 LLCSC DESIGN

¢

None.

3.3.4.1.9.4.10 UNIT DESIGN
3.3.4.1.9.4.10.1 INITIALIZE (PROCEDURE BODY) UNIT DESIGN

This part initializes the waypoint steering vectors when supplied with the
latitude and longitude of the past (A), present (B), and next (C) waypoints.

This part initializes the waypoint steering vectors for the "current" course
segment AB, as well as for the "next" course segment BC.

3.3.4.1.9.4.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R170.
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3.3.4.1.9.4.10.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.4.10.1.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:

Page 464

| Name | Type | Mode | Description [

Waypoint_A Lat, Earth_Positions | in Latitude and longitude of
Waypoint_A Long the "previous" waypoint
Waypoint_B Lat, Earth_Positions | in Latitude and longitude of
Vaypoint B _Long the "current" waypoint
Vaypoint C Lat, Earth_Positions | in Latitude and longitude of
Vaypoint [ _Long the "next" waypoint

Unit Normal B, Unit_Vectors out Unit normal vectors for
Unit Normal C segments AB and BC

Unit Tangent _B, Unit_Vectors out Unit tangent vectors for
Unit Tangent c segments AB and BC
Segment BC_ Segment _ out Great circle arclength
Distance Distances betveen waypoints B and C

3.3.4.1.9.4.10.1.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Temp_UN B | Unit_Vectors | N/A | Temporary Unit Normal B vector

| Temp UN C | Unit_Vectors | N/A | Temporary Unit_Normal C vector |
| Unit_Radial A | Unit_Vectors | N/A | Unit radial vector pointing to |
I I I | waypoint A I
| V_Length | Sin_Cos_Ratio | N/A | Vector length |

3.3.4.1.9.4.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.1.9.4.10.1.6 PROCESSING
The following describes the processing performed by this part:

procedure Initialize
(Vaypoint_A Lat : in Earth Positions;
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Waypoint_A Long : in Earth Positions;
Waypoint _ "B Lat ¢ in Earth_Positions;
Waypoint_ B~ _Long : in Earth_Positions;
Waypoint_ “C Lat : in Earth _Positions;
Waypoint C Long : in Earth _Positions;

Unit_Normal B
Unit Normal C
Unit Tangent B
Unit Tangent C
Segment_BC DIstance

out Unit _Vectors;
out Unit_Vectors;
out Unit_Vectors;
out Unit_Vectors;
out Segment Distances) is

- --declaration section-

Temp_UN_B ¢ Unit_Vectors;
Temp UN C : Unit_Vectors;
Unit_Radial A : Unit Vectors;
V_Length : Sin_Cos_Ratio;

--  --begin procedure Initialize-

begin
- --compute unit radial vectors

Unit_Radial A := U R Vector(Lat_of Point => Waypoint_ A Lat,
Long_of Point => Waypoint_A Long);

Unit_Radial B := U R Vector(Lat_of Point «> Waypoint B Lat,
Long_of Point => Waypoint B Long);

Unit_Radial C := UR_Vector(Lat_of Point => Vaypoint_C Lat,
Long_of_Point => Waypoint_C_Long);

- --compute UN_B ,
Temp_UN B t= Cross_Product(Left => Unit Radial B,
Right => Unit Radial _A);
V_Length t= Vector Length(Temp UN_B);
Temp_UN_B t= Temp_UN B / V_Length;™

Unit Normal B := Temp UN _B;
- --compute UT_B

Unit_Tangent B := Cross_Product(Left => Temp UN B,
Right => Unit_Radial B);

- --compute UN _C and segment BC distance

Compute_Segment :and_U N1 Vector
(Unit_Radiall => Unit_Radial B,
Unit_RadialZ => Unit_Radial C,
Unit_Normal2 => Temp_UN _C,
Segment Distance => Segment “BC _Distance);

Unit_Normal C := Temp_UN C;
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- --compute UT C

Unit_Tangent_C := Cross_Product(Left => Temp UN C,
Right => Unit_Radial C);

end Initialize;

3.3.4.1.9.4.10.1.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by
this part and instantiated in the body of the Steering Vector Operations
package:

| Name | Type | Description |
| UR _Vector | function | Computes a unit radial vector

| Compute_Segment_and _ | function | Computes segment distance and unit |
| U_N1 Vector | | normal vector |

The following table describes the subroutines required by this part and defined
as generic formal subroutines to the Steering Vector Operations package:

| Name | Type | Description |

I "/"

Operator defining the operation:
Unit_Vectors / Sin Cos_Ratio => Unit_Vectors

function

| | |
| Cross_ | procedure | Cross product function |
| Product| | |
| Vector | function | Calculates the length of a vector |
| Length | I I

Data types:

The following data types are required by this part and defined as generic
parameters to the Steering Vector Operations package:

v
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| Name | Type ] Description

Indices discrete Used to dimension Unit Vectors
type

Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius

Segment _ floating Data type used to define distance

Distances point type measurements of the navigation segments

Earth_Positions | floating Data type used to define latitude and
point type longitude measurements

Sin_Cos Ratio floating Data type used to define results of a sine
point type or cosine function

Unit_Vectors array Array of "Sin_Cos_Ratio" dimensioned by

Indices

Data objects:

The following table summarizes the objects required by this part and defined in
the package body of Steering Vector Operations:

| Name | Type | Value | Description |

Unit_Radial B | Unit_Vectors | N/A Unit radial vector to vaypoint B
extending outwards from the
origin of the Earth-centered
reference frame tovards waypoint
B

Unit_Radial C | Unit_Vectors | N/A Unit radial vector to waypoint C
extending outwards from the
origin of the Earth-centered
reference frame tovards waypoint
c

3.3.4.1.9.4.10.1.8 LIMITATIONS

None.

3.3.4.1.9.4.10.2 UPDATE (PROCEDURE BODY) UNIT DESIGN

This part updates the waypoint steering vectors when supplied with the latitude
and longitude of the "new" waypnint, C.

The waypoint steering vectors for a course segment, extending from waypoint A
to vaypoint B, are the segment unit normal vector (UN_B) and the segment unit
tangent vector (UT_B). 0
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3.3.4.1.9.4.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R171.

3.3.4.1.9.4.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.9.4.10.2.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table describes this part’s formal parameters:

| Name | Type | Mode | Description |
Vaypoint_C Lat, Earth _Positions | in Latitude and longitude of
Waypoint_C Long the "next" waypoint
Unit_Normal B, Unit_Vectors out Unit normal vectors for
Unit NormaI_C in out segments AB and BC
Unit_Tangent_B, Unit_Vectors out Unit tangent vectors for
Unit_Tangent C - in out segments AB and BC
Segment_BC_ Segment _ out Great circle arclength
Distance Distances betveen wvaypoints B and C

3.3.4.1.9.4.10.2.4 LOCAL DATA

None.

3.3.4.1.9.4.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4,1.9.4.10.2.6 PROCESSING
The following describes the processing performed by this part:

procedure Update

(Vaypoint_C Lat
Vaypoint_C Long
Unit_Normal B
Unit_Normal C
Unit_Tangent_B
Unit_Tangent C
Segment BC_DIstance

in Earth Positions;
in Earth Positions;
out Unit_Vectors;
in out Unit_Vectors;
out Unit_Vectors;
in out Unit_Vectors;
out Segment Distances) is

begin
- --advance "C" vectors into "B" vectors

Unit_Radial B := Unit_Radial C;
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Unit Normal B := Unit_Normal C;
Unit Tangent B := Unit Tangent C;

- --calculate new values

Unit_Radial C := U R Vector(Lat_of Point => Waypoint_C lat,
Long_of Point => Waypoint C_Long);

Compute Segment and_U N1 Vector
(Unit_Radiall => Unit_Radial B,
Unit Radial2 => Unit Radial™ _C,
Unit_NormalZ = Unit_Normal c,
Segment_Distance => Segment BC Distance);

Unit_Tangent C := Cross_Product(Left => Unit_Normal C,
Right => Unit_Radial C);

end Update;

3.3.4.1.9.4.10.2.7 UTILIZATION CF OTHER ELEMENTS
UTILIZATION OF CTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Subprograms and task entries:
The following table summarizes the subroutines and task entries required by

this part and instantiated in the body of the Steering Vector_ Operations
package:

| Name | Type | Description |
| UR Vector | function | Computes a unit radial vector

| Compute Segment_and _ | function | Computes segment distance and unit |
| U_N1_Vector | | normal vector |

The following table describes the subroutines required by this part and defined
as generic formal subroutines to the Steering Vector Operations package:

| Name | Type | Description |
| Cross | procedure | Cross product function |
| Product] | |

Data types:

The following data types are required by this part and defined as generic
parameters to the Steering Vector Operations package:
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| Name | Type | Description

Indices discrete Used to dimension Unit Vectors
type

Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius

Segment _ floating Data type used to define distance

Distances point type measurements of the navigation segments

Earth Positions | floating Data type used to define latitude and
point type longitude measurements

Sin_Cos_Ratio floating Data type used to define results of a sine
point type or cosine function

Unit_Vectors array Array of "Sin_Cos_Ratio" dimensioned by

Indices

Data objects:

The following table summarizes the objects required by this part and defined in
the package body of Steering Vector Operations:

| Name | Type | Value | Description |

Unit_Radial B | Unit_Vectors | N/A Unit radial vector to vaypoint B
extending outwvards from the i
origin of the Barth-centered

reference frame towards waypoint
' B

Unit_Radial C | Unit_Vectors | N/A Unit radial vector to wayr~int C

extending outwards from the

origin of the Earth-centered

reference frame towards waypoint

c

3.3.4.1.9.4.10.2.8 LIMITATIONS

None.

3.3.4.1.10 UNIT DESIGN

3.3.4.1.10.1 COMPUTE_TURN ANGLE AND DIRECTION (PROCEDURE BODY) UNIT DESI™
(CATALOG #P108-0)

Using the waypoint steering vectors, this part computes the tangent of one-half
the turn angle along with the turn direction.

3.3.4.1.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R172. @
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3.3.4.1.10.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.10.1.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The follovwing generic parameters wvere defined when this part was previously
specified.

Data types:

The following *able describes the generic formal types required by this part:

Name | Type | Description |

I

| | One-dimensional, three-element arrays

| | defining the waypoint steering vectors
| 5in_Cos_Ratio | floating Data type of results of sine/cosine
I I

| I

I I

private |
|

point type | operations
|
I

Unit_Vectors

Tan_Ratio floating Data type of results of tangent operations

point type

Subprograms:

The following table describes the generic formal subroutines required by this
part:

| Name | Type | Description |

| function | Addition operator defining the operation:
| | Tan_Ratio + Sin_Cos Ratio => Tan_Ratio

| "/ | function | Division operator defining the operation:
! I Sin Cos Ratio / Tan Ratio => Tan Ratio

function | Calculates the dot product of two Unit Vectors

| Dot_Product

FORMAL PARAMETERS:

The following table describes this part’s formal parameters:
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| Name | Type | Mode | Description |
Unit_Normal C Unit Vectors | in Segment BC unit normal vector
vith x, y, and z components
Unit_Tangent B Unit_Vectors | in Segment AB unit tangent vector
wvith x, y, and z components
Unit_Tangent_C Unit_Vectors | in Segment BC unit tangent vector
with %X, y, and z components
Tan_of One_Half_ Tan_Ratio out Tangent of one-half the angle
Turn Angle between the current course
segment and the next course
segment
Turn_Direction Turning out Indicates if missile is to
Directions make a right- or left-hand
turn

3.3.4.1.10.1.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Cos_of Turn_Angle, | Sin Cos_ | N/A | Sine and cosine of the angle |
| Sin_of_Turn_Angle | Ratio ~ | | between the current and next |

| l | | course segments |

3.3.4.1.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.1.10.1.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint_Steering)
procedure Compute ' Turn _Angle _and Direction

(Unit Normal C in Unit_Vectors;
Unit Tangent B in Unit_Vectors;
Unit Tangent C in Unit Vectors;

out Tan_Ratio;
out Turning Directions) is

Tan of One Half _Turn_Angle
Turn_Direction —

Tan_of_Half : Tan_Ratio renames Tan_of One_Half Turn_Angle;
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Cos_of Turn_Angle : Sin _Cos_Ratio;
Sin_of Turn_Angle : Sin _Cos_Ratio;

--begin procedure Compute_Turn_Angle and Direction-

begin
Cos_of Turn_Angle := Dot_Product(Left => Unit_Tangent B,
Right => Unit Tangent C);

Sin_of _Turn_Angle := Dot_Product(Left => Unit_Tangent B,
Right => Unit_Normal C);

Tan_of Half := ABS(Sin_of Turn_Angle /
(Tan_Ratio(1.0) + Cos_of Turn_Angle));
if Sin of Turn Angle < 0.0 then
Turn_DIrectIon := Left_Turn;
else
Turn_Direction := Right Turn;
end if;

end Compute_Turn_Angle and Direction;

3.3.4.1.10.1.7 UTILIZATION OF OTHER ELEMENTS

None. .

3.3.4.1.10.1.8 LIMITATIONS

None.
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3.3.4.1.10.2 DISTANCE_TO_CURRENT WAYPOINT (FUNCTION BODY) UNIT DESIGN (CATALOG

#P110-0)

This part computes the distance from the missile’s position to the current

vaypoint, B.

3.3.4.1.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R176.

3.3.4.1.10.2.2 LOCAL ENTITIES DESIGN

None.
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'd
p

3.3.4.1.10.2.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were previously defined with this part’s
specification.

Data types:

The following table describes the generic formal types required by this part:

| Name | Type | Description |
Unit_Vectors private One dimensional, three-element array of
Sin Cos_Ratio
Sin_Cos_Ratio floating Results nf sine/cosine operations
point type
Tan_Ratio floating Results of tangent operation
point type
Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius
Segment _ floating Data type used to define distance
Distances point type measurements of the navigation segments
Data objects: ‘

The following table describes the generic formal objects required by this part:

| Name | Type | Value | Description |
| Earth_Radius | Earth_ | n/a | Radius of the Earth |
| | Distances | | |
Subprograms:

The following table describes the generic formal subroutines required by this
part:

| Name | Type | Description |
| Dot_Product | function Computes the dot product of two unit vectors

I

| " | function
I
I

I I
| Multiplication operator defining the operation: |
| Sin_Cos_Ratio * Earth_Distances => |
| Segment_Distances |

FORMAL PARAMETERS:

The following table describes this part’s formal parameters: Q&
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| Name | Type | Mode | Description

| Unit | Unit_Vectors | in | Unit radial vector to the missile
| Radial M | | | extending outward from the origin
| | | | of the Earth-centered reference

| | | | frame

| Unit_ | Unit_Vectors | in | Segment AB unit tangent vector

| Tangent B | | |

3.3.4.1.10.2.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Value | Description
| Dot_Prod_ | Sin Cos_ | N/A | Due to the geometry, this value ends up
| Result | Ratio | | being the angle between UR_M and UR_B

3.3.4.1.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4.1.10.2.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint_Steering)
function Distance_to Current_Waypoint
(Unit_Radial M * Unit_Vectors;
Unit_Tangent B : Unit_Vectors) return Segment_Distances is

-- --local declarations-

Dot_Prod_Result : Sin_Cos_Ratio;

--begin function Distance_To_Current_Waypoint-

begin

-- --dot product of UR_M and UT_B, because of the geometry, equals
-- --the angle betveen UR M and UR_B
Dot_Prod Result := Dot Product (Left => Unit_Radial M,
Right => Unit_Tangent_B);
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return Dot Prod Result * Earth Radius;
end Distance_to_Current Waypoint;

3.3.4.1.10.2.7 UTILIZATION OF OTHER ELEMENTS

None.

3.3.4.1.10.2.8 LIMITATIONS

None.

3.3.4.1.10.3 COMPUTE_TURNING_ AND NONTURNING DISTANCES(PROCEDURE BODY) UNIT DESIGN
(CATALOG ¥P111-0)

This part computes the missile turning distance projected onto the current
course segment, AB, and the missile nonturning distance measured along the next
course segment, BC.

3.3.4.1.10.3.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R177.

3.3.4.1.10.3.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.10.3.3 INPUT/OUTPUT
GENERIC PARAMETERS:

The following generic parameters were previously defined when this part was
specified.

Data types:

The following table describes the generic formal types required by this part:

| Name | Type | Description |
| Distances | floating | Data type of distance measurements |
l | point type | I
| Tan_Ratio | floating | Data type of results of tangent operation |
I | point type | I
Subprograms:

The following table describes the generic formal subroutines required by this
part:
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| Name | Type | Description |

| A | function | Multiplication operator defining the operation:
| | | Distances * Tan_Ratio => Distances |

FORMAL PARAMETERS:

The following table describes this part’s formal parameters:

| Name | Type | Mode | Description
Tan of One Tan_Ratio | in Tangent of 1/2 the angle between
Half Turn current course segment and next course
Angle segment
Segment BC_ Distances | in Great circle arc length betveen vay-
Distance points B and C
Turn Radius Distances | in Desired missile turn radius
TurnTng_ Distances | out Distance from the point of tangency of
Distance the turn circle and the current course
segment AB to the current waypoint, B
Nonturning_ Distances | out Distance from the point of tangency of
Distance the turn circle and the next course
segment BC to the next waypoint, C

3.3.4.1.10.3.4 LOCAL DATA
Data objects:

The folloving table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Temp_Turning_ | Distances | N/A | Temporary variable |
| Distance | | | |

3.3.4.1.10.3.5 PROCESS CONTROL

Not applicable.

3.3.4.1.10.3.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint Steering)
procedure Compute_ Turning and_Nonturning Distances
(Tan_ “of _One_| Half Turn Angle : in Tan_Ratio;
Segment BC Distance : in Distances;
Turn_Radius ¢ in Distances;
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Turning Distance 8 out Distances;
Nonturnfng_Distance g out Distances) is

~~ --declaration section-

Temp_Turning Distance : Distances;

--begin procedure Compute Turning And Nonturning Distances-

begin
Temp _Turning Distance := Turn_Radius * Tan_of _One Half Turn_Angle;
Turning Distance t= Temp_ “Turning Distance;
NonturnIng Distance := Segment BC_| Distance - Temp _Turning_Distance;

end Compute Turning And Nonturning Distances;

3.3.4.1.10.3.7 UTILIZATION OF OTHER ELEMENTS

None.

3.3.4.1.10.3.8 LIMITATIONS

None.

3.3.4.1.10.4 DISTANCE TO_CURRENT WAYPOINT VWITH ARCSIN (FUNCTION BODY) UNIT DESIGN
(CATALOG #P1117-0)

This part computes the distance from the missile’s position to the current
vaypoint, B.

It does not use the assumption that alphasin(alpha) when doing its
computations.

3.3.4.1.10.4.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R.

3.3.4.1.10.4.2 LOCAL ENTITIES DESIGN

None.

3.3.4.1.10.4.3 INPUT/OUTPUT
GENERIC PARAMETERS:
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The following generic parameters were previously defined with this part’s

specification.

Data types:

The following table describes the generic formal types required by this part:

| Name | Type | Description |
Unit_Vectors private One dimensional, three-element array of
Sin_Cos_Ratio
Radians floating Radian units of angular measurement
point type
Sin_Cos_Ratio floating Results of sine/cosine operations
point type
Tan_Ratio floating Results of tangent operation
point type
Earth Distances | floating Data type used to define distance
point type measurements of the Earth’s radius
Segment _ floating Data type used to define distance
Distances point type measurements of the navigation segments

Data objects:

The following table describes

the generic formal objects required by this part:

| Name | Type

| Value | Description |

| Earth_Radius | Earth_
| | Distances

| n/a | Radius of the Earth |
I I I

Subprograms:

The following table describes
part:

the generic formal subroutines required by this

| Name | Type I

Description |

| Dot_Product | function | Computes the dot product of two unit vectors |
| A | function | Multiplication operator defining the operation: |
| | | Radians * Earth _Distances => Segment_Distances |

FORMAL PARAMETERS:

The following table describes

this part’s formal parameters:
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| Name | Type | Mode | Description |

Unit Unit radial vector to the missile

I I | |
| Radial M | | | extending outward from the origin |
| | [ | of the Earth-centered reference |
| | | | frame |
| Unit | Unit_Vectors | in | Segment AB unit tangent vector |
| Tangent B | | | |

3.3.4.1.10.4.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Value | Description |
| Dot_Prod_ | Sin Cos_ | N/A | Due to the geometry, this value ends up |
| Result ~ | Ratio ~ | | being the angle between UR_M and UR_B |

3.3.4.1.10.4.5 PROCESS CONTROL

Not applicable.

3.3.4.1.10.4.6 PROCESSING
The following describes the processing performed by this part:

separate (Waypoint_Steering)
function Distance to Current _Waypoint_with_Arcsin
(Unit_Radial M * Unit_Vectors;
Unit_Tangent B : Unit_Vectors) return Segment Distances is

-- --local declarations-

Dot_Prod Result : Sin_Cos_Ratio;

--begin function Distance_To_Current_Waypoint-

begin

-- --dot product of UR M and UT_B, because of the geometry, equals
-- --the angle between UR M and UR B
Dot_Prod Result := Dot_Product (Left => Unit_Radial M,
Right => Unit Tangent _B);
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return Arcsin(Dot_Prod Result) * Earth_Radius;

end Distance_to_Current_Waypoint_with_Arcsin;

3.3.4.1.10.4.7 UTILIZATION OF OTHER ELEMENTS

None.

3.3.4.1.10.4.8 LIMITATIONS

None.
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package body Waypoint_Steering is

package body Steering Vector Operations is separate;
package body Steering Vector Operations_With_Arcsin is separate;

procedure Compute_Turn_Angle And Direction

out Tan_Ratio;
out Turning Directions)

Tan Of One Half Turn_Angle
Turn_Direction
is separate;

(Unit Normal C : in Unit_Vectors;
Unit Tangent B ¢ in Unit_Vectors;
Unit Tangent C : in Unit Vectors;

package body Crosstrack_And _Heading Error_Operations is separate;

function Distance_To Current_Waypoint
(Unit_Radial M * Unit_Vectors;
Unit Tangent B : Unit Vectors)
return Segment Distances is separate;

function Distance To Current Vaypoint With_Arcsin
(Unit Radial M * Unit_Vectors;
Unit Tangent B : Unit Vectors)
return Segment Distances is separate;

procedure Compute Turning And Nonturning Distances
(Tan_Of_One_Half Turn_Angle : im Tan_Ratio;
Segment Bc Distance in Distances;
Turn Radius in Distances;
Turning Distance out Distances;
NonturnIng Distance out Distances) is separate;

package body Turn_Test Operations is separate;

end Vaypoint_Steering;

Fage 483



CAMP Software Detailed Design Document

vith Geometric_Operations;
separate (Waypoint Steering)

package body SteerTng_Vector_Operations is

package Geo renames Geometric_Operations

—-— ——instantiate required paris-

function U R Vector is new

Geo.Unit _Radial Vector (Indice:
Earth Positions

Sin

Unit Vectors

Page 484

=> Indices,

=> Earth _Positions,
=> Sin Cos _Ratio,
=> Unit Vectors),

Cos _Ratio

procedure Compute_Segment_And U N1 Vector is new
Geo. Compute Segment And Unit Normal _Vector

(Indices™
Earth_Distances
Segment_Distances
Sin_Cos _Ratio
Unit Vectors
Earth_Radius

--local declarations-

Unit_Radial B
Unit_Radial C

Unit_Vectors;
Unit_Vectors;

- separate procedures-

procedure Initialize

(Vaypoint_A Lat
Vaypoint A~ _Long
Vaypoint B_Lat
Waypoint_ B _Long
Vaypoint_ C Lat
Vaypoint C Long
Unit_Normal B
Unit_Normal C
Unit Tangent B
Unit Tangent C
Segment_Bc_DIstance

procedure Update
(Waypoint_C_Lat
Vaypoint C Long
Unit Normal B
Unit Normal (o
Unit Tangent B
Unit Tangent C
Segment_Bc_DIstance

Ta>
=)
=
=
=)
=)

in
in
in
in
in
in
out
out
out
out
out

in
in
in
in

Indices,
Earth_Distances,
Segment Distances,
Sin_Cos_Ratio,
Unit Vectors,
Earth_Radius);

Earth_Positions;
Earth_Positions;
Earth Positions;
Earth_Positions;
Earth_Positions;
Earth Positions;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Segment_Distances) is separate;

Earth_Positions;
Earth Positions;
out Unit_Vectors;
out Unit_Vectors;
out Unit_Vectors;
out Unit Vector5°
out Segment _Distances) is separate;

g
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end Steering Vector_Operations;
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separate (Waypoint Steering.Steering Vector_Operations)

procedure Initialize

(Vaypoint_A Lat
Waypoint _ AT _Long
Waypoint_ B Lat
Waypoint _ "B~ _Long
Waypoint_ C Lat
Vaypoint C Long
Unit Normal B
Unit Normal C
Unit Tangent B
Unit Tangent C
Segment_Bc_DIstance

—— —-declaration section-

Temp_Un_B : Unit_Vectors;
Temp_Un_C : Unit_Vectors;
Unit_Radial A : Unit_Vectors;
v Length : Sin_Cos_Ratio;

—-~ begin procedure Initialize-

begin

—— —=compule unit radial vectors

se se eo ee se oo e e

in
in
in
in
in
in
out
out
out
out
out

Earth Positions;
Earth Positions;
Earth Positions;
Earth Positions;
Earth Positions;
Earth Positions;
Unit _Vectors;
Unit_Vectors;
Unit_Vectors;
Unit_Vectors;
Segment Distances) is

Unit_Radial A := U R _Vector(Lat_Of Point => Vaypoint A Lat,
Long 0 Point => Waypoint_A Long);

Unit_Radial B := U R_Vector(Lat_Of Point > Vaypoint B Lat,
Long O Point => Waypoint B Long);

Unit_Radial C := U_R Vector(Lat_0f Point => Waypoint C_Lat,
Long_0f_Point => Waypoint C_Long);

-- ——compute /N B

Temp_Un_B := Cross_Product(Left => Unit_Radial B,
Right => Unit Radial _A);

V_Length := Vector_Length(Temp Un_B);

Temp Un B := Temp_ Un B / V_Length;

Unit Normal B := Temp Un B;

-= —-compute UT B

Unit Tangent B := Cross_Product(Left

-— ——compute UN C and segment BC distance

Compute_Segment And_U N1 Vector

(Unit_Radiall => Unit_Radial B,

a) Temp Un B,

Right => Unit_Radial B);

Un1t_RadialZ = Unit Radial _C,
Unit_Normal2 =) Temp Un_C,
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]

Segment Distance => Segment Bc Distance);
Unit_Normal C := Temp Un_C;
-- ——compute UT C

Unit_Tangent C := Cross_Product(Left => Temp_Un_C,
Right => Unit_Radial_C);

end Initialize;
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separate (Waypoint_Steering.Steering Vector_Operations)

procedure Update
(Vaypoint_C_Lat
Waypoint C Long B
Unit_Normal B :
Unit Normal C
Unit Tangent B :
Unit Tangent C 3
Segment_Bc_Distance :

begin

—— ——advance "C" vectors into "B" vectors
Unit_Radial B := Unit_Radial C;
Unit Normal B := Unit_Normal C;
Unit Tangent B := Unit_Tangent_C;

—= —~calculate new values

: in Earth Positions;

in Earth_Positions;
out Unit Vectors;

: in out Unit Vectors;

out Unit_Vectors;
in out Unit _Vectors;
out Segment Distances) is

Unit_Radial C := U R Vector(Lat_Of Point => Vaypoint_C_lat,
Long_Of Point => Waypoint_C_Long);

Compute_Segment And_U N1 Vector

(Unit_Radiall => Unit_Radial B,
Unit Radial2 => Unit Radial _C,
Unit_Normal2 => Unit_Normal C,
Segment_Distance => Segment Bc_Distance);

Unit_Tangent C := Cross_Product(Left => Unit_Normal C,
Right «> Unit_Radial C);

end Update;
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separate (Waypoint_Steering)
procedure Compute Turn _Angle_And Direction
(Unit Normal C :
Unit Tangent B
Unit™ _Tangent _ C
Tan Of One Half_Turn Angle
Turn_DIrection

ee oo oo oo

—— ~=declaration section-

in Unit_Vectors;
in Unit_Vectors;
in Unit Vectors;

out Tan_Ratio;
out Turning Directions) is

Tan_Of Half : Tan_Ratio renames Tan 0f One Half Turn_Angle;

Cos_0f Turn_Angle : Sin Cos_Ratio;
Sin_ ~of Turn Angle ] Sin Cos Ratio,

-~ begin procedure Compute Turn Angle and Direction-

begin

Cos_Of Turn_Angle := Dot_Product(Left
Right

Sin_Of Turn_Angle := Dot_Product(Left
Right

Tan_Of Half := abs(Sin_Of Turn_Angle /

=> Unit_Tangent_B,
=> Unit_Tangent C);
=> Unit Tangent “B,
«> Unit_Normal C);

(Tan | Ratio(l 20) + Cos 0f Turn_Angle));

if Sin_Of Turn Angle < 0.0 then
Turn_DIrectIon := Left_Turn;
else
Turn_Direction := Right_Turn;
end if;

end Compute_Turn_Angle And Direction;
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separate (Waypoint_Steering)

package body Crosstrack And_Heading_Error_Operations is

procedure Compute When Turning
(Distance To B
Nonturning Distance
Unit Radial M
Unit Normal B
Unit Tangent B
Turn Direction
Ground _Velocity
Turn_Radius
Crosstrack Error
Heading Error

: in Segment Distances;
in Segment | “Distances;
in Unit Vectors,

in Unit_Vectors,

in Unit Vectors;

in Turning Directions;
in Velocity Vectors;

in Segment_ Distances;
out Segment_Distances;
out Angles) is separate;

procedure Compute_When Not Turning

(Unit_Radfal M
Unit Normal B
Ground_Velocity
Crosstrack Error
Heading Error

%o oe eo e oo

procedure Compute
(Distance To B
Nonturning Distance
Unit Radial M
Unit Normal B
Unit Tangent B
Turn_ “Direction
Turn_Status
Ground _Velocity
Turn Radius
Crosstrack Error
Heading_Error

end Crosstrack And_Heading Error_ Ope

in Unit_Vectors;

in Unit_Vectors;

in Velocity Vectors;
out Segment ﬁistances,
out Angles) is separate;

in Segment Distances;
in Segment | “Distances;
in Unit Vectors,

in Unit Vectors;

in Unit Vectors;

in Turning Directions;
in Turning Statuses;
in Velocity Vectors;
in Segment Distances;
out Segment Distances,
out Angles) is separate;

rations;

LS
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separate (Waypoint Steering.Crosstrack_And_Heading Error_Operations)
procedure Compute_ Vhen _Turning

(Distance "To B : in Segment Distances;
Nonturning Distance : in Segment_Distances;
Unit Radial M : in Unit Vectors;

in Unit_Vectors;

in Unit Vectors;

in Turning Directions;
in Velocity Vectors;
in Segment Distances,
out Segment_ “Distances;
out Angles) is

Unit Normal B
Unit Tangent B
Turn Direction
Ground_Velocity
Turn_Radius
Crosstrack_Error
Heading Error

—- —=declaration section-

Segment_Distances;
Segment _ “Distances;
Segment _ “Distances;
Segment Distances,
INTEGER;
Sin_Cos_Ratio;
Segment_Distances;
Segment Distances,

Crosstrack Distance
DY

D_X

DHDC

Direction
Dot_Prod_Result
NHDC

R M

e 9o 0 o se e e se

(Q —-begin procedure Compute When_Turning-

begin
—— ——=convert turn direction lo an integer value

if Turn Direction = Left Turn then
Direction := -1;

else
Direction := 1;

end if;

—— ——get the sine of the angle (which approximately equals the angle)
-~ —=between the actual and desired UR M,
—— ——and then compute crossirack distance

Dot_Prod_Result := Dot_Product (Left => Unit_Radial M,
Right => Unit Normal B)
Crosstrack Distance := Dot_Prod_Result * Earth Raaius,

—-— —~compute the radius of the circle that the missile is actually traversing
:= Turn Radius - Crosstrack Distance * Direction;

:= Distance  To B - Nonturning Distance;
t= Sqrt(D X * D X + D Y * D_Y);

~ OO
< 3]

”
\&Q -- =—compule crosstrack error

Crosstrack Error := (Turn_Radius - R_M) * Direction;
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~— ——compute heading error

N H D C := Direction * Unit_Tangent B(Z) * D X -
Unit_Normal B(Z) “* D Y;

DHDC:= —-DIrection * Unit Normal _B(Z) *D X -
- Unit_Tangent_B(2) * D_Y;

Heading_Error := Arctan((N_H D C * Ground Velocity(N) -
DHDC * Ground Velocity(E)) /
(D H D C * Ground Velocity(N) +
N H D  C * Ground Velocity(E))),

end Compute When Turning;
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separate (Waypoint_Steering.Crosstrack_And Heading Error_ Operations)
procedure Compute_When Not _Turning

(Unit Radial M : in Unit_Vectors;

Unit_Normal_B in Unit_Vectors;

Ground_Velocity in Velocity Vectors;

Crosstrack Error : out Segment Distances,

Heading Error out Angles) is

e eo oo ea

Dot_Prod_Result : Sin_Cos_Ratio;
DHDC : Sin_Cos_Ratio;
NHDC : Sin_Cos_Ratio;

—-begin procedure Compute When Not Turning-

begin

—— —=gel the sine of the angle (which approximately equals the angle)
~— ==between the actual and desired UR M,
—-- ~—and then compute crosstrack distance/error

Dot_Prod_Result := Dot_Product (Left => Unit_Radial N,
Right => Unit Normal | _B);
Crosstrack_Error := Dot_Prod Result * Earth Radius;

~~ ==compute heading error
NHDC := - Unit_Normal B(Z);

D HDC := Unit_Normal B(Y) * Unit_Radial M(X) -
Unit_Normal B(X) * Unit_Radial M(Y);

Heading Error := Arctan((N_H D C * Ground Velocity(N) -
DHD  C * Ground Velocity(E)) /
(D H D C * Ground Velocity(N) +
NH D C * Ground Velocity(E))),

end Compute_When Not_ Turning;

Page 493



CAMP Software Detailed Design Document Page 494

x
separate (Waypoint_Steering.Crosstrack_And_Heading Error Operations)
procedure Compute

(Distance_To_B : in Segment_Distances;
Nonturning Distance : in Segment_Distances;
Unit Radial M : in Unit_Vectors;
Unit Normal B : in Unit Vectors;

in Unit Vectors;

in Turning Directions;
in Turning Statuses;
in Velocity Vectors;
in Segment_ Distances;
out Segment Distances,
out Angles) is

Unit Tangent B
Turn_Direction
Turn_Status
Ground_Velocity
Turn_Radius
Crosstrack_Error
Heading_Error

begin
if Turn_Status = Turning then
Compute When Turning

(Distance_To B => Distance To B ,
Nonturning Distance => Nonturning Distance ,
Unit Radial M => Unit Radial M ,
Unit Normal B => Unit Normal B .
Unit Tangent B => Unit Tangent B o
Turn Direction => Turn Direction 0
Ground _Velocity = Gtound_Velocity y
Turn Radius => Turn_Radius 5
Crosstrack Error => Crosstrack Error y
Heading Error => Heading Error );
else . ﬁ
Compute_When Not Turning

“(UnIt_Radial M => Unit_Radial M ,
Unit Normal B => Unit Normal B -
Ground Velocity => Ground Velocity c
Crosstrack Brror => Crosstrack Error ,
Heading_Ertor => Heading_Error )

e

end if;
end Compute;
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separate (VWaypoint Steering)
function Distance _To Current Waypoint
(Unit_Radial M : Unit_Vectors;
Unit_Tangent B : Unit_Vectors) return Segment Distances is

-— ==local declarations-

Dot_Prod Result : Sin_Cos_Ratio;

--begin funciion Distance To Current Waypoini-

begin

== ==dot product of UR M and UT B, because of the geometry, equals
-- —-=the angle between UR M and URB
Dot_Prod_Result := Dot Product (Left => Unit_Radial N,
Right => Unit Tangent _B);

return Dot _Prod Result * Earth Radius;
end Distance_ To Current Vaypoint,
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separate (Waypoint_Steering)
procedure Compute Turning And Nonturning Distances

(Tan_ “0f One Half Turn_Angle : in Tan_Ratio;
Segment Bc_Distance : in Distances;
Turn Radius ¢ in Distances;
Turning Distance : out Distances;
Nonturning_Distance : out Distances) is

-- ==declaration section-

Temp_Turning Distance : Distances;

-~ begin procedure Compute Turning And Nonturning Distances-

begin
Temp_Turning Distance := Turn_Radius * Tan_Of One Half Turn_Angle;
Turning Distance := Temp Turning Distance;
Nonturning Distance := Segment_Bc_DIstance - Temp_Turning Distance;

end Compute Turning And Nonturning Distances;
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separate (Waypoint_Steering)

package body Turn_Test_Operations is

function Stop Test

(Distance_To B : Distances;
Nonturning Distance : Distances;
Lead Distance : Distances)

return Turning Statuses is separate;

function Start Test

(DIstance _To B : Distances;
Turning_Distance : Distances;
Lead Distance : Distances)

return Turning Statuses is separate;

end Turn_Test Operations;
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separate (Waypoint_Steering.Turn Test_Operations)
function Stop Test

(ﬁistance_To_B : Distances;
Nonturning Distance : Distances;
Lead_Distance : Distances) return Turning Statuses is

—— —=declaration section-

Turn_Status : Turning Statuses := Turning;

—=begin function Stop Test-

begin
if Distance _To B <= (Lead_Distance + Nonturning Distance) then
Turn_Status := Not_Turning;
end if;
return Turn_Status;

end Stop Test;
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separate (Waypoint_Steering.Turn Test Operations)
function Start Test

(Distance To B :
Turning Distance ¢
Lead Distance :

Distances;
Distances;

Distances) return Turning Statuses is

-=— ==declaration section-

Turn_Status : Turning_Statuses := Not_Turning;

begin

if Distance To_B <= (Lead_Distance + Turning Distance) then
Turn_Status := Turning;

end if;

return Turn_Status;

end Start_Test;
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vith Geometric_Operations;
separate (Waypoint Steering)
package body SteerTng_Vector_Operations_with_Arcsin is

package Geo renames Geometric_Operations;

function U R Vector is newv
Geo.Unit_Radial Vector (Indices => Indices,
Earth_Positions => Earth Positions,
Sin_Cos_Ratio => Sin Cos_Ratio,
Unit_Vectors => Unit_Vectors);

procedure Compute_Segment And U N1 Vector is new
Geo. Compute Segment And Unit_Normal Vector With Arcsin

(Indices™ “=> Indices,

Earth Distances => Earth Distances,
Segment_Distances => Segment_Distances,
Radians => Radians,

Sin_Cos _Ratio => Sin_Cos_Ratio,
Unit Vectors => Unit Vectors,
Earth_Radius => Barth_Radius);

—— —=local declarations-

Unit_Radial B : Unit_Vectors;
Unit_Radial C : Unit_Vectors;

pragma PAGE;
procedure Initialize
(Vaypoint_A Lat
Waypoint_. A _Long
Vaypoint_ "B Lat
Vaypoint_ "B _Long
Vaypoint | C Lat
Waypoint C Long
Unit Normal B
Unit Normal C
Unit Tangent B
Unit Tangent ()
Jegment Be_DIstance

in Earth Positions;
in Earth Positions;
in Earth Positions;
in Earth Positions;
in Barth Positions;
in EBarth Positions;
out Unit_Vectors;
out Unit Vectors;
out Unit _Vectors;
out Unit_Vectors;
out Segment Distances) is

- ——declaration section-

Temp_Un_B : Unit_Vectors;
Temp_Un C ¢ Unit_Vectors;
Unit_Radial A : Unit_Vectors;
V_Length : Sin_Cos_Ratio;
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- —-—begin procedure Initialize-

begin
- ~—compute unit radial vectors

Unit_Radial A := U R Vector(Lat_Of Point => Waypoint_ A Lat,
Long Of Point => Waypoint A Long);

Unit_Radial B := U R _Vector(Lat_ 0f Point => Waypoint_ B _Lat,
Long Of_Point => Waypoint B_Long);

Unit_Radial C := U_R Vector(Lat_ Of Point => Waypoint_ C _Lat,
Long_Of Point => Waypoint_C_Long);

- —-compute UN B

Temp_Un_B t= Cross_Product(Left => Unit_Radial B,
Right => Unit Radial A),

V_Length := Vector Length(Temp Un_B);

Temp_Un_B t= Temp Un_B / V_Length;~

Unit Normal B := Temp Un B,
== -—compute UT B

Unit_Tangent B := Cross_Product(Left => Temp Un B,
Right => Unit_Radial B);

- -=-compute UN C and segment BC distance

Compute_Segment And_U N1 Vector
(Unit_Radiall => Unit_Radial B,
Unit_Radial2 => Unit_Radial_C,
Unit_Normal2 => Temp_Un_C,
Segment_Distance => Segment “Be _Distance);

Unit Normal C := Temp_Un C;
- ~~compute UT C

Unit_Tangent _C := Cross_Product(Left => Temp_Un C,
Right => Unit_Radial C);

end Initialize;

pragma PAGE;
procedure Update

(Vaypoint_C Lat ¢ in Earth_Positions;
Vaypoint C Long : in Earth Positions;
Unit Normal B : out Unit_Vectors;
Unit_Normal C : in out Unit_Vectors;
Unit_Tangent B : out Unit_Vectors;
Unit_Tangent C : in out Unit_Vectors;
Segment Be_ DIstance g out Segment Distances) is

begin

- ——advance "C" vectors into "B" vectors



CAMP Software Detailed Design Document Page 502

Unit_Radial B := Unit_Radial C;
Unit Normal B := Unit_Normal C;
Unit_Tangent B := Unit_Tangent C;

- ~~calculate new values

Unit_Radial C := U_R Vector(Lat_Of Point => Waypoint_C_Lat,
Long_Of Point => Vaypoint_C_Long);

Compute_Segment And_U N1 Vector
(Unit_Radiall => Unit_Radial B,
Unit Radial2 => Unit Radial™ _C,
Unit Norma12 =) Unit Normal c,
Segment Distance => Segment Bc 5istance),

Unit_Tangent C := Cross_Product(Left => Unit Normal C,
Right => Unit_Radial C);

end Update;

end Steering Vector Operations_With Arcsin;
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separate (Waypoint Steering)
function Distance To Current _Waypoint_With_Arcsin
(Unit Radial M : Unit_Vectors;
Unit_Tangent_B : Unit_Vectors) return Segment Distances is

-~ ==local declarations-

Dot_Prod_Result : Sin Cos_Ratio;

--begin function Distance To Curr.... Waypoini-

begin
—— ==dot product of UR M and UT B, because of the geometry, equals
~= —=the angle between UR Mand URB
Dot_Prod_Result := Dot Product (Left => Unit Radial M,
Right => Unit_Tangent B);
return Arcsin(Dot_Prod_Result) * Earth Radius;

end Distance_To_Current Waypoint With Arcsin;
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3.3.4.2 AUTOPILOT (PACKAGE BODY) TLCSC (CATALOG #P305-0)

This package body contains bodies for the the three packages nested in the
Autopilot package. Each of these packages is separately compiled.

The decomposition for this part is the same as that shown in the Top-Level
Design Document.

3.3.4.2.1 REQUIREMENTS ALLOCATION

This part meets the following CAMP requirements.

| Name | Type | Req. Allocation |

| Integral Plus Proportional

generic package
Pitch autopilot

|

generic package | R059
I
generic package |
I

|
|
| Lateral/Directional autopilot
I

3.3.4.2.2 LOCAL ENTITIES DESIGN

of

None.

3.3.4.2.3 INPUT/OUTPUT

None.

3.3.4.2.4 LOCAL DATA

None.

3.3.4.2.5 PROCESS CONTROL

Not applicable.

3.3.4.2.6 PROCESSING
The following describes the processing performed by this part:
package body Autopilot is
package body Integral Plus Proportional Gain is separate;
%9 package body Pitch Autopilot is separate;

package body Lateral Directional Autopilot is separate;
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end Autopilot;

3.3.4.2.7 VUTILIZATION OF OTHER ELEMENTS

None.

3.3.4.2.8 LIMITATIONS

None.

3.3.4.2.9 LLCSC DESIGN

3.3.4.2.9.1 INTEGRAL_PLUS_PROPORTIONAL GAIN (PACKAGE BODY) PACKAGE DESIGN (CATALOG
#P306-0)

This part contains subprograms to implement the calculations and logic
necessary to implement an integral plus proportional gain control loop. It
also contains a subprogram to update the value for the proportional gain.
The decomposition for this part is the same as that shown in the Top-Level
Design Document.

3.3.4.2.9.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R048.

3.3.4.2.9.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.1.3 INPUT/OUTPUT
GENERIC PARAMETERS:
Data types:

The following table describes the generic formal types required by this part:

| Name | Type | Description |

| Input_Signals | generic float | Type of values input to part |
| Gains | generic float | Type of gain applied to input|
| Integrated_Signals| generic float | Input signal put through |

| integrator |

Data objects:
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The following table describes the generic formal objects required by this part:

| Name | Type | Description |
| Initial | Gains | Initial value of proportional gain |
| Proportional Gain | | applied to input signal |
Subprograms:

The following table describes the generic formal subroutines required by this
part:

| Name | Type | Description |

"hn Overloads Input Signals * Gains return |

function | i

| Integrated_Signals for proportional gain|
Tustin function | Performs Tustin integrator with limit |
I

Integrate |

3.3.4.2.9.1.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Description |

| Proportional Gain | Gains | Gain applied to input signal. |

3.3.4.2.9.1.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.1.6 PROCESSIN.
The following describes the p., ,.ssing performed by this part:

separate (Autopilot)
package body Integral Plus Proportional Gain is

Proportional _Gain: Gains := Initial Proportional Gain;

end Integral Plus Proportional Gain;
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3.3.4.2.9.1.7 UTILIZATION OF OTHER ELEMENTS

None.

3.3.4.2.9.1.8 LIMITATIONS

None.

3.3.4.2.9.1.9 LLCSC DESIGN

None.

3.3.4.2.9.1.10 UNIT DESIGN
3.3.4.2.9.1.10.1 INTEGRATE UNIT DESIGN

This function performs the integral plus proportional gain function. The logic
to perform this operation is as follows:

Accept new input signal Use Tustin Integrator with Limit to adjust input signal
(If Integrator state within limit do not change input. If Integrator state at
positive limit and input signal > O then set input to 0. If Integrator state
at negative limit and input signal < O then set input to 0.) Use Tustin
Integrator to perform integration and limit functions. Output = Proportional -
Gain * input signal + Tustin Integrator State.

3.3.4.2.9.1.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R048 (2).

3.3.4.2.9.1.10.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.1.10.1.3 INPUT/OUTPUT
FORMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:

| Name | Type | Description |

| Signal | Input_Signals | Value of Input_Signal for integral |
| I | plus proportional gain. |
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B
* 3.3.4,2.9.1.10.1.4 LOCAL DATA

None.

3.3.4.2.9.1.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.1.10.1.6 PROCESSING
The following describes the processing performed by this part:
function Integrate (Signal: Input_Signals) return Integrated Signals is
begin
return (Tustin_Integrate (Signal) + Signal * Proportional Gain);

end Integrate;

3.3.4.2.9.1.10.1.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

@ The folloving tables describe the elements used by this part but defined
elsevhere in the parent top-level component:

Subprograms and task entries:

The followving table summarizes the subroutines and task entries required by
this part and defined elsewhere in the parent top-level component:

| Name | Type | Source | Description |

Mk function | Generic | Overloads Input_Signals * Gains |
Fml Subp| return Integrated Signals for |
| proportional gain |

Generic | Performs Tustin integrator with |
I

Fml Subp| 1limit

Tustin function

Integrate

Data types:

The folloving table summarizes the types required by this part and defined
elsevhere in the parent top-level component:
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-

&
| Name | Type | Source | Description |
| Input_Signals | generic| Generic | Type of values input to part |
| | float | fml type| |
| Gains | generic| Generic | Type of gain applied to input|
| | float | fml type| |
| Integrated_Signals| generic| Generic | Input signal put through |
| | float | fml type| integrator |
Data objects:
The following table summarizes the objects required by this part and defined
elsevhere in the parent top level component:
| Name | Type | Source | Description |
| Proportional Gain | Gains | Package Body | Gain applied to input |
I I I | signal I
3.3.4.2.9.1.10.1.8 LIMITATIONS
None. €

3.3.4.2.9.1.10.2 UPDATE_PROPORTIONAL GAIN UNIT DESIGN

This procedure updates the value stored for the proportional gain.

3.3.4.2.9.1.10.2.1 REQUIREMENTS ALLOCATION

This'part meets CAMP requirement R048.

3.3.4.2.9.1.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.1.10.2.3 INPUT/OUTPUT

GENERIC PARAMETERS:

Data types:

The following table summarizes the generic formal types required by this part:
Data types:

The following table summarizes the generic formal types required by this part: 8
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| Name | Type | Description

| Gains | generic float | Type of gain applied to input|

FORMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:

| Name | Type | Description |
| New_Proportional | Gains | Value to update proportional gain |
| Gain I | l

3.3.4.2.9.1.10.2.4 LOCAL DATA

None.

3.3.4.2.9.1.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.1.10.2.6 PROCESSING 0
The following describes the processing performed by this part:
procedure Update Proportional Gain (New_Proportional Gain : in Gains) is
begin
Proportional Gain := New Proportional Gain;

end Update Proportional Gain;

3.3.4.2.9.1.10.2.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:
Data objects:

The following table summarizes the objects required by this part and defined
elsevhere in the parent top level component:

| Name | Type | Source | Description |

| Proportional Gain | Gains | Packsge Body | Gain applied to input |
| | | signal

7
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3.3.4.2.9.1.10.2.8 LIMITATIONS

None.

3.3.4.2.9.2 LATERAL DIRECTIONAL AUTOPILOT (PACKAGE BODY) PACKAGE DESIGN (CATALOG
#P308-0)

This package body implements the Lateral Directional Autopilot function. It

contains the instantiation of the Integral Plus Proportional Gain packages for

the integrator loops of both the Roll Command Error and the Lateral

Acceleration feedback, as well as subprogram bodies for operations declared in
the package specification.

The decomposition for this part is the same as that shown in the Top-Level
Design Document.
3.3.4.2.9.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R064.

3.3.4.2.9.2.2 LOCAL ENTITIES DESIGN

Packages:
Instantiates Integral plus proportional gain package for aileron roll commanc

and for filtered lateral directional acceleration. Also instantiates Tustin
integrator to implement each of the integral plus proportional gain packages.

3.3.4.2.9.2.3 INPUT/OUTPUT
GENERIC PARAMETERS:

Data types:

The following table summarizes the generic formal types required by this part:

o 3
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| Name | Type
Roll Commands Generic
Roll _Attitudes Generic
Roll _Command_Gains Generic
Missile Accelerations Generic
Acceleration_Gains Generic
Rudder_Cmd_Roll Rate_ Generic
Gains
Gravitational _ Generic
Accelerations
Velocities Generic
Trig Value Generic
Fin Deflections Generic
Feedback Rates Generic
Feedback Rate_Gains Generic

i8Y
®

Float
Float
Float
Float
Float
Float
Float
Float
Float
Float
Float

Float

Type for input commands
from user program

Type for measure missile
roll attitude

Gain to Roll commands
in integrator loop

Type for measured lateral
acceleration

Proportional gain applied
measured acceleration

Gain applied to roll rate
feedback for rudder cmd

Type for measured gravi-
tational acceleration

Type for measured missile
velocity

Type for result of sin
function

Type for rudder and
aileron commands

Type for measured roll
and yav rates

Gain applied to yaw rate
feedback

Data objects:

The following table summarizes the
part:

generic formal objects required by this
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Initial_Aileron
Integrator_Gain

Initial Aileron
Integrator Limit

Initial Roll Command

Proportional Gain

Initial Roll Rate
Gain For Alleron
Initial Yav _Rate
Gain For Aileron
Initial Rudder
Integrator Gain
Initial Rudder
Integrator_Limit
Initial Yaw Rate
Gain For Rudder
Initial Roll Rate_
Gain For Rudder

Initial Acceleration_
Proportional _Gain

Roll Command_Gains
Fin Deflections

Roll Command_Gains

Feedback Rate_
Gains

Feedback Rate_
Gains

Acceleration_
Gains

Fin Deflections

Feedback Rate_
Gains

Rudder Cmd Roll
Rate Gains

Acceleration_Gains

Gain used to initialize
aileron loop
Initial limit on ailer-
on integrator output
Gain used to initialize
integrator plus pro-
portional gain loop
Gain to measured roll
rate for aileron cmd
Gain to measured yaw
rate for aileron cmd
Initial gain in rudder
integrator loop
Initial limit on rudder
integrator output
Gain to measured yaw
for rudder command
Gain to measured roll
rate for rudder cmd
Initial Prop. gain in
integrator plus pro-
portional gain loop

Su

pa

bprograms:

rt:

The following table describes the generic formal subroutines required by this
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Roll Error Limit

Aileron_Command_Limit

Roll_Command_Filter

filters

function
function

function

Limiter for roll error

Limit on command signal to

aileron

Filter applied to input roll
command

| Rudder control loop limiters, filters, and operations

Rudder Command_Limit
Yaw_Rate_Filter
Acceleration Filter

Sin

function
function
function

function

Limit on command signal to
rudder
Filter applied to measured
yav rate
Filter applied to measured
acceleration feedback
Sin function applied to
measured roll attitude

| Aileron control loop gain and updater functions

NN

Nah

function

function

function

Subtracts Roll Attitudes from
Roll_Commands returning Roll_
Brror

Multiplies Roll Commands by

Roll Command Gains for

input to Aileron integrator
Multiplies Feedback Rates for

measured roll rate by

Feedback Rate Gains

for Fin_Deflections

| Rudder control loop gain and updater functions

Ngh

Mg

function

function

function

function

Multiplies Missile Accelera-
tions by Acceleration Gains
returns Pin Deflections for
proportional loop of int-
egral plus proportional gain

Multiplies Feedback Rates by
Rudder Cmd_Roll Rate Gains
returns Peedback Rates

Multiplies Gravitational
Accelerations by Trig Value
returns Gravitational
accelerations

Divides Gravitational
Accelerations by Velocities
returns Feedback Rates
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3.3.4.2.9.2.4 LOCAL DATA
Data objects:

The following table describes the data objects maintained by this part:

| Name | Type | Description |

| Objects for Aileron Control Loop

| Aileron_Cmd_Roll_

Feedback Rate Gains

I |
| Rate Gain | | in aileron command loop
| Aileron_Cmd_Yaw_ | Feedback Rate Gains | Gain on yaw rate feedback
Rate_ Gain™ | | in aileron command loop

I
Gain on roll rate feedback|
I
I
I
I

I

| Objects for rudder control loop
| Rudder_Cmd Roll | Rudder Cmd_Roll_ | Gain to roll rate feedback|
| Rate Gain | Rate Gains | in rudder command loop |
| Rudder Cmd Feedback_| Feedback Rate Gains | Gain to yaw rate feedback |
| | | in rudder command loop |

Rate Gain

3.3.4.2.9.2.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.2.6 PROCESSING

The following describes the processing performed by this part:
vith Signal Processing;

separate (Autopilot)

package body Lateral Directional Autopilot is

-- --Initial values for Aileron Control Loop

Aileron Cmd_Roll Rate_Gain : Feedback Rate Gains :=
Initial RoIl Rate Gain_For Aileron;
Aileron_Cmd_Yaw_Rate_Gain : Peedback_Rate_Gains t=

Initial Yav _Rate Gain_For_Aileron;
-- --Initial values for rudder control loop

Rudder Cmd_Roll Rate Gain : Rudder_Cmd_Roll Rate Gains :=
Initial Roll Rate | Gain For Rudder;

Rudder_Cmd_Feedback Rate Gain : Feedback Rate Gains t=
Initial_Yav_Rate_Gain_For_ Rudder;

-~ Packages for Aeliron control loop
package Aileron Cmd_Tustin_Integrator is new

Signal Processing.Tustin  _Integrator With Limit
(Signals => Roll_Commands,
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‘§;3 States => Fin_Deflections,
Gained_Signals => Fin Deflections,
Gains => Roll Command Gains,

Initial_Tustin_Gain => InitIal_Aileron_Integrator_Gain,
Initial_Signal Level 2> 0.0,
Initial Signal Limit => Initial Aileron_Integrator Limit);

package Aileron Cmd_Integral Plus_Proportional Gain is new
Integral _ Plus ProportionaI Gain

(Input_Signals ~  => Roll_Commands,

Gains => Roll Command Gains,

Integrated Sigrals => Pin Deflections,

Initial Proportional Gain => Initial Roll Command _Proportional Gain,
Tustin Integrate =) Aileron Cmd Tustin Integrator Integrate);

package Aileron_Loop renames Aileron Cmd_Integral Plus Proportional Gain;
-- Packages for rudder control loop

package Rudder Cmd Tustin Integrator is new
Signal Processing.Tustin_Integrator With_Limit

(Signals => Missile Accelerations,
States => Fin_Deflections,
Gained_Signals => Fin_Deflections,
Gains => Acceleration _Gains,
Initial Tustin Gain => Initial Rudder_ Integrator_ Gain,
; Initial™, Signal Level => 0.0,
‘? Initial_Signal Limit => Initial_Rudder_Integrator_Limit);

package Rudder Cmd_Integral Plus Proportional Gain is new
Integral _ Plus Proportional Galn

(Input_Signals => Missile Accelerations,

Gains~ => Acceleration _Gains,

Integrated_Signals => Fin Deflections,

Initial Proportional Gain => Initial Acceleration _Proportional Gain,
Tustin_Integrate a> Rudder Emd _Tustin Integrator Integrate);

package Rudder_Loop renames Rudder Cmd Integral Plus_Proportional Gain;

end Lateral Directional Autopilot;

3.3.4.2.9.2.7 UTILIZATION OF OTHER ELEMENTS

The following library units are with’d by this part:
1. Signal Processing

UTILIZATION OF EXTERNAL ELEMENTS:
Packages:

The folloving table summarizes the external packages required by this part:



CAMP Software Detailed Design Document Page 518

@

| Name | Type |Source| Description |

_________________________ U o e e e e o e e - -~ s = e i o 2
Tustin_Integrator_ | Generic 1. This package is required for
With Limit Package the integration function in

the integral plus proportional
packages. It is instantiated
for the roll command control
loop and for the acceleration
feedback control loop.

UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Packages:

The following table summarizes the packages : :‘quired by this part but defined
elsevhere in the parent top level component:

| Name | Type | Source | Description |

Performs integrator
function on roll

Generic| Package i I
|
| command error and | e
I I
I I

Integral Plus Proportional
Package| Spec.

Gain

lateral accelera-

I
I
i
| tion feedback

Data types:

The following table summarizes the types required by this part and defined in
ancestral units:

| Name | Type | Source | Description |

| Aileron_Rudder Commands | Record | Package Spec.| Defines record with |
| | | | components for rud- |
| | | | and aileron commands|

3.3.4.2.9.2.8 LIMITATIONS

None.

3.3.4.2.9.2.9 LLCSC DESIGN

None. @



o

éﬁb‘

le

CAMP Software Detailed Design Document

3.3.4.2.9.2.10 UNIT DESIGN

3.3.4.2.9.2.10.1 INITIALIZE_LATERAL DIRECTIONAL AUTOPILOT UNIT DESIGN

Initializes state of integrator in lateral directional autopilot.

3.3.4.2.9.2.10.1.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R064 (2).

3.3.4.2.9.2.10.1.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.2.10.1.3 INPUT/OUTPUT

GENERIC PARAMETERS:

Data types:
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The following table summarizes the generic formal types required by this part:

| Name Type Description

Fin _Deflections Generic Float Type for rudder and
aileron commands

Missile Accelerations| Generic Float Type for measured
lateral acceleration

Roll_Commands Generic Float Type for input commands
from user program

Feedback Rates Generic Float Type for measured roll
and yav rates

Velocities Generic Float Type for measured
missile velocity

Roll Attitudes Generic Float Type for measure missile

roll attitude

Subprograms:

The following table summarizes the generic

part:

formal subroutines required by this
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| For Aileron State Init1alization |
W function | Subtracts Roll_Attitudes from
Roll Commands returning Roll _
Error

Mk function | Multiplies Roll Commands by
Roll Command Gains for input
to Alleron integrator

M function | Multiplies Feedback Rates for
measured roll and yaw rates
by Feedback Rate Gains

for Fin_Deflections

| For Aileron State Initialization |

Mah function | Multiplies Gravitational
Accelerations by Trig Value
returns Gravitational
Accelerations

nyw function | Divides Gravitational Acceler-
ations by Velocities returns
Feedback Rates

N function | Multiplies Feedback _Rates by
Rudder Cmd Roll Rate _Gains
returns Feedback Rates

. function | Multiplies Missile Accelera-
tions by Acceleration Gains
returns Fin Deflections for
proportional loop of
integral plus proportional
gain

Mgt

FORMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:
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| Description

Initial Aileron_
Command
Initial Rudder_ Command

Gravitational _
Acceleration
Roll _Command
Roll Attitude
Roll Rate

Yaw_Rate

Fin Deflections
Fin Deflections

Gravitational _
Accelerations
Roll Commands
Roll Attitudes
Feedback Rates

Feedback Rates

Initial state for
aileron deflection

Initial state for rudder
deflection

Measured gravitational
acceleration from NAV

Initial roll command

Measured roll attitude

Measured roll rate feed-
back

Measured yaw rate feed-
back

Missile Velocity Velocities Measured velocity from
NAV
Lateral Acceleration Missile_Accel- Measured lateral accel-
erations from NAV

3.3.4.2.9.2.10.1.4 LOCAL DATA
Data objects:

. The folloving table describes the data objects maintained by this part:

| Description |

| Name | Type

Gained_Roll
Command SIgnal

| | Fin_Deflections| Input to integrator
| |
| Initial_Alleron_ |
I I
I I
I |

Fin Delfections| Initial state of integrator

State | for aileron
Initial Rudder_ Fin Deflections| Initial state of integrator
State for rudder
3.3.4.2.9.2.10.1.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.2.10.1.6 PROCESSING

The following describes the processing performed by this part:

Autopilot
in Fin_Deflections;
in Fin_Deflections;
in Gravitational Accelerations;

procedure Initialize Lateral Directional
(Initial Aileron_Command
Initial Rudder_Command
Gravitational Acceleration

Roll Command ~ in Roll Commands;

Roll Attitude in Roll Attitudes;
Roll Rate in Peedback Rates;
Yav_Rate in Feedback Rates;
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Missile Velocity : in Velocities;
Lateral Acceleration ¢ in Missile Accelerations) is

Gained_Roll Command_Signal : Fin_Deflections;

Initial Aileron_State : Fin Deflections;

Initial Rudder_State : Fin_Deflections;
begin

Gained_Roll Command Signal :=
(Roll Command - Roll Attitude) *
Initial Roll Command Proportional Gain;

Initial Aileron State :=
Initial Aileron Command -
Gained Roll Command _Signal +
Yav Rate * Aileron Cmd Yaw Rate Gain +
Roll Rate * Aileron Cmd_Yaw Rate Gain;

Initial Rudder_State :=
Initial Rudder_Command -
(Yaw_ Rate -
(Gravitational Acceleration * Sin (Roll Attitude)
/ Missile _Velocity) -
(Roll Rate * Rudder Cmd Roll Rate _Gain)
) * Rudder Cmd Feedback Rate Gain -
Lateral Acceleration * Initial Acceleration_Proportional Gain;

Aileron_Cmd Tustin Integrator.Reset
(Integrator_State => Initial Aileron State,
Signal => 0.0);

Rudder Cmd Tustin_Integrator.Reset
(Integrator_State => Initial Rudder_ State,
Signal => 0.0);

end Initialize Lateral Directional Autopilot;

3.3.4.2.9.2.10.1.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Packages:

The following table summarizes the packages required by this part but defined
elsevhere in the parent top level component:
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| Type |

Source

Description |

Aileron _Cmd _Tustin_
Integrator

Rudder_Cmd_Tustin_
Integrator

Package| Package
| Body

Package| Package
| Body
I

Implements integrator |
for roll command |
loop |

Implements integrator |
for acceleration |
feedback loop |

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by

this part and defined elsevhere in the parent top level component:
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Name | Type | Source | Description |
Reset | Function | Aileron_Cmd_Tustin_ | Reinitializes state |
| | Integrator (Pack.)| of integrator |
Reset | Function | Rudder Cmd_Tustin_ | Reinitializes state |
| | Integrator (Pack.)| of integrator |

Data objects:

The following table summarizes the objects requirea by this part and defined
elsevhere in the parent top level component:

| Name | Type | Source| Description
Aileron Roll Command Gains | Body |Gain on input to aileron
Integrator_Gain command loop integrator
Aileron_Cmd_Roll_ Feedback Rate Gains| Body |Gain on roll rate feedback
Rate Gain in aileron command loop
Aileron_Cmd_Yaw_ Feedback Rate Gains| Body |Gain on yav rate feedback
Rate Gain~ in aileron command loop
Rudder Cmd Roll Rudder Cmd_Roll _ Body |Gain to roll rate feedback
Rate Gain Rate Gains in rudder command loop
Rudder Cmd_Feedback_| Feedback Rate Gains| Body |[Gain to yaw rate feedback
Rate Gain in rudder command loop
Acceleration _Propor-| Acceleration_Gains | Body |Proportional gain to
tional_ Gain acceleration feedback in
Rudder Integrator Acceleration_Gains | Body |Gain on acceleration input

Gain

to rudder command loop
integrator

3.3.4.2.9.2.10.1.8 LIMITATIONS

None.
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3.3.4.2.9.2.10.2 COMPUTE_AILERON_RUDDER COMMANDS(FUNCTION BODY) UNIT DESIGN

Computes Aileron and Rudder commands based on roll command input and current
missile state.

3.3.4.2.9.2.10.2.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R064 (3).

3.3.4.2.9.2.10.2.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.2.10.2.3 INPUT/OUTPUT
GENERIC PARAMETERS:
Data types:

The following table summarizes the external types required by this part:

| Name | Type | Description |
Roll Commands Generic Float Type for input commands
from user program
Roll _Attitudes Generic Float Type for measure missile
roll attitude
Feedback Rates Generic Float Type for measured roll
and yav rates
Missile Acclerations | Generic Float Type for measured
lateral acceleration
Fin_Deflectiuns Generic Float Type for rudder and
aileron commands
Velocities Generic Float Type for measured
missile velocity
Gravitational _ Generic Float Type for measured gravi-
Accelerations tationll acceleration
Subprograms:

The following table summarizes the generic formal subroutines required by this
part:
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Roll Error Limit |
Aileron Command_Limit |
|
|

Roll Command Filter

function
function

function

| Limiter for roll error |
| Limit on command signal to |
| aileron |
| Filter applied to input roll |
|  command |

Rudder Command Limit
Sin
Yaw_Rate Filter

Acceleration_Filter

function
function
function

function

Limit on command signal to
rudder

Sin function applied to
measured roll attitude
Filter applied to measured
yav rate

Filter applied to measured
acceleration feedback

Nat

function

function

Subtracts Roll Attitudes from
Roll Commands returning Roll_
Error

Multiplies Feedback Rates for

measured roll and yav rate
by Feedback Rate Gains
for Fin_Deflections

| Rudder control loop gain

and updater functions |

L]

"/"

LML)

function

function

function

Multiplies Gravitational
Accelerations by Trig Value
returns Gravitational
Accelerations

Divides Gravitational Acceler-
ations by Velocities returns
Feedback _Rates

Multiplies Feedback Rates by
Rudder_Cmd _Roll Rate Gains
returns Feedback Rates

FORMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:
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Roll Command
Roll Attitude
Roll_Rate

Yaw_Rate

Lateral Acceleration

Missile Velocity

Gravitational _
Acceleration

Roll Commands
Roll Attitudes
Feedback Rates

Feedback Rates
Missile Accel-

erations
Velocities

Acceleration

Gravitational_

Input roll command

Measured roll attitude

Measured roll rate feed-
back

Measured yav rate feed-
back

Measured
from Na»

Measured veiocity from
NAV

Measured gravitational

S acceleration from NAV

ral accel-

3.3.4.2.9.2.10.2.4 LOCAL DATA

Data objects:

The following table describes the data objects maintained by this part:

Type I

Despript{on

Filtered Roll_
Command
Roll Error

Aileron_Integral _
Output
Filtered_Yaw Rate

Filtered Lateral_
Acceleration
Rudder Integral_
Output
Fin_Command

Roll_Commands
Roll_Commands
Fin Deflections
Feedback _Rates
Missile Accel-
erations

Fin Deflections

Aileron_Rudder_
Commands

Input roll command after
filtering

-Filtered_Roll Command -
Roll_Attitude (Limited)

Output from aileron loop inte-
gral plus prop. gain

Yav rate feedback after
filtering

Acceleration feedback after
filtering

Output from rudder loop inte-
gral plus prop. gain

Contains aileron and rudder
command components

3.3.4.2.9.2.10.2.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.2.10.2.6 PROCESSING

The following describes the processing performed by this part:

function Compute Aileron Rudder_Commands
(Roll_Command
Roll Attitude
Roll Rate

¢ in Roll Commands;
¢ in Roll Attitudes;
: in Feedback Rates;
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13
i
. Yav_Rate : in Feedback Rates;
Lateral Acceleration : in Missile Accelerations;
Missile Velocity : in Velocities;
Gravitational Acceleration : in Gravitational Accelerations)
return Aileron_Rudder_Commands is
Filtered_Roll_Command : Roll_Commands;
Roll Error : Roll Commands;
Aileron Integral _Output : Fin Deflections;
Filtered Yaw Rate : Feedback Rates;
Filtered Lateral _Acceleration: Missile Accelerations;
Rudder Integral Output G Fin_Deerctions;
Fin_Command : Aileron_Rudder_ Commands;
begin
- --Aileron command computations
Filtered Roll Command := Roll Command Filter (Roll_Command);
Roll Error := Filtered Roll Command - Roll_Attitude;
Roll Error := Roll Error_Limit (Roll_Error);
Aileron_Integral Output := Aileron_Loop.Integrate (Roll_Error);
C:T Filtered_Yav Rate := Yaw_Rate Filter (Yaw_Rate);

FPin Command.Aileron Command :=
Aileton Command Eimit (Aileron _Integral Output -
Filtered Yav Rate * Aileron Cmd Yav Rate Gain -
Roll Rate * Aileron_Cmd_Roll Rate Gain);™

-— --Rudder command computations

Filtered Lateral Acceleration :=
Acceleration_Filter (Lateral Acceleration);

Rudder_Integral Output := Rudder Loop.Integrate
(Filtered_Lateral Acceleration);

Fin_Command.Rudder Command :=
Rudder Command _ Limit

(Rudder_Integral Output +

(Filtered Yaw Rate -
(Gravitational Acceleration * sin (Roll Attitude) /

Missile Velocity) -

Roll Rate * Rudder Cmd_Roll Rate Gain) *
Rudder_Cmd_Feedback Rate_Gain

)s
return (Fin_Command);

%gb end Compute_Aileron Rudder Commands;
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3.3.4.2.9.2.10.2.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:

The following tables describe the elements used by this part but defined
elsevhere in the parent top level component:

Packages:

The following table summarizes the packages required by this part but defined
elsevhere in the parent top level component:

| Name | Type | Source | Description |
Aileron Cmd_Integral | Package| Package Implements integral
Plus Proportional _ Body plus proportional

Gain (renamed: gain for roll command

Aileron Loop)
Rudder Cmd _Integral Package| Package Implements integral

Plus Proportional Body plus proportional
Gain (renamed: gain for acceleration
Rudder_Loop) feedback

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by
this part and defined elsewhere in the parent top level component:

| Name | Type | Source | Description |
Integrate | Function | Aileron_Loop Performs integral
plus proportional
gain on roll error
Integrate | Function | Rudder Loop Performs integral
plus proportional
gain on accelera-
tion feedback

Data types:

The following table summarizes the types required by this part and defined in
ancestral units:

| Name | Type | Source | Description |
| Aileron_Rudder Commands | Record | Package Spec.| Defines record with |
| I | | components for rud- |
| | | | and aileron commands|
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Data objects:

The following table summarizes the objects required by this part and defined
elsevhere in the parent top level component:

| Name | Type | Source| Description |
Aileron Cmd_Yaw_ Feedback Rate Gains| Body |Gain on yaw rate feedback
Rate_Gain in aileron command loop
Aileron Cmd_Roll _ Feedback Rate Gains| Body [Gain on roll rate feedback
Rate Gain in aileron command loop
Rudder Cmd_Roll _ Rudder_Cmd_Roll _ Body |Gain to roll rate feedback
Rate Gain Rate Gains in rudder command loop
Rudder Cmd_Feedback | Feedback Rate Gains| Body |Gain to yaw rate feedback
Rate Gain in rudder command loop

3.3.4.2.9.2.10.2.8 LIMITATIONS

None.

3.3.4.2.9.2.10.3 UPDATE_AILERON_INTEGRATOR GAIN UNIT DESIGN

Updates the current value of the Aileron Integrator Gain as controlled by the
Aileron Cmd_Tustin_Integrator.

3.3.4.2.9.2.10.3.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R064.

3.3.4.2.9.2.10.3.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.2.10.3.3 INPUT/OUTPUT
GENERIC PARAMETERS:
Data types:

The following table summarizes the generic formal types required by this part: -

| Name | Type | Description |
| Aileron_Integrator_ | Generic Float | Gains applied to
| Gains | | roll commands |
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FORMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:

| Name | Type | Description |
| New _Gain | Aileron_Integra- | New value for Gain applied |
| | tor_Gains | to roll commands |

3.3.4.2.9.2.10.3.4 LOCAL DATA

None.

3.3.4.2.9.2.10.3.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.2.10.3.6 PROCESSING
The followving describes the processing performed by this part:

procedure Update Aileron Integrator Gain
(New_Gain: In Roll_Command Gains) is

begin
Aileron Cmd Tustin_Integrator.Update Gain (Newv_Gain => New Gain);

end Update_ Aileron_Integrator_Gain;

3.3.4.2.9.2.10.3.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:
Packages:

The following table summarizes the packages required by this part but defined
elsevhere in the parent top level component:

| Name | Type | Source | Description |
| Aileron_Cmd Tustin_ | Package| Package | Implements integrator |
| Integrator | | Body | for roll command

I I I |  loop |

Subprograms and task entries:
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The following table summarizes the subroutines and task entries required by
this part and defined elsewhere in the parent top level component:

| Name | Type | Source | Description |
| Update_ | Procedure| Aileron_Cmd_Tustin_ | Updates value of gain|
| Gain | | Integrator (Pack.)| in integrator |

3.3.4.2.9.2.10.3.8 LIMITATIONS

None.

3.3.4.2.9.2.10.4 UPDATE_AILERON_ INTEGRATOR LIMIT UNIT DESIGN

Updates the current value of the limit on output from the aileron control loop
integrator.

3.3.4.2.9.2.10.4.1 REQUIREMENTS ALLOCATION

This part meets CAMP requirement R064.

3.3.4.2.9.2.10.4.2 LOCAL ENTITIES DESIGN

None.

3.3.4.2.9.2.10.4.3 INPUT/OUTPUT
GENERIC PARAMETERS:

Data types:

The following table summarizes the generic formal types required by this part:

| Name | Type | Description |
| Fin_Deflections | Generic Float | Output from aileron |
| | | control loop |
| | | integrator |

FGRMAL PARAMETERS:

The following table summarizes the formal parameters required by this part:
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Name [ Type | Description |

I
| New_Limit | Fin_Deflections | New value for ljmit on |
| | | integrator output |

3.3.4.2.9.2.10.4.4 LOCAL DATA

None.

3.3.4.2.9.2.10.4.5 PROCESS CONTROL

Not applicable.

3.3.4.2.9.2.10.4.6 PROCESSING
The following describes the processing performed by this part:

procedure Update Aileron Integrator Limit

(New_Limit : in Fin_Deflections) is
begin

Aileron Cmd Tﬁstin_Integrator.Update_Linit
(New_Absolute Limit => New Limit);

end Update Aileron Integrator Limit;

3.3.4.2.9.2.10.4.7 UTILIZATION OF OTHER ELEMENTS
UTILIZATION OF OTHER ELEMENTS IN TOP LEVEL COMPONENT:
Packages:

The following table summarizes the packages required by this part but defined
elsevhere in the parent top level component:

| Name | Type | Source | Description |

| Aileron Cmd Tustin_ | Package| Package | Implements integrator |

| Integrator | | Body | for roll command |
I I |  loop

Subprograms and task entries:

The following table summarizes the subroutines and task entries required by
this part and defined elsevhere in the parent top level component:
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| Name | Type | Source | Description |
| Update_ | Procedure| Aileron Cmd_Tustin_ | Updates value of |
| L<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>