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Abstract

Every software development program must have a Software Development Plan (SDP). The SDP is
required by the software development standards, it is prepared by the contractor, and it is usually
submitted with their proposal. The SDP is the vehicle by which the contractor, responsible for
software development, documents how the software will be designed, developed, integrated, tested
and managed.

The principal objectives of this SDP Guidebook are to: (1) Assist the acquisition agency in evaluating
SDPs during source selection and during subsequent update deliveries; (2) Provide guidance to
contractors in developing and updating their SDP; and (3) provide a convenient source of reference,
during conduct of a software development program, documenting the systematic steps of the process
during the full software development life cycle. The Guidebook contains examples and recommended
contents of a program-level SDP for large software development efforts.
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Foreword

A poorly planned software development effort is likely to fail—that makes the SDP a critically
important software management tool for both large and small software development efforts.

An incomplete or inadequate SDP is a clear red flag. Contractors with a deficient SDP, who are
awarded a contract, have historically a high probability of cost and schedule overruns. This
Guidebook is intended to significantly increase the probability of a successful software-intensive
contract. The principal objectives of this SDP Guidebook are:

e To assist the acquisition agency in evaluating SDPs during source selection and during
subsequent updated deliveries of the SDP

e To provide guidance to contractors in preparing and updating their SDPs

e To provide a convenient source of reference, during conduct of a software development
program, describing the systematic steps of the software development process during the full
software development lifecycle.

The contractor-developed SDP must address at least the following software development concerns:

¢  What specific process will be followed for software requirements analysis, design, coding,
testing, integration, and qualification?

e  Who is responsible for each software development task and what is their reporting chain?
¢ How will software development be managed and with what controls?
e  What is the software development schedule and what are the reportable milestones?

¢ How will management know if the current software project is consistent with planned
schedules?

e What documentation will be produced, in what format, and when?

e What standards, practices, and guidelines will be followed and how will they be enforced?

e What reviews will take place, who are the attendees, and when will they take place?

e How will compliance with the SDP be assured?

e  What methods will be employed to identify and mitigate software risks?

¢ How are software development responsibilities managed and flowed down to subcontractors?
¢ What development and testing support software, environment, and tools are required?

e  What is the process for ensuring systematic testing of the developed software?

¢  What software management measurements (metrics) are planned and what is the process for
collection, reporting, analysis and corrective action?

¢  What process and methods will be used to ensure the quality of the software product?

¢ How will errors be detected, documented and corrected?

¢  What software products will be subject to formal configuration management and when?
e What software is deliverable to the acquisition agency and what are the transition plans?

e How will classified data and products be controlled?



Although software planning is performed throughout the software lifecycle, strategic planning up-
front usually makes the difference between success and failure of a software development program.
The quality and attention to detail in the SDP are major source selection evaluation criteria. A good
SDP, at the start of a program, builds the foundation for the teamwork and disciplined trust vital to
software lifecycle cooperation and success. The existence of a comprehensive SDP does not
guarantee project success. However, a poor SDP at the start of a program is essentially a guarantee of
serious problems ahead.
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SDP Guidebook Reading Recommendations

Because of the comprehensive nature of this Guidebook, it is expected that individual sections will be
used as a reference, when needed, as opposed to assuming the reader will always read the entire
Guidebook. However, it is highly recommended that all users of this Guidebook read. at a minimum.
the six-page Introduction of Part 1 and paragraph 1.2.3 of Part 2 describing the software classes and
categories referred to throughout Sections 4 and 5 of Part 2.

If the user is planning to read any of the sections dealing with software integration and testing
(subsections 5.7 through 5.11), it is highly recommended that they begin by reviewing subsection 3.7
as it provides an overview of the software integration, testing, and verification process described in
more detail in subsections 5.7 through 5.11.

To facilitate the lookup of specific topics of interest in this Guidebook, a Subject Index is included in
Part 3 as Additional Guidebook Information AGI-5 of this Guidebook. It refers to the subsection,
paragraph or subparagraph where the subject is addressed.
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Part 1. SDP Guidebook Introduction
1. Scope and Perspective

The contents and organization of the Software Development Plan (SDP) recommended in this
Guidebook is based on guidelines as defined in:

e Section E.2.1 of the “EIA/IEEE Interim Standard J-STD-016-1995 " (hereafter referred to as
J-16),

¢ Department of Defense (DoD) Data Item Description (DID) DI-IPSC-81427A., Software
Development Plan, and

¢ The Aerospace Corporation software development standard Technical Operating Report,
TOR-2004(3909)-3537B, “Software Development Standard for Space Systems” (hereafter
referred to as TOR-3537B). Appendix H of TOR-3537B contains the SDP content template.

This Guidebook is compliant with those standards, however, TOR-3537B is the cited standard as it
is newer (published 11 March 2005) and is currently being used as the compliance standard on United
States Air Force (USAF) Space and Missile Systems Center (SMC) programs. TOR-3537B has also
been published as SMC Standard SMC-S-012, “Software Development for Space Systems” dated
13 June 2008. If the guidance being applied appears only in J-16, then J-16 is the cited standard.
There is no intent to duplicate the information contained in those standards. The intent of this
Guidebook is to supplement the standards with detailed guidance, recommend contents, and
examples, to assist in the preparation and review of SDPs. Therefore, this Guidebook should be used
in conjunction with the standards.

The contents of a SDP, as defined collectively by the above standards, consists of the following eight
sections plus Addendums and Annexes as needed:

1.Scope
2.Referenced Documents
3.Overview of Required Work
4.General Requirements
5. Detailed Requirements
6.Schedules and Activity Network
7.Project Organization and Resources
8.Notes

e Addendums

e Annexes

2. Organization of this SDP Guidebook

This Guidebook is organized into three parts as shown in Figure 1-1. Part 1, the introduction, covers
the basic approach and general information of special importance to the reader. Part 2 of this SDP
Guidebook constitutes the bulk of the document as it contains the recommended contents of a
program-level SDP in terms of what is expected and recommended to be included within each
subsection or paragraph and examples of expected contents, figures, and tables. The Notes section
(Section 8) contains acronyms, definition of terms, and an example list of work instructions that
document how to carry out tasks described in the SDP. Part 3, Additional Guidebook Information,
contains a suggested list of software roles and responsibilities, references, definitions, acronyns, and a
Subject Index to this Guidebook.
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¢ PART 1: SDP GuidebookIntroduction

¢ PART 2: Recommended Contents ofa
Program-Level SDP for Large
Software Development Efforts

« PART 3: Additional Guidebook Information

Figure 1-1. Organization of This SDP Guidebook
3. Electronic Data Management

This Guidebook is written with the assumption that the contractor’s parent organization has in place
an effective and comprehensive Electronic Data Interchange Network (EDIN) for the storage,
retrieval and distribution of program related software documentation and work products (see
subparagraph 5.2.3.1).

4. Example Text and Highlights

Tailoring. Throughout this Guidebook the name of a fictitious example program will be called
“XMPL.” All of the figures and tables used in this SDP Guidebook are examples and they are
expected to be tailored for each program’s SDP and be compliant with the developer’s Standard
Software Process (SSP).

Example Text. In some sections of this Guidebook, example text is included as a guide for
preparation of that section. Example text is identified as follows:

Example Text:
The example text provided in this Guidebook is outlined with a solid outside border and
includes the words “Example Text” in the upper left corner.

Highlights. Paragraphs or sentences containing essential or key information are highlighted with a
light yellow background. When the term “<corporate>" is used in example text, the intention is to
replace it with the name of the parent organization of the program producing the SDP.

5. Terms and Acronyms Used
Terms used in this Guidebook are consistent with the definitions in Section 3 of TOR-3537B.

This Guidebook is not a standard! Therefore, there are no mandatory “shalls.” Instead, the following
terms—and what they mean—are used throughout this Guidebook:

e Must: Highly recommended for compliance with TOR-3537B and J-16. The word “must”
is in bold letters to highlight that it is, or is implicitly, a “shall” in the standards.

e Should: Recommended for completeness
e Can: Discretionary but should be seriously considered for inclusion
e May: Discretionary or used to show examples

Using the term “may” implies that other good options exist—choosing between them is left up to the
program.
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Acronyms. Acronyms are used extensively in this Guidebook. Acronyms and definition of terms
used are included in Part 3 of this Guidebook. Table 1-1 is a list of the most common acronyms used
throughout the Guidebook. It is expected that individual sections of this Guidebook will likely be
used as a reference when needed (as opposed to assuming the reader will always read the entire
Guidebook). Consequently, acronyms are typically redefined when first encountered in each section.

Table 1-1.  Common Acronyms Used in this Guidebook

Software Development File (or Folder)
Software Development Library

Chief Software Engineer
Configuration Control Board
Contract Data Requirements List
Commercial Off-The-Shelf
COTS/Reuse (a software class)
Code and Unit Test

Integrated Product Team
Integrated Master Plan
Integrated Master Schedule

Software Development Plan
Software Discrepancy Report
System Engineering, Integration, and Test

Software Engineering Process Group

Software Item

Software Peer Review
Software Quality Assurance

Mission Critical (a software class) SS Support Software (a software class)
Master SDL SuU Software Unit

Software Configuration Management Y[l Software Configuration Control Board
Software Change Request/Report TIM Technical Interchange Meeting

The “Program Office™ or the “Acquisition Program Office™ and the “customer,™ as referenced in this
Guidebook, refers to the government organization responsible for the program’s contract and
implicitly includes their representatives—such as personnel from The Aerospace Corporation, other
Federally Funded Research and Development Centers (FFRDCs), and System Engineering and
Technical Assistance (SETA) contractors.

6. Format of the Process Descriptions

A graphical and tabular emphasis is heavily displayed in this SDP Guidebook and is the
recommended format to more clearly describe the software development processes. Details of the
software development process are contained in subsections of SDP Section 5, especially
subsections 5.3 through 5.11, covering the principal activities of the software development process.

The following four inter-related items (three tables and a flowchart) are recommended for inclusion in
SDP subsections, 5.3 through 5.11, to provide a comprehensive definition of the software tasks
involved in each activity:

¢ Readiness Criteria Table: Should contain: Entry Criteria; Exit Criteria; Verification Criteria;
and Measurements for each software development activity

e Software Work Products Table: Should contain: A list of work products required, or
typically produced, for each software development activity organized by software category

e Input/Process/Output (IPO) Flowchart: Should show: the input documents and work
products, process tasks, and outputs for each software development activity

e Task Table: Must be linked to the process activities in the IPO flowchart but containing more
details of the tasks and sub-tasks for each software development activity. The IPO flowchart
can be considered optional, but the Task Tables should be included in subsections 5.3 through
S8
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Examples of these tables, and the flowchart, are included in subsections 5.3 through 5.11 of this
Guidebook. Example figures throughout this Guidebook are intentionally made simple to convey the
general content expected in the figure. In most cases, it is expected that the figures produced by the
contractor for their SDP will have more content and detail than the examples shown.

7. Integrated Product Teams (IPTs)

The establishment of effective software IPTs is one of the most important ingredients to a successful
software development program. The software IPTs, referenced extensively throughout this
Guidebook, must be composed of relevant stakeholders who make and implement decisions for the
work being developed. The software IPTs are collectively responsible for delivering the product(s)
and its members should:

Share a common understanding of the IPTs tasks, objectives, and responsibilities
Collectively provide the skills and expertise needed to accomplish the tasks and objectives
Collaborate internally and externally with other IPTs and relevant stakeholders

Provide the advocacy and representation to address all phases of the lifecycle

8. Analysis and Design Methodologies

The recommendations in this Guidebook are applicable to all software analysis and design
methodologies; however, the examples presented in this Guidebook assume the software is being
developed using an Object-Oriented approach since Object-Oriented Analysis (OOA) and Object-
Oriented Design (OOD) have, to a large extent, replaced the Structured Analysis (SA) and Structured
Design (SD) approach commonly used for the past 30 years. The scope of this SDP Guidebook does
not permit a discussion and evaluation of the advantages and disadvantages of various methodologies.
Newer methodologies, such as Agile and Extreme Programming, may be appropriate for some types
of software development.

9. Format Options for the SDP

A comprehensive SDP is composed of multiple parts. Typically, there are two basic approaches to
SDP formats: programs with a single SDP and programs with a program-level SDP plus site-specific
SDPs.

The Single SDP Approach. A program may elect to have a single SDP and mandate that it be
followed by all software team members. That approach works very well when all developers,
including subcontractors, are co-located and using the prime’s infrastructure.

The Site-Specific SDP Approach. On large programs, typically involving numerous corporations
that are geographically dispersed, site-specific SDPs are often needed because of significant corporate
differences in software organization, management policies, development environments, and unique
operational processes and procedures. Site-specific SDPs are written and maintained by the
development sites and provide additional standards and procedures specific to each site. They expand
upon, but must not conflict with, the processes and procedures defined in the program-level SDP
unless a waiver has been approved. Figure 1-2 is a typical organization of the complete “SDP
package” containing three parts including site-specific annexes. Programs with a single SDP would
not have Part 3.
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SDP Plans. All of the plans listed as SDP Addendums in Figure 1-2 are recommended as long as they
are applicable. Some programs will require the plans listed as SDP addendums embedded in the SDP
itself; other programs may require them to be separate documents. Software management and quality
control plans are briefly described in subparagraph 4.2.10.1 of this Guidebook.

Program-Level Software Development Plan

PART 1

Appendices

Annex A: Site 1 Specific SDP
Annex B: Site 2 Speclfic SDP
Annex C: Slte 3 Specific SDP

PART 3
Site-Specific SDPs

Figure 1-2. Components of a Typical SDP Package—Example
10.Tailoring of the SDP

The SDP must be tailored to the specific requirements of a particular program, program phase, or
contractual structure to which it applies. Although tailoring is generally a responsibility of the
acquirer, prospective and selected software developers may provide suggested tailoring. Generic
tailoring guidance is provided in J-16 Annexes A, B, and C. Tasks that add unnecessary costs, and
data that does not add value to the product, must be eliminated. Tailoring can include deletion,
alteration, or addition of activities as long as the result satisfies program requirements. Acquirer-
generated tailoring is normally specified in the Statement of Work (SOW), Compliance Documents or
in the Contract Data Requirement List (CDRL) section of the contract.

11.Large Versus Small Software Developments

SDP tailoring guidelines apply to both large and small development efforts. If a specified task or
activity does not make sense because of the size of the development effort, it should be deleted. There
is no intention to shoot a mouse with an elephant gun. However, a sound software process
management philosophy dictates that all software developments (large and small) go through the
same procedural steps—the difference is a matter of scale.
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12.Recommended SDP Numbering Format

To enhance readability, it is recommended that the SDP numbering format does not go beyond four
levels plus two additional unnumbered levels as follows:

Level 1: Section (Example 5)

Level 2: Subsection (Example 5.1)

Level 3: Paragraph (Example 5.1.1)

Level 4: Subparagraph (Example 5.1.1.1)

Level 5: Bold key word(s) to lead off the paragraph

Level 6: Bullets indented under Level 5 (Note: Bullets can also be used at
Levels 2 through 4)
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Part 2. Recommended Contents of a Program-Level SDP
for Large Software Development Efforts

1. Scope

The SDP starts with the Scope and is defined by TOR-3537B' as containing four subsections:
Identification (1.1), System Overview (1.2), Document Overview (1.3), and Relationship to Other
Plans (1.4).

1.1 Identification

The purpose of this subsection is to fully identify the system, the software to be produced, and the
activities to which the SDP applies. It includes applicable identification numbers, version numbers,
and release numbers. Subsection 1.1 can be as short as one paragraph or a half page or longer to
introduce the SDP and organization of the Software Item (SI)°. For example, an introduction to the
SDP may be similar to the following:

Example Text:

This Software Development Plan (SDP) establishes the management and technical plans to be used
during Phase-C, Complete Design, by the XMPL Integrated Product Teams (IPTs), in the
development of software items for all segments and their development sites.

This SDP describes the organization, processes, controls, and tools applied to the management,
design, development, and test of the XMPL software products. This plan applies to all software
integrated into XMPL during its lifecycle, including newly developed software, reused software and
modifications to it, and commercial off-the-shelf (COTS) products.

The SDP provides software management with the controls necessary to oversee the XMPL software
development activities. 1t provides software engineers with the standards and practices required for
all XMPL software development. This SDP implements the <corporate> Standard Software Process
(SSP), as tailored for the XMPL program.

Subsection 1.1 should contain a software organization overview as shown in the example Figure 1.1.
This figure should show the program segments containing software, the Software Items (Sls), and a
top-level view of the software organization. A description of the software organization must also be
addressed in subsection 7.1 of the SDP. Unfortunately, subsection 7.1 of TOR-3537B and J-16 is
titled “Project Organization” and many SDP authors take that literally to mean “project” and do not
show details of the software organization. In the context of an SDP, subsection 7.1 must be
interpreted to mean a view of the software organization from a project perspective.

Some programs may not have all the software titles shown in Figure 1.1. In that event, responsibilities
identified for the Chief Software Engineer (CSWE), Chief Software Architect, and Chief Process
Engineer should be performed by the person(s) having those responsibilities regardless of their job
title. This Guidebook assumes the program has a CSWE and contains descriptions of the
responsibilities typically performed by the CSWE (see AGl-1 Tables AGl-1and AGI-2 and
subparagraph 7.2.1.1).

' TOR-3537B is cited throughout this Guidebook, however, J-16 can also be used as the referenced standard since this
Guidebook is compliant with both standards.
% The SI was called a Computer Software Configuration ltem (CSCI) in MILSTD-2167A and MILSTD-498.
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Figure 1.1. Software Organization and Software Item Structure Overview—Example
1.2 System Overview

The intent of this subsection is to describe the general nature of the system and the software. To
provide a clear overview of the “system” versus the “software,” it is recommended that subsection 1.2
be broken into two paragraphs: System Architecture Overview (1.2.1) and Software Architecture
Overview (paragraph 1.2.2). Paragraph 1.2.1 should be further broken down into a general system
description followed by short descriptions of the segments comprising the overall system.

1.2.1 System Architecture Overview

The purpose of the system must be briefly stated in paragraph 1.2.1. As applicable, it must
summarize any historical aspects of the system to be developed and identify the project sponsor,
acquirer, user(s), developers, as well as planned maintenance organizations and operating sites. The
segments that comprise the system must be listed and an overall graphical diagram of the system
should be included similar to the example shown in Figure 1.2-1.

The remainder of SDP paragraph 1.2.1 should contain as many single paragraphs as necessary to
describe the segments that involve software responsibilities for the system. In the XMPL example
there would be descriptions of the following four segments:

o Space Segment: Top-level functions of the spacecraft and payload software

e Command, Control, and Communications (C3) Segment: Top-level functions of C3
software

e Ground Segment: Top-level functions of the ground-based software

o Field Segment: Top-level functions of the field software




Command, Control,
and
Communications
Segment

Ground Segment & *Element A
" s> 1@

Field Segment

Figure 1.2.1. XMPL System Overview—Example
1.2.2 Software Architecture Overview

This paragraph provides an overview of the software system (or functional) architecture, a definition
of the software categories, and an overview of the Software Items (SI) and responsibilities.

The overall software system architecture should be depicted in a diagram; Figure 1.2.2 is an example
of such a diagram. An additional, or optional approach, would be to include a “functional matrix”
table showing the software “functionality” for each segment or Sl. A physical overview of the system
may also be necessary.
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Figure 1.2.2. XMPL Software System Architecture Overview—Example
1.2.3 Software Classes and Categories

There are typically three generic classes of software in a software-intensive system: mission critical
software, support software, and COTS/Reuse software as described in example Tables 1.2.3.1
through 1.2.3.3. Each software class can be further sub-divided into categories as needed for the
program, resulting in the identification of 4-8 categories of software for a typical program.

The number of software classes, the number of categories within those classes, and the names of each
are not critical. What is important is that there must be a definition of the category assigned to each
software entity because not every software entity needs to have the full set of documentation, the full
set of reviews, the full set of metrics, and the same level of testing.

Assigning categories to software entities can result in cost savings by eliminating unnecessary
documents, reviews, metrics, and testing. However, the simplicity of this approach is deceiving since

obtaining agreements from all stakeholders on the appropriate category to assign is not always simple.

1.2.31 Mission Critical Software

Mission Critical (MC) software is physically part of, dedicated to, and/or essential to the mission
performance of the system. It includes both space and ground software. MC software may be
expanded to two software categories as defined by the example in Table 1.2.3.1.



Table 1.2.3.1. Mission Critical Software Class and Sl Categories—Example

Class Definition Category Category Definition
Deliverable applications software that
MC MC-1 plays a direct role in system operation
and system development.
MISSION CRITICAL SOFTWARE Same as MC-1 but the software is

MC-2 embedded in deliverable hardware.
Firmware is software and is treated in the
same way as software that executes in

Applications software used to perform
real time operations and non-real time
functions implicitly required for a mission.

general purpose computers.

1.2.3.2 Support Software

Support Software (SS) aids in system hardware and software development, test, integration,
qualification, and maintenance. The SS class may be composed of three Sl categories, SS-1, SS-2,
and SS-3 as defined in Table 1.2.3.2. MC-1, MC-2, and SS-1 software categories (but not SS-2 or SS-
3) are usually deliverable and contractually obligated, must pass through all of the developmental
phases, including all of the relevant software documentation, reviews, metrics, and testing. and are
subject to external Software Discrepancy Reports (SDRs).

SS-2 software is used in non-operational environments, may be deliverable, but normally not
contractually obligated. Both SS-2 and SS-3 software categories do not go through the full software
lifecycle or receive external SDRs and are normally not deliverable. However, in some cases,
important support software may be contractually deliverable. For example, deliverable support
software may include training software, database-related software, software used in automatic test
equipment, and simulation software used for diagnostic purposes during the maintenance activity.
The contractor must decide the appropriate category for all software entities in compliance with
contractual requirements,

Table 1.2.3.2.  Support Software Class and SI Categories—Example

Class Definition Category Definition
Software items that play a direct role in program and
SS SS-1 system development including software and system
requirements qualification and acceptance testing for
_ final “sell-off.” )
SUPPORT SOFTWARE Support software that is typically prototype software,
S$8-2 simulation software, or performance analysis and

Software that aids i tem
Oha:'jwarea aild Z(I)?tvsv);ee modeling tools (although some of this type of

development, test software may be selected to be in category SS-1).

integration, qualification and Non-deliverable and non-critical tools or test drivers
maintenance. S$S-3 that indirectly aid in the development of the other
categories of software.

1.2.3.3 Commercial Off-The-Shelf and Reuse Software

COTS/Reuse software is non-developmental software items including commercial and government
oft-the-shelf (COTS or GOTS) software as well as reused software obtained from internal libraries,
previously developed under an internal research and development effort, or developed by other
programs, set up specifically for reuse. The C/R class may be composed of two categories as
described by the example in Table 1.2.3.3.
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Table 1.2.3.3 COTS/Reuse Software Class and SI Categories—Example

Class Definition Category Category Definition

Non-developmental software that is
C/R C/R-1 | unmodified COTS or Reused software.
COTS/REUSE SOFTWARE Non-developmental software that is
Non-developmental software items C/R-2 | modified COTS or Reused software.*
including commercial and government (A distinction between vendor-provided
off-the-shelf and internally reused software may be
(COTS or GOTS) software. All C/R made for C/R-1 and C/R-2 if meaningful to
products must be treated and controlled the program)
as defined for the category targeted for
its end use.

*Modifying vendor-provided COTS is generally a high-risk approach and is not recommended.

Calculating ESLOC. When software design and/or code is reused, the costing of it is usually based
on an approach called the “Equivalent Source Lines of Code” (ESLOC) count. The premise is that
some portion of the design, code and/or testing does not have to be redone and can be reused. The
method to be used for calculating ESLOC must be described in the SDP.

One common approach to calculating ESLOC is to set the proportionate weighting factors for
designing, coding and testing the reused software product to 40%, 30%, and 30% respectively.
Programs may deviate from these standard proportions (40%, 20%, and 40% is also often used). The
ESLOC count is calculated by estimating the percentage of new design, coding and testing needed for
the deliverable product, and multiplying the sum of these weightings by the lines of code in the
reused product.

For example, assume an existing documented software product with 1000 source lines of code was
selected for reuse by another program having a need for similar functionality. Upon examination of
the reused product, an estimate is made that only 10% of the design needs to be changed, 30% of the
code must be redone, and 60% of the software needs to be retested. In this example, the ESLOC is
310 and is calculated as follows: 1000 [(.1 * .4) + (.3 *.3) + (.6 * .3)] = 1000 [.04 + .09 + .18] = 1000
[.311=310.

1.23.4 Software Category Features

A single Software Item (SI) may consist of different classes and/or categories. In that event, each part
of the SI must be compliant with the documentation, review, and testing requirements of the category
assigned to it. All software releases must be configuration controlled by a Software Development
Library (SDL) at the segment level or by the Master Software Development Library (MSDL) at the
program level as described in SDP paragraph 5.2.3.

Software cannot be moved up or “promoted” to a higher category level without additional
development and testing. To achieve a higher category level, the software must be “re-engineered”
and conform to the documentation, review, and testing requirements imposed on the higher category
level. All COTS and reused products must be treated and controlled as defined for the category
targeted for its end use.




1.3 Document Overview

This overview of the SDP document must include its constituent parts and organization, and should
include a plan for updating. If applicable, it must also describe any security, distribution, or privacy
protection considerations associated with its use.

1.3.1 SDP Component Parts

The SDP is more than just a program-level document since it usually contains addendums and
annexes that may be bound separately from the main volume. These SDP components can be shown
in graphical form on the page following the title. The following is an example of text that may be
used for paragraph 1.3.1:

Example Text:
The complete XMPL SDP is organized into three parts as follows:

Part 1: This is the program-level SDP (also called the SDP “main volume™)
Part 2: Addenda to the SDP containing XMPL plans or processes documents:
Addendum A: Software Metrics Plan

Addendum B: Software Roles and Responsibilities

Addendum C: Software Subcontractor Management Plan

Addendum D: Software Quality Assurance Plan

Addendum E: Software Configuration Management Plan

Addendum F: Software Reviews Plan

Addendum G: Software Resource Estimation Plan

Addendum H: Software COTS/Reuse Plan

Addendum 1: Software Integration and Test Plan

Addendum J: Software Risk Mitigation Plan

Addendum K: Software Maintenance Plan

Addendum L: Software Training Plan

Part 3: Annexes to the SDP—Site-Specific SDPs as required for software team members
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1.3.2 SDP Organization

This paragraph of the SDP is essentially “boiler-plate” as it describes the format required in the
standard used to produce it—in this case, TOR-3537B. The following example text may be used for
this paragraph:

x[1l]e Text:

This SDP was produced using the compliance standard entitled “Technical Operating Report,

TOR-2004(3909)-3537B, “Software Development Standard for Space Systems.” The XMPL SDP

is organized into the following eight sections:

e Section 1: Provides overviews of the XMPL system, the software system, SDP updates,
software classes and categories, and the relationship of the XMPL SDP to other XMPL
documents

e Section 2; Identifies all documents referenced by this SDP

e Section 3: Discusses an overview of the work to be performed. It describes the requirements
and constraints on the software, documentation, schedules, and resources

e Section 4: Describes the general software development activities to be performed. This
includes an overview of the software development process, standards that apply to the
development activities, the approach to developing and incorporating reusable software,
information on computer resource utilization, and the handling of critical requirements

e Section 5: Provides details on each of the individual software development phases and
activities that are to be performed, or may be performed. It covers project planning, methods,
and the tools that support these methods

e Section 6: ldentifies the schedules and activities to be performed

e Section 7: Provides details on the XMPL project organization and the resources to be applied

e Section 8: Provides the definition of acronyms and selected terms used in this document plus
identification of lower level standards and procedures

1.3.3 SDP Updates

The SDP is considered a “living” document that must be updated periodically throughout the
software development lifecycle. Updates are usually planned to occur at the Program Milestones, and
a figure similar to the example Figure 1.3.3 can be included in the SDP—or the same information
provided in table format.

';3’1“2" | Preliminary Delivery With Proposal I

g December i
12 ATP + 90 dayv Delivery I
g November i
. "13 | PDR Update Delivery .
: "
g; °°‘°b¢“' | CDR Update Dellveryl

Lessons

Figure 1.3.3. XMPL SDP Update Plan—Example
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1.4 Relationship to Other Plans

The relationship of the SDP to other key project management plans is important to establish
document subordination in the event of conflicts between plans. Figure 1.4 is an example overview of
the relationship of the SDP to other key plans; software documents are highlighted. Example text for
this subsection may be:

Example Text:

The XMPL SDP is compliant with the <corporate> Standard Software Process and serves as the
compliance document for all XMPL software development. Contractor specific plans, development
policies, and practices are incorporated as annexes to this program-level SDP.

Team members shall comply with this SDP based on tailoring guidance provided in subsection 4.1
and captured in their annexes to this document. The XMPL SDP is subordinate to the Integrated
Master Plan (IMP) and, in the event of a conflict, the IMP takes precedence. The SDP is not
subordinate to, but must be consistent with, the other plans at the same peer level as shown in
Figure 1.4 (e.g., SEMP, CM, etc.).

IMP

Integrated Management Plan

IMS

Integrated Master Schedule

Program Quality
Assurance Plan

System
Engineering
Management Plan

Risk Management
Plan

Systan Soffyane Dota Hanagement
Kasilah DevelopmentPlan Plans
Software Test and Software Software
Verification Plans Metrics Configuration

Plan Management Plan
Other Software Contractor-Specific
Plans and Manuals SDP Annexes

Software Quality
Program Plan

Software Risk
Management Plan

Figure 1.4. Relationship Between the XMPL SDP and Other Key Plans—Example
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2. Referenced Documents

All referenced and applicable documents in the SDP must be listed in Section 2 and must contain the
document number, document title, and date of the revision used. A tabular format is an easy way to
display this information and should be organized by government and non-government documents and
then broken down into referenced and applicable documents as shown in the examples below.
Referenced documents are guidelines, but Applicable documents must be adhered to. Non-
Government Applicable documents are usually mandated by the developer’s organization or by the

program.
2.1 Government Documents

2.1.1 Government Referenced Documents—Example

DO - he DO e - < » Date
Document Number Document Title Document Date
Document Number Document Title Document Date

2.1.2 Government Applicable Documents—Example

Document Number Document Titie Revision Date
Document Number Technical Requirements Document (TRD) Document Date
Document Number Interface Control Document (ICD) Document Date

2.2 Non-Government Documents

2.21 Non-Government Referenced Documents—Example

Document Number Document Title Revision Date
Document Number Software Estimating Guide Document Date
1SO 9001 Quality Program Document Date
I1ISO/IEC 15939 Software Engineering—Software Measurement Process 2002
Document Number Software Peer Review Guide Document Date
|IEEE-1471 Software Architecture Descriptions Document Date
AlAA R-023A Recommended Practice—Human Computer Interface for Space 1995

System Operations

2.2.2 Non-Government Applicable Documents—Example

Document Number Document Title Revision Date
Aerospace Report No. TOR- | Software Development Standard for Space Systems 11 March 2005
2004(3909)-3537B
J-STD-016-1995 Standard for Information Technology September 1995
ANSIISO/NEC 9899 Cc 1990
ISO/IEC 14882 C++ July 1998
Document Number <Corporate> Standard Software Process Document Date
Document Number Software Subcontract Management Guidebook Document Date
Document Number Configuration and Data Management Plan Document Date
Document Number Risk Management Plan Document Date
Document Number Integrated Management Plan (IMP) Document Date
Document Number Integrated Management Schedule (IMS) Document Date
Document Number Security Implementation Plan Document Date
Document Number Integration and Test Plan Document Date
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3. Overview of Required Work

There are no specific numbered subsections required for Section 3 in TOR-3537B. However.
TOR-3537B describes Section 3 as containing an overview of requirements and constraints on the:
system, software, documentation, development strategy, schedule, resources, and other areas. such as
contractual and non-contractual constraints, plus a requirement to show the position in the system
lifecycle where the SDP applies. The following organization is recommended.

3.1 System Acquisition Lifecycle

A figure similar to example Figure 3.1, or a table, should be included in SDP subsection 3.1 to
provide a top-level overview of the system acquisition lifecycle phases combined with a clear
indication as to where in the system lifecycle the SDP being written applies. Also, the program’s
Integrated Master Plan (IMP) must be referenced in the SDP since the IMP includes important
information on program tasks, events, and milestones for software activities.

Acquisition Phases

Phase A: SR AR l I | l ‘ | | |
Technology e—— This version of the SDP applies to the
Development EMD phase of the XMPL Contract

Phase B:

Engineering and

Manufacturing H
Development
Phase C:

Production and
Deployment | | I

2011 2012 2013 2014 2015 2016 2017 2018 2019 2020

Figure 3.1. XMPL System Acquisition Lifecycle Phases—Example
3.2 Software Requirements and Constraints

Figure 3.2 is a depiction of the basic levels of abstraction for describing the software process used in
this Guidebook. The top level is focused on programmatic phases. The middle level incorporates the
principal software development activities required by subsections 5.3 through 5.11 of the SDP. The
lowest process level involves the specific tasks required to carry out the software development
activities.

There are many types of system requirements and constraints that may become drivers for the
software. Such drivers may include: specific standards that must be followed; precise performance
mandates; requirements to execute on a government platform; preliminary deliveries of software
such as an interim version needed to support military exercises; mandated severe schedule constraints
to meet launch or delivery dates; etc. (see subsections 3.8 and 3.9).

A fundamental aspect of the software development process is the system lifecycle model to be
followed. A detailed discussion of process models is beyond the scope of this document. However,
six of the most common software development process models (Prototype, Waterfall, Incremental,
Evolutionary, Spiral, and Compound—such as the Rational Unified Process™) are briefly defined in
subsection 4.1. The process models are also discussed in the Air Force Space and Missile Systems
Center Instruction 63-104, dated 21 November 2005, and in many other sources.
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PHASES

ACTIVITIES

TASKS

Figure 3.2. Software Process Levels Used In This Guidebook

Technology DevelopmentPhase
Engineering and Manufacturing Development Phase
Production and Deployment Phase

etc.

SDP Sections 5.3 through 5.11

§.3 System Requirements Analysls
5.4 System Design
5.5 Software Requirements Analysis
5.6 Software Design
5.7 Software Implementation and Unit Testing

5.8 Unit Integration and Testing

5.8 Unit Integration and Testing

Task 1: Prepare for UI&T

Task 2: Perform UI&T

Task 3: Perform Revision and UI&T Testing
Task 4: Analyze and Record UI&T Resuits

3.3 Software Iltem Overview

Although not specifically required by TOR-3537B, an overview of the planned Software Items (SI)
should be provided in this SDP subsection. An overview of the Sls that are to be developed can be

best displayed in a table that defines the SIs in terms of the responsible Integrated Product Teams

(IPTs), where in the system the Sl is used, the developing organization, the programming languages

used, and the software category for each SI. An example is shown in Table 3.3.

Table 3.3. XMPL Software Items and Team Responsibilities—Example

Software Item IPT System Element Developer Languages SW Category
Spacecraft Controller | Space Spacecraft Able Corp. (o] MC1, MC2
Processor
Payload Support Space Spacecraft Able Corp. C MC1
Processor
Vehicle Dynamic Space Spacecraft Able Corp. C S81
Simulator
Data Management Ground | Data Processor Baker Corp. | C++, Java MC1
Data Delivery Ground | Data Processor Baker Corp. | C++, Java MC1
Infrastructure Ground | Data Processor Baker Corp. | C++, Java, IDL MC1, $S1, C/R1
Calibration and Ground | Data Processor Baker Corp. | C, C++, Java, S§81, S82, SS3
Validation Visual Basic
Satellite Operations C3s Mission Management Charlie C,C++, Java MC1, SS1, 882,

Center Corp. FORTRAN S83,
C/R1
Mission C3s Mission Management Charlie Java, C++ MC1, SS1, SS3
Management Center Corp.
Ground Operations C3s Mission Management Charlie C,C++ MC1, SS1, S82,
Center Corp. SS3

Table 3.3 can become a very long table; in that case it should be included in an SDP Appendix and
referenced in subsection 3.3. This table can be expanded with additional columns, such as percent

new versus reuse code, and developer contact information.
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3.4 Required Software Lifecycle Activities

Figure 3.4 is an example illustration of the required software activities during the software lifecycle
development organized into four domains. Figure 3.4 also identifies the subsections within the SDP
where each activity of the software development process is described.

5.3 - System

Requirements Analysis

5.4 - System Design

5.1 - Project Planning and Oversight

5.19 - Risk Management

5.20 - Software Management Indicators

5.21 - Security and Privacy

5.22 - Subcontractor Management

5.23 - Interfacing With Software IV&V Agents
5.24 - Coordination With Associate Developers

5.10 - Software / Hardware

Item Integration and
Testing
5.11 - System

Qualification Testing

5.12 - Preparing for

Software Transition to

Operations
5.13 = Preparing for

Software Transition to

Maintenance

E SDP Sub-sections
! 5.3-5.13 are

. applicable to

i specific activities
1 of the software

' development life
3 cycle

Management
Domain
System
Domain
Support
Domain

Software
Domain

5.2 - Establishing a Software Development

Environment

5.14 - Software Configuration Management
5.15 - Software Peer Reviews and Product

Evaluation
5.16 — Software Quality Assurance
5.17 -- Corrective Action

5.18 - Joint Technical & Management Reviews

Figure 3.4. Software Lifecycle Development Domains—Example

3.5 Software Process Overview

5.5 - Software

Requirements Analysis

5.6 = Software Item

Design

5.7 - Software

Im plementation & Unit
Test

5.8 - Software Unit

Integration and Test

5.9 — Software Item

Qualification Test

5.25 - Software Process

Improvement

5.26 - Software

Sustainment (Optional)

SDP Sub-sections 5. 1,;
5.2 and 5.14-5.26 are |

the entire software |
development life !
cycle I

.....................

In addition to overviews of the Sls and development activities in the previous subsections, it is
recommended and extremely useful to include in subsection 3.5 an overview of the software
development process that the program expects to follow and cover in more detail in SDP Section 4.

Figure 3.5-1 is one example of how to illustrate an overview of the software development process. It
shows the principal software areas of responsibility as well as where software supports System
Engineering for system-related activities. Figure 3.5-2 is a depiction of the specific software
development activities and the sections of the SDP (subsections 5.3 through 5.13) where the activity
is described. Although Figure 3.5-2 implies a sequential process, the actual process is dictated by the
software development process model used (see SDP Appendix B) as well as an overlap of the
activities consistent with the build plan.
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Figure 3.5-1. XMPL Software Development Process Overview—Example
3.6 Software Documentation Requirements and Constraints

During the software development process, various documents are required at different phases of the
lifecycle. It is recommended and extremely useful to include an overview of the plans for production
of software documentation in subsection 3.6. An example of a Software Documentation Production
matrix is shown in Table 3.6.

The example document production matrix in Table 3.6 is an important guide as it summarizes the
preparation of required work products (i.e., documentation) during the software development and test
lifecycle covering SDP subsections 5.5 through 5.13. It identifies the normal preparation of draft (D),
preliminary (P), and baselined (B) documents as well as when baselined documents are updated (U).
Some documents that are prepared may not be required to be delivered. They may be prepared to be
compliant with TOR-3537B but not contractually deliverable (such as unit test plans, descriptions,
and reports). The contract must identify the required work products to be delivered.
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Figure 3.5-2. Principal Software Development Process Activities—Example

Documents, and other software products required at each activity of the lifecycle, are discussed in
subsections 5.5 through 5.13, and the matrix must be consistent with the required work products
tables appearing in each of those subsections. See Table 5.18.1-2 for a breakdown of software
documentation mapped to formal reviews.

Non-document software work products, as defined in subparagraph 4.2.10.3, are not included in the
documentation production matrix in Table 3.6.

In addition, Table 3.6 does not include software management and quality control plans such as the:
Software Development Plan; Risk Management Plan; Data Management Plan: Subcontractor
Management Plan; Software Safety Plan; Software Configuration Management Plan; Software
Quality Assurance Plan; Software Process Improvement Plan; Software Peer Review Plan; Software
COTS/Reuse Plan; Software Metrics Plan; Software Reviews Plan, etc. (see subparagraph 4.2.10.1).

It is also recommended to include in the SDP a master index of all software documentation. That
index can be included as an SDP Appendix. For more information on software deliverable
documentation see TOR-2006(8506)-5738, Recommended Software-Related Contract Deliverables

Sfor National Security Space System Programs, dated 14 February 2008.

Data Item Descriptions (D1Ds) must be listed (as applicable) on the Contract Data Requirements List
(CDRL) to ensure the software work products are delivered under the contract. TOR-3537B provides
a list of the software DIDs. Each DID provides a full description of the contents of each deliverable
software document. Annexes E through J in J-16 also provide a similar description of software
document contents. Note that the Master Test Plan is not a software document.

(8]
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Table 3.6. XMPL Software Documentation Production Matrix—Example

Software Documentation

Softwate SDD  IDD SVD SUM

Development
Activities (5) SRS IFCD SMBP SAD DBDD STP STD STR SPS STiP

Software
Requirements P B D
Analysis ™
Sl Architectural
Design B V) B P DI/P B
Software Item
Detailed Design (2) | Y B B B B R
Software
Implementation U U v D !
and Unit Testing (2)
Unit Integration
and Testing (2) u bip D
Sl Qualification
Testing (3) u|pej| B ® | P | P
Sl/HI Integration U B
and Testing (3)
System | U
Qualification
Testing
Preparing for SW ‘ U B
Transition to
Operations (4)
Preparing for SW U B
Transition to
Maintenance
MATURITY LEGEND: DBDD = Data Base Design Document
D = Draft In Process STP = Software Test Plan
P = Preliminary Baseline Completed STD = Software Test Description
B = Baselined STR = Software Test Report
U = Updated Baseline (as needed) SVD = Software Version Description
SPS = Software Product Specification
SOFTWARE DOCUMENTATION: SUM = Software Users Manual
SRS = Software Requirements Specification FSM = Firmware Support Manual
IFCD = Interface Control Document CPM = Computer Programming Manual
SMBP = Software Master Build Plan STrP = Software Transition Plan
SAD = Software Architecture Description S| = Software Item

SDD = Software Design Description
IDD = Interface Design Description

(1) In this example, the SRS contains the Interface Requirements Specification (IRS), Software Requirements
Traceability Matrix (SRTM) and Requirements Test Verification Matrix (RTVM).

(2) lIterative for each build.

(3) This activity may be iterative, in reverse order, or concurrent.

(4) Other optional user manuals include: Computer Operation Manual (COM); Software Center Operations
Manual (SCOM); Software Input/Output Manual (SIOM).

(5) The ‘Development Activity' name is equivalent to the principal activity being performed at that time.
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3.7 Requirements and Constraints on Development Strategy
3.7.1 Development Strategy Factors

There can be many factors, and constraints, that impact the development strategy. For example, if the
program involves a large number of geographically dispersed subcontractors from different
companies, the overall approach to management and communication will have a significant impact on
the development strategy and those issues need to be addressed. Another example involves programs
that plan to utilize a significant amount of COTS/Reuse software. SDP paragraph 4.1.3 is devoted
entirely to the management and implementation of COTS/Reuse software. However, its impact on the
development strategy should be briefly addressed in this paragraph.

3.7.2 Software Integration, Testing, and Verification Approach

Subsections 5.7 through 5.11 of the SDP describe the software Integration, Testing, and Verification
(IT&V) activities. It is recommended, and would be extremely useful, to include in this paragraph of
the SDP an overview of the software IT&V approach and process before describing the details in
subsections 5.7 through 5.11. It must be stated that the software IT&V approach is consistent and
compliant with the system-level integration and verification test plan (sometimes called the System
Master Test Plan).

The rationale for software testing, described as an example in this Guidebook, is based on an
incremental buildup of tested requirements with a simultaneous incremental verification buildup. The
software IT&V process involves four generic testing stages as shown in Table 3.7.2.

Table 3.7.2. Software Integration, Testing, and Verification Stages—Example

Stage Description
Stage 1 testing covers Software Unit (SU) testing and integration by the software

Stage 1: developers, unit integration testing, and individual Software Item (SI) qualification
Development Testing testing. These stages of software I&T are covered in SDP subsections 5.7, 5.8,
and 5.9.

Stage 2 testing includes: integration of multiple Software Items; integration of the
Hardware Items (H1) with Sls; and the Element Acceptance Test (EAT) that may
also be referred to as the “Factory Acceptance Test” (FAT). It normally takes place
at the Segment Level depending on where the software entities are developed.
The SI/HI integration is covered in subsection 5.10 of the SDP.

Stage 2:
Element Testing

Stage 3 of testing takes place in a location where elements are integrated and
SI/HI elements are tested with other SI/HI elements. Generally, this stage can be

Stage 3: viewed as the location where all of the elements of a segment come together. It
Segment Testing includes the functions of Installation, Checkout and Test plus Interface Testing.
This stage of software testing is normally concluded with a Segment Acceptance
Test (SAT and is described in subsection 5.11 of the SDP.)

Stage 4 of testing is focused on the process of integrating all of the segments (and
sites) into the full system or portions of the full system being tested. This stage of
testing is normally concluded with a System Qualification Test (SQT) and is also
described in subsection 5.11 of the SDP. Software has a support role in segment
and system testing as those activities are typically the responsibility of (SEIT).

Stage 4:
System Testing




3.7.3 Software Integration, Testing, and Verification Objectives

The objectives of each of the above four stages of the software IT&V process are summarized in
example Table 3.7.3. That table identifies the subsection of the SDP containing details of the testing
process at each stage and highlights key functions at each step of the IT&V buildup.

Table 3.7.3. Software Integration, Testing and Verification Objectives—Example

SDP Subsection and Title Integration, Test, and Verification Objectives
. « Convert Software Unit (SU) design into computer source code, compile, and
Stage 1a: debug
5.7 Software Implementation and « TestInspect to ensure source code is compliant with expected results
Unit Test  Verify that the source code meets the design

« |ntegrate SUs that have successfully passed Code and Unit Test (CUT) and
Stage-b: build them up to higher level SUs and to a Sl

. « Assure SUs are successfully integrated for the current build
5.8 Unit Integration and Testing o Perform design inspection through functional testing for current build
¢ Perform initial Sl to Sl interface testing, with stubs, drivers, or current Sls
Stage 1c: « Demonstrate that the SI(s) satisfies the software and interface requirements
5.9 Software Item Qualificatlon
Testing
¢ Sl to Sl Integration and Testing integrates individual Slis of an element or
segment to produce a complete software segment build
Stage 2: « Slto Hl Integration and Testing integrates software with hardware
5.10 Software/Hardware item « Element Acceptance Test (EAT),verifies that: (a) software and hardware
Integration and Testing functional requirements defined in the element specifications, have been
satisfied; and (b) functional and physical interface requirements have been
satisfied for the current build
Stage 3: « Segment Acceptance Test (SAT) venfies that the segment hardware and
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