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/—
Introduction

with a few notable exceptions, gquery languages have
been designed to enable people to communicate with datapase
systems. The advent of computer networking has made
increasingly important the task of designing languages with
which another program may talk to a database system. The
DATACOMPUTER [l] supports a query language which, while it
may be used directly, was designed to be generated by other
programs. The DATACOMPUTER maintains a quasi-relational
database system with no direct linking/betwéen records. Q
is an attempt to do the same thing for a network database:
specifically SEED, which is a CODASYL like system developed
at the Wharton School. In designing such a language there
are two main goals: first the language should he as terse
and as powerful as possible in order to reduce the message
traffic in both directions when a query 1is sent and
answered; second to design a good message passing protocol
so that synchronization between programs is possible. In
the next section these goals are described more fully

together with more details of the operating environment for

which Q was designed.
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The prooblem of program-to-grogram communication

Generally, computer systems have concentrated on having
one or two languages (such as FORTRAN and COBOL) which are
standard on on a given system. The standardization has led
to a number of support packages written in FORTRAN or COBOL
which can be 1loaded only with other FORTRAN or COBOL
programs. SEED [2] 1is such a system. As understanding of
programming languages has continued, one finds that special
purpose languages have been developed that can be used for
for production (as BLISS) .or research (as POPld). However,
support programs written in FORTRAN or COBOL cannot

generally be loaded with languages such as POPl9 or LISP.

Development of network communications has worsened the
situation. Until network communications became more
important, tne concept of machine independence was important
to allow transfer of programs from one system to another
more easily. FORTRAN and COBOL were the standard languages
for machine independence. Even after network communications
became important, one of the main uses was to transfer
programs from one machine to another (FTP on the ARPANET for
example) and machine 1independence was still important.

However, now, computer networking is starting to emphasize
the segmentation of program systems into various "tools"

that are available at the sites on a network. The

possibility of using many tools on different hosts means

that a program cannot be loaded into one contiguous section
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of memory. Consequently, the concept of program
independence 1is not as important; 1linking the independent

operation of separate tasks becomes the main goal.

Both of these reasons lead to a concept in programming
that is not fully wunderstood: that of preaking apart a
large task into smaller asynchronous components which

synchronize activity by sending messages between themselves.

We have been faced with several research projects at
the University of Pennsylvania which require a database to
behave as a separate asynchronous component of a larger
system. DBLOOK of the SEED database system has been used to
accomplish asynchronous operation in the past. Several
problems bpecome apparent with DBLOOK when it is used as an
asynchronous task serving another task. DBLOOK is fairly
intelligent, and to a person using DBLOOK, the results are
satisfying. DBLOOK carries on an "implied" conversation.
It lets the wuser figure out what it 1is reporting and
requesting. For humans, the brevity of the output and input
is an excellent feature, since it cuts out the information
the user already understands. Programs which use DBLOOK do
not have the same intelligence as humans, and have a much
harder time carrying on the conversation. For instance,
when DBLOOK displays a record, it is not explicitly clear

wnere all the fields begin and end.
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DBLOOK also has some limitations on 1its capability

which make some queries difficult to perform. DBLOOK cannot

give back values which are the result of computations on
fielas 1in the database. In addition, the CODASYL DML
functions are not very appropriate once one has decided to
access a database through a separate task. The DML

definition was based on the ability to access a global area

containing all the records easily (the UWA).

It is the intention of this project to try to overcome

A

some of these problems by:

E—

1l - designing a gquery language whicn is concise, allows
complicated gqueries to be processed simply.

2 - designing a control structure for executing the

query which allows simple synchronization between “
the communicating tasks.

3 - reporting output in formats which contain all the
information for a program to easily ascertain what

the output means.

Of course all of these criteria are quite vague.
Number 1 is especially vague, since that is the object of
any query language. In considering what other «criteria we
might apply, we decided to adopt the following:

4 - the language should allow any query to be processed

whicn does not reguire storage that increases more

than linearly with the size of the query.
5 = the language snould not allow any explicit control
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i
) structures, such as do loops or conditional
3 brancning, yet should be able to selectively
k process portions of tne database.
. ' :
: Statement 4 effectively rules out any processing which i
would require sorting or merging. '
’ Statement 5 eliminates the need for any functions such '

S —

as "find first" or "find next". 1In the limited scope of a

query language, it would be burdensome to require an

i

' explicit "find" for every record, since a "find" is
generally necessary. In addition, we arpitrarily decided to g
g 3
limit ourselves to exploring the database by defined set ? ;
. relationships. 3
y Query Language
We look at the database as a hierarchy by starting at
”% £ one particular point in the database. Then, the particular
§ fields that one wishes to access can be specified. Items . |
rg called computed fields can be defined that are computed on g
lg ¢ the basis of other fields. Computed fields can be given a ;

name for later reference, or used to restrict further \

processing. The functions that are allowed in computed

e fields are PLUS, MINUS, MULTIPLY, DIVIDE, EQUAL, GT, LT, GE,
LE, AND, OR, NOT, and INT. Two more functions are provided

which "reduce" portions of tne tree. They are SUM and ‘
COUNT.
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The gquery language will be explained with reference to

the following datapbase structure:

STUDENT CLASSES
:studname:...: :classname:..cceee.:
\ F
% /
X / ROSTER
\ TAKES 4
\ /

\ ENROLLMENT @

- —— ——— — - —— — " ——

igradet.....oens

- —— — ———— - ——— ——

The language is designed around the concept of streams.
We wuse the term "stream" to denote a generator for a
sequence of objects (records, field values, other streams).
The term 1is wused 1in preference to "set", which denotes a
specific data structure in the database and "list"™ which
denotes a specific in-core database. A stream is
effectively a procedure for generating a specified sequence
of objects. See Burge (3] for a detailed explanation of
this concept. One creates a stream by openning a set of
parentheses preceded by a set or record name. For instance:
-STUDENT( ... )
creates a stream of students. Operators can be applied to a
stream to define elements of the stream:
-STUDENT (NAME : STUDNAME)

or to create a stream of streams:

P SR

g ot e

R o st AR

e
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-STUDENT(!TAKES( ... ))
In tne former case, a stream of student names 1is created.
In tnhne latter case, a stream of enrollments for student is
created. wWnen defining a stream of streams, a "!" 1is used
to 1indicate that the stream owns a set of items represented
by the inner stream. A "“" indicates that the outer stream
is owned by one item in the inner stream. "!" and """ allow
traversal of the Bachman diagram representing the schema.
"-" is wused to indicate that the stream that is being
defined is simply a set of records, and is not related to
any other streams. ("-" can only appear at the outside of

an expression).

Items in the schema are referenced by placing the item
name in the parentheses. If a name followed by a ":"
precedes tHe item then the name is a user defined name for
the 1item. In the example above. "NAME" is the user defined

name for tne item "STUDNAME" in the schema.

Once some items have been defined, they can be printed
with a "§P". For example: ;
~STUDENT (NAME : STUDNAME, !TAKES (GRADE, "ROSTER (CLASSNAME,
$P NAME, $P CLASSNAME, $P GRADE)))
will print out tne names of students, and the <classes they

are taking, and the grades they have in the classes.

Suppose we would like to know how many classes the

students are taking. Then we could say:

-STUDENT (NAME :STUDNAME , !TAKES (GRADE) NUM:COUNT GRADE,

P ———

el it i it

= 1 VIR OV IR SRS WL N P SO SR
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3P NAME, $P GRADE)

The function count produce a count of the number of items in
the stream given as an argument. 3Suppose we wish to get the
average grade of all the students:

-STUDENT (NAME:STUDNAME, !TAKES (GRADE) S1:SUM GRADE,

N1:COUNT GRADE, AVE:DIV S1 N1, $P NAME, $P AVE)

The function divide will divide S1 by N1 to produce thne
average grade. dut, a problem could cccur with the gquery
above if a student is not taking any courses. A division by
zero would occur. To eliminate certain portions of a
stream, a restriction can be introduced:

-3TUDENT (NAME :STUDNAME, !TAKES (GRADE) N1:COUNT GRADE)

SR GT N1 9 (S1:COUNT GRADE, $§P NAME, AVE:DIV S1 N1,

$P AVE)

The function after the "S$R" is used to restrict any further
processing of streams that contain no grade records. "S$R"
might also be used to look at the record of a particular
student:

-STUDENT (NAME :STUDNAME) SR EQUAL NAME 'MARTIN MEYERSON'

* (!TAKES (GRADE, "ROSTER (CLASSNAME) ,

$P CLASSNAME, $P GRADE))

The control structure for executing queries 1is very
straightforward. One has the option of entering a query,
opening the database, processing a query, and abo:ting
execution. If an error should occur, the system waits for a

specific response to resynchronize itself with the

controlling task. The system also informs the controlling
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task when tne orocessing o0of a request nas started and

stopped.

The responses given back are straigntforward. They
fall into 4 categories:

1 = Brrors

2 - Data

3 - Synchronization

4 - Resynchronization regquest

System Operation

To start the query system, one simply types "R Q" at
the monitor level. When the system is ready, it will type
"READY". At this point, commands can be entered. Legal
commands are DBOPEN, PROGRA, RUN, VERIFY, DBCLOS, and EXIT.
DBOPEN will open a database. The name of the database must

follow the DBOPEN command as the 7th through 12tn

characters on the line. The privacy key must start in
the 1l4tn character position.

PROGRA will allow the lines following it to be entered as a
query. Syntax is checked as the gquery is entered. To
end tne entry of the query, an "#" is typed as the
first character on a line. To abort, an "@" is typed
as the first character on a line. If a filename 1is
specified after the PROGRA, then the file is used as

the source of input for the gquery.

i

Py

;‘,wg‘é,ﬂw;‘,u.‘ S T
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RUN will process the guery. First the gquery 1is checked
against the schema to make sure that all the items and
sets are correctly defined. Then the database is
accessed to process the query.

VERIFY will check a query against the schema.

DBCLOS closes the database.

EXIT stops the execution of the system.

The system responds to commands with the following
keywords in the first 6 character positions of a line:
START, DATA, DONE, SCHERR, RUNERR, SYSERR, CMDERR, CLRACK,
ABOK, ENTER, SYNERR, FILE.

START indicates that the processing of the request has
started. :

DATA indicates tnat the rest of the 1line contains output
from a print request in the query

ENTER indicates that the query system is waiting for a 1line
of the query to be typed. ENTER will appear if the
query is not input from a file.

FILE will appear if a query is input from a file. The
remainder of the line contains a line of data as read
from the file.

SYNERR indicates that an error in the syntax of the query
exists.

DONE indicates tnat the processing of the query is complete.

SCHERR indicates that the query is in conflict with
schema.

the

RUNE ;
VERR indicates tnat a run error has occurred.

Lt
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’ SYSERR indicates tnat an error has been detected in the ]
system's operation
CMDERR indicates that the processing of a command is
’ incomplete because of an error.
Any SCHERR will automatically cause a CMDERR at the end *
» of the VERIFY process. After a CMDERR, SYSERR, RUNERR, or -
SYNERR the word "CLEAR" must sent back to the query system || 3
P
to indicate acknowledgement of the error. The query system 3
5
acknowledges witn "CLRACK". ;

|
To abort processing of a "RUN", or "PROGRA", an "@" can i }
be typed. The system will respond with "ABOK" when it '
recognizes the abort request. (The system only checks for

abort befeore printing a DATA statement).

Further Developments

The idea that record selectors could be generalized to
work over streams (or streams of streams) of records and
that the usual boolean operators and arithmetic operators
could be similarly extended originally led us to believe
that we could develop an "APL for databases". The semantics b

of tne language have taken us some way towards this goal; B

however the syntax is still lacking. One of the main b
problems is

that one needs to be able to define new record |
types and their selectors in the middle

of a gquery. For

exam i
Ple, in the student - course database describped earlier
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there is a query in which one constructs a stream of
triples: (student number of courses taken, total graae).
We have no very good method of labelling this stream for
future wuse 1in the Qquery. A second difficulty is the
standard problem in applicative programming: that of giving
the same argument to two different procedures without using
an assignment. The latter problem can be solved by the use
of combinators [4] or by the syntax suggested by Friedman
and Wise [5], but we know of no practical language which

exploits these.

The other omission of Q is that there is no provision
for performing updates.There are -some straightforward
methods of specifying an update and these should be added.
To give full power to Q, one also needs to implement the
operators whicn take the union, join etc. of streams. Such
instructions may be computationally expensive and it is not
clear that the database should be charged with performing

them.

In spite of these drawbacks it is gratifying to see
that Q is being used for allowing a LISP program to access a
database. The programmers, who have to learn the language,
develop the ability to construct monstrous and opaque

"one-liners" and in a rather limited sense, our ambition to

develop an APL for databases has been fulfilled.
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Appendix A - Sample Execution

The following example is taken from tne CTEC data base
describing a naval scenario. The portion of the database
whicn we are exploring involves ships and radar, and the

confluency between them.

R18SHIP@8 ship record radar record
:I18NAMEJ8 shipname - :I37NAME12 :
----------------------- : radar name :
/ N e——————
\ /
/ \ /
51878 ¥ \ S1822 f 837132
F i X
R78SPNAMAS/ snhipnames \ /radar ship confluency
:178NAMEB8 shipname :I22SPRDRO8 numpber of radar on :
--------------------- : ship 3

READY

DBOPEN ONRSUB CTEC

START OF PROCESSING

DONE  QUERY RUNTIME: 9.813 SEED RUNTIME: 1.624

PROGRA Q@.DAT

START OF PROCESSING

FILE -R78SPNAM@8 (NAME:I78NAME@S) SR EQUAL NAME 'CHICAGO'
FILE (S1878(SHIPNAME:I18NAME@8,!S1822 (NUMBER:I22SPRORDS,
FILE S3722(RADARNAME:I37NAME12, $P SHIPNAME, $P RADARNAME,
FILE $P NUMBER))))

DONE QUERY RUNTIME: ©.875 SEED RUNTIME: 9.000

RUN

START OF PROCESSING ,

DATA SHIPNAME =CHICAGO

DATA  RADARNAME =Sp5-10 \

DATA  NUMBER = 1

DATA  SHIPNAME =CHICAGO :

DATA  RADARNAME =3pS-30 ‘

pan e, : : -'
=

DATA RADARNAME .ggg€2€°

DATA  NUMBER = 1
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-R18SHIPO8 (SHIPNAME:I18NAMED8,!151822(N:122SPRDROS) ,

=CHICAGO
=SPS-48
=CHICAGO
=SPS-52

1.878 SEED RUNTIME: 0.998

TOTALRAD:5SUM N,NTYPE:COUNT N)SR GE NTYPE 2

0.936 SEED RUNTIME: 0.000

=DOWNES

=SPS-40

=BOWEN

=S5PS-10

=SP5-40

DATA SHIPNAME
DATA RADARNAME

DATA  NUMBER

DATA  SHIPNAME

DATA  RADARNAME

DATA  NUMBER

DONE  QUERY RUNTIME:

PROGRA Q4 .DAT

START OF PROCESSING

FILE

FILE

FILE (SP SHIPNAME, $P NTYPE, SP TOTALRAD,
FILE 1S1822 (NUMBER : I22SPRDRO8,53722
FILE (RADARNAME : I37NAME12,$P RADARNAME,
FILE $P NUMBER)))

DONE  QUERY RUNTIME:

RUN

START OF PROCESSING

DATA SHIPNAME

DATA  NTYPE

DATA  TOTALRAD

DATA  RADARNAME

DATA  NUMBER

DATA  RADARNAME

DATA  NUMBER

DATA SHIPNAME

DATA  NTYPE

DATA  TOTALRAD

DATA  RADARNAME

DATA  NUMBER

DATA  RADARNAME

DATA  NUMBER

DATA  SHIPNAME

DATA  NTYPE

DATA  TOTALRAD

DATA RADARNAME

DATA  NUMBER

DATA  RADARNAME

DATA  NUMBER

d

ABOK  ABORT RECOGNIZED

EXIT

END OF EXECUTION

CPU TIME: 11.24 ELAPSED TIME:

EXIT

- [ NN [ o [ N [ Ll [ (S J N}

Page 16
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Appendix B - Query Language Syntax

The query language uses the following syntax.
Y. indicate optional <clauses. wii and- )™
mandatory clavses.
<stmt>::=( (""" or "!")<setname> or
"-"<recordname>)" ("<los>")" [<restmt>]
<restmt>::="$R"<bool exp>[ "("<los>")" [<Krestmt>] ]

<los>::=<ss>[,<ss>]*

Page 17

"["* and

indicate

<ss>::=<iteml> or <name>":"<item2> or <name>":"<expr> or

<stmt> or "$P"<arg>
<expr>::=<unaryexp> or <binaryexp>
<unaryexp>::=<unaryop>" "<arg>

<binaryexp>::=<binaryop>" "<arg>" "<Karg>

<arg>::=<integerliteral> or <realliteral> or <stringliteral>

or <name> or <iteml>
<iteml>::=<item>
<item2>::=<item>
<item>::= item name from schema
<setname>::=setname from schema
<record>::= record name from schema
<name>::= a user defined naME

<unaryop>::="INT" or "NOT" or "SUM" or "COUNT"

<binaryop>::="PLUS" or "MINUS" or "MULTIPLY" or "DIVIDE" or

This is subject to revision: if problems are encountered,

pPlease contact Rajeev Sangal.
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"EQUAL™ or "GT" aor "LT" or "GE" or “LE"

NORN

or

HAND“

Page 18

or

T
P eI
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Appendix C - Q Internal Documentation

Q is based on the «concept of recursive fortran by
having a central subroutine which calls a function for you,
to which you "RETURN" with a particular parameter if you
want to execute a call. All functions have computed goto's
at the beginning so that they can remember where they
executed the "call". (see the beginning of g3.F4 for
details). A recursive structure made life much easier since
the syntax of the language 1is defined recursively.
Furtnermore, the parser progduces a 1list structure of
"statements" whicn can also be traversed recursively for

execution.

The execution of a query is a 3 step process. The
query 1is read in, parsed, and a list structure is produced
in step 1. Then the 1list structure 1is preprocessed, to
verify that all the referenced items are in the database,
and have the correct relationship to one-another. Step 2
also includes allocating temporary variable space, and
noting where all the relevant UWA locations are. 1In step 3,
the gquery 1is actually processed. Every time the list
structure goes another level deep, a new 1loop 1is entered

which bpegins with a FINDAP, FINDPO, FINDO or FINDC, which
ever is appropriate. From there on, the "statements" in the

list structure are processed one at a time. The subroutines

PROGS, VARS, and RUNS do these tasks.
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PROGS opens an input file, sets up glooal variables for
allocation of sympbol and statements. Then STMTS is called
recursively. The parser 1is organized into a set of
subroutines which follow the description of the syntax
exactly. Subroutine GETNEXT is used to get tne next key
word and separator from the input file. From that, next
allowable state of the parser is entered, oy calling STMTS,
RESTMTS, LOW, or S83. This process is continued until the

entire input is parsed.

VERS calls tne recursive function TRAN. TRAN
translates the statements, by checking item names and set
names, and their relations to one-another, by recording
where all the UWA inférmation exists in the unused portions
of the statement array, by allocating temporary variable
space, and copying literals into the temporary space, and by
changing the structure of "reduction" functions (suca as

count and sum) so that they consist of sequential statements

also.

RUNS calls LOOP recursively. LOOP takes as an argument

the type of FIND it is to do to get records from the data
base. If it is to do a FINDAP, it checks to see if it can

substitute a FINDC, and does so if possible. Then, it

executes the statements. If it finds a restriction that
yields a value of false, then it simply goes back to the

beginning of the loop for the next record out of the

database,

e T

L, S Y
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Appendix D - Q Main Data Structures

Internal list structure format:
stmt (l,n)=pointer to next list element
stmt (2,n)=statement type
P-item definition.
2-to owner set .
3-to owned set
4-assigned function
S-restricted function
6-not used
7i-start a record class
l1dl-header for start of record class
193-void function from "count" or "sum"
194-identity element for count etc
stmt (3,n)=not used
stmt (4,n)=pcinter to user defined symbol for
this assignment
stmt (5,n)=pointer to set name, item name,
function name
stmt (6,n)=pointer to argl of fn
stmt (7,n)=pointer to arg2 of fn

stmt (8,n)=type of argl - @ undef, 1 character
literal in symbol tabple,

2 pointer ig integer

literal, 3 pointer is floating

point literal, 4 Pointer is symbol

21
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pointer
stmt (9,n) =same as above for arg2
For type 101:
stmt (6,n)=record class index from schema
stmt(7,n)=uwa offset to record (for get)
stmt (8,n)=uwa offset to area for set
- (for findpo, or findap)
stmt (9,n)=current level in structure
Symbol Table Information:
udef ( )=pointer to header statement in which this
label was defined
ucalc( )=0 if laoel is not a calc key. =index into
uwa for calc key if it is'a calc key
utloc( )=location in tvar for stért of this variable
utlen( )=length in bytes of storage in tvar
utyp( )= @ - character variable
1l - floating point
2 - integer
3 - double precision floating point
symbol (1-6,n)=symbol itself
fdef( )=function index if this label
represents a function

narg( function index )=number of args for the

function
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