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INTRODUCTION 
 

At the time of the writing of this document, the Tactical Applications program has gone 
through critical design review.  The TacApps development team faces time critical decisions 
regarding development and/or environment tools.  The TacApps development team has had the 
opportunity to explore many useful software development tools as part of the design and technology 
investigations.  Development toolsets encompassing unit testing, code analysis, code style 
enforcement, and continuous integration (CI) must be selected so that the development team 
involved in front-end development is working from the same product set to drive development 
synergy.  This document will examine leading development tools that could be used for TacApps 
front-end development and processes surrounding such development.  In order to easily collaborate 
with various stakeholders at disparate locations, the Defense Intelligence Information Enterprise 
(DI2E) platform is being used.  The DI2E provides JIRA software, Confluence, Jenkins, Nexus, 
Fortify, Stash, Subversion, FishEye, and Storefront web applications to provide a central software 
development stack that can be used by multiple collaborating teams.  The TacApps program is 
initially planning on using Stash, JIRA, FishEye and Jenkins tools.  Therefore, other tools specifically 
for the use of source control management, issue management, and code review will not be 
evaluated.  
 
 

STATIC CODE ANALYSIS 
 

Static program analysis is the analysis of computer software that is performed without 
actually executing the program.  In most cases, the analysis is performed on some version of the 
source code; in other cases, the analysis is performed on some form of the object code.  The term 
static program analysis usually refers to the analysis performed by an automated tool whereas 
analysis performed by humans is referred to as program understanding, program comprehension, or 
perhaps code review.  The word or term “lint” is often synonymous with static analysis by many as 
Lint was an actual early tool used for static analysis of programs written in the C language. 
 

Static code analysis is a useful process for finding programming errors that may not be 
evident on the surface.  Performing static code analysis helps to enforce coding conventions that are 
used in the development process.  Execution of static analysis tools should be integrated as part of a 
normal build process. 
 
JSLint 
 

The JSLint was one of the first JavaScript code analysis tools made available.  It was created 
by Douglas Crockford, a major JavaScript contributor best known for creating JavaScript Object 
Notation format.  It is not configurable, customizable, or extensible.  JSLint is not under active 
development and is infrequently updated by single contributor.  A common criticism of JSLint is that 
it has strong opinions about certain coding standards that may create excess warnings. 
 
Google Closure Compiler 
 

Google Closure Compiler is a tool that simply makes JavaScript download and run faster by 
compiling JavaScript to efficient JavaScript performing the following activities in that compilation 
process: eliminating dead code, rewriting, and minimizing the remaining code.  During this process, 
warnings and errors against the code are produced.  Google Closer Compiler is updated frequently 
with a handful of major contributors.  Google Closer Compiler is implemented in Java and is 
distributed as a single jar. 
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JSHint 
 

The JSHint is a fork of JSLint allowing for customization options, which according to many 
developers was of extreme importance due to JSLint limitations. The JSHint appears to be the most 
popular static code analysis tool for JavaScript at this time.  The JSHint is updated frequently with a 
handful of major contributors. 
 
ESLint 
 

The ESLint is quite similar to JSHint. One of its most valued features is that it allows for the 
addition of new rules at runtime with the ability to toggle those rules for execution.  The main author 
admits that it runs two to three times slower than JSHint. 
 
JSXHint 
 

The JSX is an Extensible Markup Language (XML) like syntax extension to ECMAScript.  It is 
used by preprocessors to transform this syntax into ECMAScript.  TacApps CDR Demonstration 
used React, a JavaScript library for user interfaces and React JSX, which is a transpiler that 
transforms JSX into React JavaScript elements.  The JSXHint was also used as part of 
demonstration development process.  JSXHint is a wrapper for JSHint to allow “linting” of files that 
contain JSX. 
 
Cascading Style Sheets (CSS) Lint 
 

The CSS Lint offers “linting” for Cascading Style Sheets (CSS).  CSS Lint is stable and is not 
under active development, but occasional changes have been made.  There have been well-versed 
CSS developers that view some CSS Lint rules as “objectionable” but for our current TacApps team, 
there is high value in using this tool. 
 
 

JAVASCRIPT CODE STYLE CHECKER 
 

Enforcing a formalized coding style helps to maintain a consistent look and feel of the code. 
New developers or seasoned developers will be able to be productive on various pieces of code that 
were perhaps initially developed by someone else and will not be distracted by personalized code 
stylings.  Some static code analysis tools offer limited code style checking but are far from complete. 
However, there are a few tools that can help maintain code common look and feel.  The tools 
explored were JavaScript Code Style checker (JSCS) and JS Beautifier. 
 
JavaScript Code Styler (JSCS) 
 

The JSCS is clearly the leader in this area.  JSCS programmatically enforces style guides 
(auto-formatting).  It is configurable with over 90 validation rules which include presets from popular 
style guides, for example, jQuery, Google and Node.  Integrated development environment (IDE) 
and other tooling support is constantly growing, which makes the integration of JSCS in most 
development environments seamless.  Some major users of JSCS include: Adobe, Bootstrap, 
AngularJS, Ember.js, Grunt, and jQuery. 
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JS Beautifier 
 

JS Beautifier cleans up “messy,” “minified,” and “obfuscated” JavaScript code.  In addition, 
the tool can clean up CSS and Hypertext Markup Language (HTML) code.  This could be used to 
address new code as you develop or as a precursor to JSCS.  It is configurable by passing 
command line arguments for newline preservation, indentation size, indentation character, padding, 
and many more. 
 
 

UNIT TESTING 
 

Unit testing is a software testing method by which individual units of source code, sets of one 
or more computer program modules together with associated control data, usage procedures, and 
operating procedures are tested to determine whether they are fit for external use (outside of said 
unit). 
 

Unit tests for JavaScript are executed by a test runner.  A test runner will execute tests coded 
in one of the various testing frameworks.  Karma and Chutzpah are examples of test runners while 
Jasmine, Mocha, and QUnit are examples of unit testing frameworks. 
 
Karma 
 

Karma is the preeminent JavaScript test runner.  Karma is a simple tool that allows for the 
execution of JavaScript code in multiple real browsers and real devices (phones and tablets).  Karma 
easily integrates with common IDEs (i.e. WebStorm) as well as CI environments such as Jenkins, 
Travis, and Semaphore.  It is a testing framework agnostic with built-in workflow control that 
integrates into an IDE.   
 
Chutzpah 
 

Chutzpah is a .Net-based command line test runner that can also be easily integrated into 
Visual Studio.  It uses PhantomJS, which is a headless browser to execute tests.  Not only is it a test 
runner, but it also reports on code coverage after tests have been executed. 
 
Jasmine 
 

Jasmine is a Behavior Driven Development testing framework for JavaScript.  It does not rely 
on browsers, Document Object Model, or any JavaScript framework.  It is suited for websites, 
Node.js projects, or anywhere that JavaScript can run.  The syntax is extremely clean so that tests 
can easily be written. 
 
Mocha 
 

Mocha is a feature-rich JavaScript test framework running on Node.js and the browser, which 
facilitates the ease of asynchronous testing.  Mocha provides test coverage reporting, file watcher 
support, highlights slow tests, test specific timeouts, and reports test durations to name a few 
features.  Tests can be ran serially while mapping uncaught exceptions to correct test cases.   
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QUnit 
 

QUnit is a powerful, easy-to-use JavaScript unit testing framework.  It is used by the jQuery 
project to test its code and plugins but is capable of testing any generic JavaScript code as well as 
testing JavaScript code on the server-side.  The assertion methods of QUnit actually follow the 
CommonJS unit testing specification, which was originally influenced by Q-Unit. 
 
 

CONTINUOUS INTEGRATION SERVERS 
 

The CI describes a set of software engineering practices that speed up the delivery of 
software by decreasing integration times.  Software that facilitates this practice is called CI software.  
The top open source leaders in this space are Jenkins and Travis. Many GitHub-hosted products use 
Travis since the online-hosted service is free for open source projects.  Jenkins appears to be the 
most widely used CI server and is easily hosted locally to satisfy enterprise solutions.  There are also 
numerous commercial solutions that were not part of this evaluation. 
 
Jenkins 
 

Jenkins CI is the leading open source CI server.  Built with Java, it provides over 1,000 
plugins to support building and testing virtually any project.  DI2E is using Jenkins as its CI server.  
Jenkins, previously known as Hudson, was forked and renamed after the Oracle acquisition.  
Jenkins provides the following tool integration with additional tools not listed: Eclipse, NetBeans, 
IntelliJ, Google Chrome, Firefox, Bash, and Ant. 
 
Travis 
 

Travis CI is hosted online by a company based in Germany.  A free downloadable package 
for local hosting of Travis is not offered.  Travis offers commercial installation for a fee.  
Theoretically, one could download code from GitHub and build the Travis CI server: however, that 
would be a significant undertaking and may not be worth it when Jenkins is a clear and viable 
solution. 
 
Bamboo 
 

Bamboo is a commercial solution from Atlasian, the provider of many DI2E solutions.  
Bamboo purported benefits include “best” JIRA integration and deployment support.  IDE support in 
WebStorm is provided by IntelliJ Connector plugin.  Perhaps DI2E may include Bamboo at a later 
date. 
 

 
CONCLUSIONS 

 
There are many mature tools available to aid in the development of TacApps.  This document 

offered a brief glimpse into some tools that were used or investigated during the pre and post-CDR 
explorations.  The tool recommendations largely follow current industry standards and best 
practices.  Many tools can become interchangeable as the TacApps development team’s needs 
evolve while nuances of each tool are discovered.  
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Continuous Integration Recommendation 
 

Jenkins 
 

 Using Travis would not seem to be a good fit for a couple of different reasons.  
TacApps is not an open source project.   Hosting Travis locally or online would add additional costs 
to the TacApps project budget.  Jenkins appears to be the best choice given that TacApps already 
uses Defense Intelligence Information Enterprise (DI2E) and the hosted version of Jenkins is readily 
available on DI2E. If decided upon, Jenkins could also be set up locally. 
 
Unit Testing Recommendation 
 

Karma and Jasmine 
 

The pairing of Karma and Jasmine is the defacto standard for JavaScript unit testing; 
it is the recommendation that the TacApps team use Karma and Jasmine for its collective JavaScript 
unit testing. 
 
JavaScript Code Styler Checker Recommendation 
 

JavaScript Code Style 
  

The JSCS appears to be the obvious choice for usage of code style enforcement by 
TacApps developers.  Next logical step would be for the TacApps team to collectively decide on an 
agreeable preset as a starting point.  
 
Static Code Analysis Recommendation 
 

JSHint 
 

Most of the tools have plugins for the major build platforms such as: Grunt, Gulp, 
Gradle, Ant, and Maven.  Given the apparent ubiquity of JSHint, it is recommended to start there for 
JavaScript static code analysis.  There is very little cost in adding some of the previously mentioned 
tools to the build. A further exploration of integration of the static analysis tools to the build process 
might be made to further extend our knowledge.
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Node.js 
 

Node.js emerged as an enabling technology that has been utilized by web developers as a 
base tool for web site development.  Node.js is an event driven, non-blocking I/O model that is built 
on top of Chrome’s JavaScript runtime.  It is able to serve up web contents easily on demand and 
provides a platform for JavaScript based tools to run within.  Many open source projects utilize 
Node.js packaged with the following tools: JavaScript task runners such as Grunt or Gulp, Node 
Package Manager (NPM, Node.js library management system) and Bower (another library 
management system) to quickly assemble disparate assets together to build their web applications.  
Most of the tools analysed in this document were utilized via Node.js along with Grunt task runner.  It 
should be noted that many of the tools discussed can also be exercised in the Integrated 
Development Environment (IDE), WebStorm which happens to be the TacApps team IDE of choice.
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