
Standard Form 298 (Rev 8/98) 
Prescribed by ANSI  Std. Z39.18

Final Report

W911NF-10-1-0352

57379-CS.1

212-346-1012

a. REPORT

14.  ABSTRACT

16.  SECURITY CLASSIFICATION OF:

The goal of this research is to create an architecture for multi-scale analysis of emergent behavior for network 
security. Our system will analyze network behaviors ranging from entire system behavior down to the packet level, 
treating treat attackers’ behavior as a complex nonlinear behavioral system. The significance of this project is that it 
represents a completely new direction in intrusion detection research. Previous work has focused on analysis of 
individual alerts and sensor readings, rather than on analysis of the dynamics of global patterns of alerts and 
sensors. A major subgoal of this work is to evaluate data mining methods in cybersecurity. There is a large body of 

1. REPORT DATE (DD-MM-YYYY)

4.  TITLE AND SUBTITLE

13.  SUPPLEMENTARY NOTES

12. DISTRIBUTION AVAILIBILITY STATEMENT

6. AUTHORS

7.  PERFORMING ORGANIZATION NAMES AND ADDRESSES

15.  SUBJECT TERMS

b. ABSTRACT

2. REPORT TYPE

17.  LIMITATION OF 
ABSTRACT

15.  NUMBER 
OF PAGES

5d.  PROJECT NUMBER

5e.  TASK NUMBER

5f.  WORK UNIT NUMBER

5c.  PROGRAM ELEMENT NUMBER

5b.  GRANT NUMBER

5a.  CONTRACT NUMBER

Form Approved OMB NO. 0704-0188

3. DATES COVERED (From - To)
-

Approved for Public Release; Distribution Unlimited

UU UU UU UU

28-12-2015 28-Jul-2010 27-Jul-2014

Final Report: A Multi-scale Cognitive Approach to Intrusion 
Detection and Response

The views, opinions and/or findings contained in this report are those of the author(s) and should not contrued as an official Department 
of the Army position, policy or decision, unless so designated by other documentation.

9.  SPONSORING/MONITORING AGENCY NAME(S) AND ADDRESS
(ES)

U.S. Army Research Office 
 P.O. Box 12211 
 Research Triangle Park, NC 27709-2211

intrusion detection, cognition, learning

REPORT DOCUMENTATION PAGE

11.  SPONSOR/MONITOR'S REPORT 
NUMBER(S)

10.  SPONSOR/MONITOR'S ACRONYM(S)
    ARO

8.  PERFORMING ORGANIZATION REPORT 
NUMBER

19a.  NAME OF RESPONSIBLE PERSON

19b.  TELEPHONE NUMBER
David Benjamin

David Benjamin

611102

c. THIS PAGE

The public reporting burden for this collection of information is estimated to average 1 hour per response, including the time for reviewing instructions, 
searching existing data sources, gathering and maintaining the data needed, and completing and reviewing the collection of information.  Send comments 
regarding this burden estimate or any other aspect of this collection of information, including suggesstions for reducing this burden, to Washington 
Headquarters Services, Directorate for Information Operations and Reports, 1215 Jefferson Davis Highway, Suite 1204, Arlington VA, 22202-4302.  
Respondents should be aware that notwithstanding any other provision of law, no person shall be subject to any oenalty for failing to comply with a collection 
of information if it does not display a currently valid OMB control number.
PLEASE DO NOT RETURN YOUR FORM TO THE ABOVE ADDRESS.

Pace University
1 Pace Plaza

New York, NY 10038 -1598



ABSTRACT

Number of Papers published in peer-reviewed journals:

Number of Papers published in non peer-reviewed journals:

Final Report: A Multi-scale Cognitive Approach to Intrusion Detection and Response

Report Title

The goal of this research is to create an architecture for multi-scale analysis of emergent behavior for network security. Our system will 
analyze network behaviors ranging from entire system behavior down to the packet level, treating treat attackers’ behavior as a complex 
nonlinear behavioral system. The significance of this project is that it represents a completely new direction in intrusion detection research. 
Previous work has focused on analysis of individual alerts and sensor readings, rather than on analysis of the dynamics of global patterns of 
alerts and sensors. A major subgoal of this work is to evaluate data mining methods in cybersecurity. There is a large body of published 
work, but little has been migrated into products. We need to find which methods work best and why the others fail.

(a) Papers published in peer-reviewed journals (N/A for none)

Enter List of papers submitted or published that acknowledge ARO support from the start of 
the project to the date of this printing.  List the papers, including journal references, in the 
following categories:

(b) Papers published in non-peer-reviewed journals (N/A for none)

(c) Presentations

Received Paper

TOTAL:

Received Paper

TOTAL:



Number of Non Peer-Reviewed Conference Proceeding publications (other than abstracts):

Peer-Reviewed Conference Proceeding publications (other than abstracts): 

Number of Peer-Reviewed Conference Proceeding publications (other than abstracts): 

Books

Number of Manuscripts:

0.00Number of Presentations:

Non Peer-Reviewed Conference Proceeding publications (other than abstracts):

(d) Manuscripts

Received Paper

TOTAL:

Received Paper

TOTAL:

Received Paper

TOTAL:

Received Book

TOTAL:



Patents Submitted

Patents Awarded

Awards

Graduate Students

Names of Post Doctorates

Names of Faculty Supported

Received Book Chapter

TOTAL:

PERCENT_SUPPORTEDNAME

FTE Equivalent:

Total Number:

Discipline
Hamid Sheikhghanbari 1.00
Maryam Ansari 1.00
Nikhil Fernandes 0.50
Taranjyot Multani 1.00

3.50

4

PERCENT_SUPPORTEDNAME

FTE Equivalent:

Total Number:

PERCENT_SUPPORTEDNAME

FTE Equivalent:

Total Number:

National Academy Member
David Benjamin 0.25

0.25

1



Sub Contractors (DD882)

Names of Under Graduate students supported

Names of Personnel receiving masters degrees

Names of personnel receiving PHDs

Names of other research staff

Inventions (DD882)

Number of graduating undergraduates who achieved a 3.5 GPA to 4.0 (4.0 max scale):
Number of graduating undergraduates funded by a DoD funded Center of Excellence grant for 

Education, Research and Engineering:
The number of undergraduates funded by your agreement who graduated during this period and intend to work 

for the Department of Defense
The number of undergraduates funded by your agreement who graduated during this period and will receive 

scholarships or fellowships for further studies in science, mathematics, engineering or technology fields:

Student Metrics
This section only applies to graduating undergraduates supported by this agreement in this reporting period

The number of undergraduates funded by this agreement who graduated during this period:

0.00

0.00

0.00

0.00

0.00

0.00

0.00

The number of undergraduates funded by this agreement who graduated during this period with a degree in 
science, mathematics, engineering, or technology fields:

The number of undergraduates funded by your agreement who graduated during this period and will continue 
to pursue a graduate or Ph.D. degree in science, mathematics, engineering, or technology fields:......

......

......

......

......

PERCENT_SUPPORTEDNAME

FTE Equivalent:

Total Number:

NAME

Total Number:

Hamid Sheikhghanbari
Maryam Ansari
Nilhil Fernandes
Taranjyot Multani

4

NAME

Total Number:

PERCENT_SUPPORTEDNAME

FTE Equivalent:

Total Number:

......

......



Scientific Progress



Statement of the problem studied
Our overall approach is to investigate the application of analytical methods from the behavioral sciences to cybersecurity, 
especially advanced nonlinear methods. We view attackers’ behavior together with the behavior of the computer network as a 
complex system; currently this dynamics is not well understood. Existing intrusion detection tools based on statistical analysis of 
traffic do not address this at all. Our system's central data structure is a hierarchical graph whose nodes are the beliefs, 
hypotheses and observations about behaviors in the computer network. The nodes at each level contain the information 
relevant to that level of the network; higher-level nodes in this graph are decomposed into subgraphs. The evolution of the 
structure of this graph over time describes the behavior of the network. The data gathered from the network sensors create a 
behavior space, which can be treated as a time series. Although this data can often appear to be random noise, there can exist 
hidden patterns that specify its dynamics. One of the main goals of this project is to apply and evaluate nonlinear analytical 
methods such as recurrence quantification analysis, fractal analysis and nonlinear dimensionality reduction to the evolution of 
this graph.
This type of dynamic analysis is necessary because the basic challenge is to identify patterns that are changing over time as 
the attackers' behavior changes. Furthermore, in real systems these patterns are buried in enormous amounts of noise; we 
must be able to recreate this situation in a controlled environment and search for relevant information.
This approach requires gathering multiple datasets on the behavior of large networks, then analyzing and mining this data for 
useful patterns. The success of this project depends on obtaining datasets that contain malicious activity from an intruder and 
datasets that contain no such activity, and finding recurrent patterns that distinguish them. A large number of datasets is 
required, with varying
network topologies and usage patterns.
We have created a number of different virtual networks, varying according to topology, mixture of OS platforms, and 
configuration of virtual servers. From each of these networks we have created a number of datasets using different mixtures of 
attacks. We have focused on user-to-root attacks. The results of our analysis are in the Scientific Accomplishments section.
One barrier that we face is testing our methods in a sufficiently realistic setting, consisting of a network of hundreds of nodes 
including mobile nodes, and testing in a manner that permits network behaviors to be reproduced for analysis and 
experimentation. In the past year, we have constructed an experimental design tool to explore nonlinear patterns in network 
behavior, and have performed initial experiments. The central obstacle to the completion of the work has been the lack of a 
sufficiently powerful computer on which to run large, realistic experiments. In the past year, we wrote and submitted a DURIP 
proposal for $110,000 to fund the purchase of such a computer, and that proposal was approved. Once we receive this 
machine, our main focus in the next year will be the mining of nonlinear patterns in the large datasets we can generate.
Another barrier is the lack of previous work with which to compare our approach. Nearly all work using this form of analysis is in 
the fields of medicine, physics, etc.
A barrier to our analysis of published data mining methods is that the publications do not reveal much detail about how their 
experiments were done.
A final barrier to our exploration of nonlinear data mining methods is their extreme computational cost. Analyzing even a small 
portion of our data using these methods can take hours of computation.

One goal of the project is to develop a relatively inexpensive testing platform to support cybersecurity research. Our own 
cybersecurity research includes work on cognitive cybersecurity agents [1], [2], [3], and on data mining in intrusion detection. 
We have found that our cybersecurity work has been impeded by the lack of certain resources. Our cognitive agents research 
has been difficult to evaluate without a good testbed that can be used to create a variety of attacks in a truly realistic setting, 
and our data mining research has been hampered by the lack of a large and diverse collection of network traffic datasets. We 
built RBG to support our research and we believe it can be equally useful to other researchers.

A number of simulators have been used to try to simulate networks and attacks [4], [5], [6], [7], [8], [9], [10], [11]. In this 
approach, networks, traffic and attacks are modeled at a high level of abstraction, usually using discrete event simulation.

A basic difficulty is that a simulator does not produce the whole range of behavior of a real network, but attempts to predict the 
behavior of the traffic on the network, either by using mathematical formulas or by replaying packet streams. As a result, 
simulators depend deeply on the assumptions made in programming the simulation, so their results are questionable. Such 
predictions can be very useful in evaluating network properties such as routing strategies and protocols, but cannot accurately 
predict how the behavior of a network might change when it is under attack.

In the context of the rapidly decreasing cost of virtualization, we have developed RBG to be a testbed for cybersecurity research 
that replicates real networks in detail, with virtual machines and virtual users that run real software and generate real traffic. 
RBG is a real network, just without the physical boxes for the machines and the physical bodies of the users. RBG generates 
real traffic and supports and measures the effects of real attacks. This provides the advantages of a real network without the 
associated costs, and can provide datasets from a variety of networks. DeterLab [13] is also evolving from a physical testbed 
into a more virtual testbed, but apparently without simulated users. Their focus is still more on providing a large set of resources 
that can be used in many different ways by cybersecurity researchers; our focus is on creating an inexpensive testbed that 
replicates the behaviors of real networks. We need to move beyond demonstration prototypes and model real systems and real 
attacks on a large scale.




Summary of the most important results

We obtained a powerful machine, which has 768 cores and 1.25 TB memory. RBG has been implemented on the machine, and 
runs test networks of 1000 virtual machines faster than real time. This has enabled us to analyze large realistic datasets. That 
analysis will be published.

The main accomplishment of these two grants was the construction of the RBG testbed. RBG is not a simulator; it creates real 
networks with virtual machines and virtual users. The software on the machines is real, the traffic is real and the attacks are 
real. The only things missing are the physical bodies of the machines and the users. RBG is not really comparable to network 
simulators.

The design of our testbed was guided by the following four goals: 

Realism
Flexibility 
Economy 
Automated Control

The first goal, Realism, was the most important. The value of any testbed is directly dependent on how close its behavior is to 
that observed in real networks. This requires a testbed to create real traffic, not simulated packet streams, and to enable real 
attacks to be launched. The need for realism eliminated network simulators from consideration.

Flexibility is needed so that a wide range of experiments can be performed. Realism can be achieved by using a real network, 
but then flexibility is sacrificed. The need for flexibility led us to choose virtual networks.

Economy was important to us, and not just because we are a relatively small school with limited resources. Existing testbeds 
are large and expensive [14], which restricts their number and use. We wanted to create a testbed that was much less 
expensive and that has a small footprint, so that it could be widely adopted. 

Finally, we wish to make our testbed relatively easy to use by automating as much of the control as possible. Currently, RBG 
supports automatic configuration and construction of the virtual network and automatic logging of network data, but setting up 
and launching attacks still requires some manual intervention.

Overview of the Structure of RBG

RBG consists of three main components:

 - The control management system sets up and monitors the experiments. This is located in a reserved
virtual machine in the network.

 - The experimental platform contains the network infrastructure, including the virtual machines and
virtual routers and the ability to generate traffic on them. 

 - The data collection system creates a database of the network traffic for future analysis.

In each experiment, RBG creates a network of virtual machines. Each client machine is equipped with a virtual user that runs 
applications to generate real traffic. RBG’s attack generator is used to select one or more virtual machines to be attackers and 
to select which attacks to launch, whom they will attack and when they will be launched. A database records the network traffic 
together with information about which traffic is generated by attacker machines, for future analysis.

In designing RBG, we decided to keep our testbed initially separate from the Internet, to maximize the controllability of the 
environment. Although we intend eventually to permit experiments that are connected to the live Internet, we have not done so 
yet. Experiments requiring simulated access to the Internet are currently handled by constructing a small set of virtual machines 
that generate the type of Internet traffic to be modeled, e.g. a set of virtual machines implementing a shopping site like Amazon, 
which can be accessed by the client machines in the testbed network.

RBG's Virtual Network

The virtual network is the foundation of RBG. The first important choice we were faced with in designing RBG was selecting the 
software to support the virtual machines and network. This choice was very important, as it would constrain most of our other 
decisions. We had a number of choices, including Xen, VirtualBox, VMware, and other virtualization products. We wished to go 
open source, but encountered problems when we investigated the open source choices: primarily performance difficulties and 
also difficulty in setting up and controlling the virtual network. These same problems came up when we tried most of the 



commercial alternatives. In the end we chose VMware because it was the fastest and its vCenter control software helps a great 
deal in creation and control of the network. Their academic site license was inexpensive and made our choice economically 
feasible. Overall, VMware provided the most satisfactory solution to our four design goals.

To produce realistic network behavior for a wide range of networks, RBG needs to provide support for a number of different 
hardware and software platforms, including mobile devices. To host RBG’s virtual network, we use the VMware ESXi 
hypervisor. The benefits of using this bare metal hypervisor are apparent when we consider that the elimination of a resource 
intensive operating system is crucial given the fact that we need to host a large number of virtual nodes in the network. Our 
virtual networks contain user nodes, IDS nodes and server nodes. User nodes represent the devices that users operate to 
access network resources.

VMware ESXi has extensive virtual networking capabilities. Virtual machines can be connected logically to each other so that 
they can send and receive data almost identically to a real world network. To replicate the different types of network topologies, 
we used virtual switches (VSwitch) that are available in ESXi. This switch serves as a programmable patch panel to set up 
desired experimental topologies. The ESXi hypervisor allows for a total of 4096 ports, allocated via virtual switches per each 
host. The ESXi virtual switch supports copying packets to a mirror port. By using promiscuous mode, ESX Server makes a 
virtual switch port act as a SPAN port or mirror port. This makes it possible to debug using a sniffer or to run monitoring 
applications. The availability of SPAN ports is an essential part of our requirements for this project. ESXi provides a great deal 
of flexibility in the configuration of virtual switches.

Our virtual networks consist of both server and client nodes. The client nodes are lightweight nodes that run user applications. 
Currently, our clients run Linux, Windows 7 and Windows XP. It is straightforward to add more operating systems. Each is a 
complete distribution running in its own thread. Our clients run email, chat and browser applications including http and ftp.

A typical client node is lightweight, with two clients sharing a single processing core in real time. Each client is configured with 
1GB memory, 10 GB disk space, and one 100M Ethernet interface.

The server nodes include web servers, database servers, email servers and chat servers. The servers can be Windows 
servers, e.g. Win 2003, or Linux servers. Each server contains actual data, e.g. a database, and serves the files to clients as 
requested. RBG can configure and connect server nodes as requested to fulfill user requests for cloud resources.

vSphere and vCenter provide the basic capabilities enabling virtual servers to be configured and deployed on command. 
vSphere is a very mature and efficient platform for managing a large and dynamically changing collection of virtual machines. 
When a client VM issues a request for a server with specified properties, vSphere configures the virtual server with the specified 
operating system image and returns its IP to the client. In this way, our virtual users can request cloud resources, run programs 
on them, and release them when completed.

Traffic Generation by Virtual Users

One of the key aspects of RBG is its ability to create fully realistic traffic. The traffic is not simulated in any way, but is generated 
by running real applications on virtual machines. The virtual machines include various operating system platforms, including 
Windows 7, Windows 8, and Ubuntu Linux. Each virtual machine is configured with the full set of application software typical for 
a machine of its type. For example, when we recreate an academic computing environment, the types of users include faculty, 
administrators and students. Each type of user machine will be configured with the appropriate software. This is achieved in a 
straightforward way by using VMware to clone a real machine of that type.

In order to obtain full realism in the generated traffic, we use a unified cognitive architecture [12] to implement each virtual user. 
This cognitive architecture (Soar) is a mature artificial intelligence application that uses goal-directed reasoning to guide its 
actions. Each virtual machine in RBG contains a copy of this cognitive architecture so that it can replicate the actions of a 
typical client user in a realistically human way.

The Soar cognitive architecture was originally developed at Carnegie-Mellon University in the early 1980s, and has been 
developed and expanded over the past thirty years. Soar is based on a theory of problem solving and learning that has been 
shown to reproduce human behavior on a wide range of tasks, including algorithm design and robot control, and has been used 
to model the behavior of military pilots [15] and the behavior of the NASA test director [16]. Soar is goal directed, with the ability 
to automatically create subgoals to accomplish tasks. Our Soar client agents possess goals that are typical of client users, e.g. 
reading and responding to email, querying a database, and requesting cloud resources to run a program. To accomplish these 
goals, the Soar agent uses the standard applications on the client machines, exactly as a human user would. The frequencies 
of the goals used by the Soar agent are based on normal user profiles extracted from real traffic on a Pace University network.

The applications on the client machines include sending email, querying a database, accessing a web server, accessing an 
FTP server, requesting cloud resources, executing a user program, and chatting with another client. For example, a Windows 7 
virtual machine client would actually use Internet Explorer to download a webpage from a webserver. The cognitive architecture 



itself is run by the testbed controller via a dedicated port on each virtual machine.

Different classes of users are implemented by different rule sets, so that they run different applications and in varying ways. The 
server virtual machines in RBG are actual servers, including webservers, database servers, chat servers and email servers. In 
this way, realistic scenarios of user behavior are created and controlled, and actual network traffic generated for analysis.

Running and Recording Attacks

The central goal of the testbed is to support experiments in which attacks are launched and recorded in a controlled way. In 
each experimental run, one or more machines are selected to serve as attackers. The RBG controller loads each attacking 
machine with the exploit software for the experiment and activates it at a selected time. RBG can launch a wide range of 
exploits, including the exploits in Metasploit, Ettercap, Ophcrack, BeEF and Hydra.

Each type of attack is implemented by an attack script that controls the attacking and attacked machines through a reserved 
port on each machine. The script coordinates the actions of the machines to cause the desired behavior. For example, for a 
phishing attack the attacked machine will request a page from the attacker’s site at a predetermined time, then will open the 
malware attachment, installing the attacker’s software. Then the attacking machine will connect and carry out the attack, e.g. 
copying files from the attacked machine. Each of these actions is triggered by the script at the appropriate time.
Scripts can generate multiple attacks of different types, to create a range of attack scenarios. Attacks of different levels of 
sophistication can be used to represent different classes of attackers, or to represent multiple attackers. The generality of the 
attack mechanism permits RBG to evaluate the effectiveness of defensive software installed on the network. It also enables the 
creation of datasets for mining.

During each experiment, network traffic data is captured and stored for analysis. Associated with every virtual switch in our 
virtual networks is an Intrusion Detection System node connected to the SPAN port on the switch. As all packet traffic flowing 
through a switch is mirrored to the SPAN port, it is the perfect location to host a sniffer that examines all traffic for suspicious 
activity. The IDS node captures and dumps all the packet data flowing through its virtual switch in real time and logs the data to 
a DBMS, which is hosted on its own virtual machine. RBG prevents attacks on the virtual machine that hosts the database, of 
course, because it is not part of the network being modeled.

Experiments are controlled by a top-level script that automates each test run. This permits a large number of runs to be 
controlled and analyzed. For example, to test the stability of an intrusion classifier that has been learned for user-to-root attacks, 
it may be applied to the data from a number of runs of the testbed, with each run varying one or more network properties and 
applying a variety of user-to-root attacks. The performance of the classifier is plotted against the properties to reveal how the 
classifier performs as the network changes, indicating whether the classification method is overfitting to the data.

The steps performed in each run of RBG are:

1) Generate a graph with a topology whose parameters match a given distribution
2) Generate a distribution of types of platforms
3) Instantiate virtual machines for each of the nodes in the graph, obeying the distribution of platform
types
4) Instantiate virtual machines for each of the nodes in the graph, obeying the distribution of platform
types
5) Generate a distribution of types of users
6) Instantiate these users on the virtual machines
7) Select one or more attack types and times
8) Run the virtual network
9) Launch the attacks

Conclusion

Our goal in this research was to build a tool that could provide a realistic recreation of a modern network, with a large number of 
nodes and providing a range of services. We could then use this environment to help us develop and evaluate cybersecurity 
algorithms.

RBG achieved this goal. It provides cybersecurity researchers with a powerful and relatively inexpensive testbed that can be 
used to test security software, generate datasets, and explore the effects of network parameters on security by generating 
realistic network behavior. RBG provides researchers the ability to create virtual networks of varying sizes and topologies, to 
populate those networks with machines with different operating systems, to control those machines with simulated users of 
varying types, and to launch a wide variety of attacks.

We have demonstrated how RBG can be used in data mining research to generate custom-tailored datasets to investigate 



properties of attacks and classifiers. In the example we presented, we created a number of distinct virtual networks and 
generated 260 classifiers by using a range of classification algorithms. We were able to recreate published results and explore 
variations on them.

Our future work includes using RBG to test the effectiveness of more advanced features in data mining, especially features that 
depend on the content of packets, and features that measure changes in the attack landscape.
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