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1 Summary

This report details results obtained under the SAGA seedling award, for the project title “Adaptive
Decision Making Using Probabilistic Programming and Stochastic Optimization”. The work seeks
to understand the connections between learning and decision making under uncertainty. Specifi-
cally, we ask that question: when we are going to use learned models within the loop of a larger
decision making process, how should we alter the learning procedure or somehow tune the learning
to the specific needs of the actual decision making task? To answer this question, we develop a
theory of task-based model learning, learning models tuned not (just) for predictive accuracy, but
to optimize the closed-loop performance of a decision-making procedure (specifically, those based
on stochastic optimization) that uses these models as an intermediate step. Training such models
requires that we differentiate through an optimization problem, for which we develop the theory
and implementations. On several tasks, we show that such learning substantially outperforms
traditional learning processes, where the learning and decision-making stages are separate.

2 Introduction

Recent years have seen a growing interest in advancing models for describing and making inferences
about stochastic systems. In particular, developments in probabilistic programming have led to a
number of high-level frameworks for compactly describing very complex stochastic systems. While
a number of probabilistic programming frameworks have emerged, the common theme in these
systems has been the ability to express generative probabilistic models using a compact notation.
This in turn has enabled researchers to express and reason about much larger systems than was
previously possible, without the need for end users to understand the full machinery of the prob-
ability methods “beneath the hood.” In this sense, they are analogous to classical programming
language compilers and interpreters, allowing users to specify desired behaviors at a high level with-
out worrying about the underlying implementation (e.g. the translation to machine code or the
conversion to Monte Carlo sampling methods for classical and probabilistic programming methods
respectively). For instance, in a general network resilience problem, where the goal is to provide
some resource over a constrained network (this could model power grids, communication networks,
or traffic networks, for example) a probabilistic program could describe the unknown temporal
evolution of demand, along with probabilities that an attacker eliminates a node or additionally
constrains the bandwidth along an edge in the graph.

However, probabilistic programming only addresses part of the ultimate goal of decision making
under uncertainty. Once we are able to describe and reason about uncertainty in complex domains,
the next question that arises is how can we make decisions in these situations in order to achieve
some prescribed goal. For example, in the scenarios above, the obvious use of a probabilistic model
of supply, demand, and attack probabilities would be to optimize production schedules so as to meet
the demand at minimum cost, while ensuring an attack would not bring down the system. These
fundamental challenges are the domain of stochastic optimization, the task of making decisions
in sequential uncertain domains, and under which a wide variety of communities have developed
several different classes of approaches. Amongst other, these include: stochastic control [Stengel,
1986], Markov decision processes [Puterman, 2005], stochastic programming [Birge and Louveaux,
2011], stochastic search [Spall, 2003], approximate dynamic programming [Powell, 2011, Bertsekas,
2012]), reinforcement learning [Sutton and Barto, 1998, Szepesvári, 2010], model predictive control
[Camacho and Bordons, 2003], and policy search [Mannor et al., 2003, Deisenroth et al., 2011] (to
name a few). Recent research has shown that this diverse set of communities can be organized under
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a single framework by recognizing that all of these problems can be formulated using a common
framework that involves searching over policies (see [Powell, 2011][Chapter 5], and [Powell, 2014]).
In addition, there are two fundamental strategies for identifying near-optimal policies: policy search,
and policies based on lookahead approximations [Powell, 2016].

The key question we address in this study is the following: in the setting where the probabilistic
model of the world (i.e., the probabilistic program) is unknown, and where we are ultimately
interested in controlling the system to some end, how can we best learn the underlying model?
The standard answer to this question from the machine learning community is we can learn our
model to maximize the log likelihood of the observed data, or in the case of predicted models, the
likelihood of future observations given the past. While this is a natural method, it may fail in cases
where the actual underlying system (i.e., the real world) is not well-specified by any model under
consideration; in reality, this is the norm rather than the exception for machine learning system.

Instead, the study presented here proposes an alternative answer to the question: instead of
merely learning a model to maximize predictive accuracy, we can learn a model to optimize the
performance of the resulting controller when we use the model in a stochastic programming set-
ting. That is, instead of learning probabilistic models in a task-independent manner, we can learn
them in a manner that takes into account the resulting closed-loop performance of the entire sys-
tem, a strategy known as end-to-end learning, but which is a novel methodology in the stochastic
optimization setting.

Although conceptually simple, learning probabilistic models in this manner is not a trivial task,
as it involves propagating information through decisions made by the solution to an optimization
problem. Thus, the methodology we present here focuses on two key themes required to enable
this methodology: task-based model learning, and differentiable optimization. Briefly, task-based
model learning presents the overall paradigm for learning models based upon ultimate task goals,
whereas differentiable optimization presents the underlying mathematical framework for actually
integrating such goals into a differentiable, deep learning framework.

3 Methods, Assumptions, and Procedures

Here we present the main methodology of our approach, focusing on the two key elements of
task-based model learning in stochastic optimization, and differentiable optimization.

3.1 Task-based model learning

Recent advances in AI techniques, notably machine learning and deep learning methods, have
shown incredible promise in their ability to injest massive amounts of data and produce models of
comensurate complexity that outperform all alternative approaches. These algorithms have been
successfully applied to domains such as image recognition, speech recognition, and many others.
However, as these big-data methods become more ubiquitous, it is more and more common for the
machine learning systems to be integrated ”in the loop” of some larger decision making progress. For
example, a self-driving car does not merely use deep learning for it’s perception, but it subsequently
makes decisions based upon this subsystem that hugely effect the overall objective of the vehicle (to
safely drive a passenger from point A to point B). Similarly for a domain that we will consider as
a primary application of our methodology, that of determining how best to schedule the electrical
generation in the power grid so as to maximize the efficiency, reliability, and security of the power
grid, it is standard practice to use complex forecasting models to predict how the grid and it’s
occupants are likely to behave. In these domains, there is more than just big data, there are “big
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decisions”, large-scale decision making and optimization problems that need to be addressed using
the data themselves.

Yet a common them in these and many big-data machine learning systems is that the underlying
models are learned independently of their ultimate use in a task-based manner. We typically
train such models to minimize some “simple” notion of loss or other error metric, often without
any consideration of the ultimate decision-making process for which the model will be employed.
And when the ultimate “task loss” (the task objective that we are ultimately trying to optimize)
has substantially asymmetric costs — i.e., the costs of overgeneration of electricity (which wastes
resources) versus undergeneration (which can cause blackouts) — then ignoring the ultimate task
can lead to models that perform substantially worse that necessary on the complete decision-
making process. An alternative approach, of course, is to use a fully black-box model, such as
those employed in some deep reinforcement learning settings, that attempt to directly solve the
entire end-to-end decision-making problem purely from data; but this approach is equally fraught
with a lack of transparency or interpretability in the decision-making process, typically a need
for much more data, and generally seems to be unlikely to be deployed soon in the most critical
decision-making tasks.

In this work, we propose an alternative approach that lies in between these two extremes. In
particular, we develop an approach that remains model-based: we still use a (potentially deep)
machine learning algorithm to estimate a model from large amounts of data, which we then use in
support of a decision-making system. But the key element here is that we train the model specifically
to minimize the ultimate task loss; that is, we train the model itself in an end-to-end fashion to
minimize the ultimate loss that we care about. The main goal of this proposed work is to develop
the algorithms and analysis to enable this method to be scaled to the size of data that current deep
learning approach apply to, to explicitly enable big decision making from huge amounts a data.
We propose to train a probabilistic model not (solely) for predictive accuracy, but so that–when
it is later used within the loop of a stochastic programming procedure–it produces solutions that
minimize the ultimate task-based loss. This formulation may seem somewhat counterintuitive,
given that a “perfect” predictive model would of course also be the optimal model to use within a
stochastic programming framework. However, the reality that all models do make errors illustrates
that we should indeed look to a final task-based objective to determine the proper error tradeoffs
within a machine learning setting. This work proposes one way to evaluate task-based tradeoffs
in a fully automated fashion, by computing derivatives through the solution to the stochastic
programming problem in a manner that can improve the underlying model.

We begin by presenting background material and related work in areas spanning stochastic
programming, end-to-end training, optimizing alternative loss functions, and the classic genera-
tive/discriminative tradeoff in machine learning. We then describe our approach within the formal
context of stochastic programming, and give a generic method for propagating task loss through
these problems in a manner that can update the models. We report on two experimental evalua-
tions of the proposed approach, on a classical inventory stock problem and on a real-world electrical
grid scheduling task. In both cases we show that the proposed approach outperforms traditional
modeling and purely black-box policy optimization approaches.

3.1.1 Background and Related Work

Stochastic programming Stochastic programming is a method for making decisions under
uncertainty by modeling or optimizing objectives governed by a random process. It has applications
in many domains such as energy [Wallace and Fleten, 2003], finance [Ziemba and Vickson, 2006], and
manufacturing [Buzacott and Shanthikumar, 1993], where the underlying probability distributions
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are either known or can be estimated. Common considerations include how to best model or
approximate the underlying random variable, how to solve the resulting optimization problem, and
how to then assess the quality of the resulting (approximate) solution [Shapiro and Philpott, 2007].

In cases where the underlying probability distribution is known but the objective cannot be
solved analytically, it is common to use Monte Carlo sample average approximation methods, which
draw multiple i.i.d. samples from the underlying probability distribution and then use deterministic
optimization methods [Linderoth et al., 2006]. In cases where the underlying distribution is not
known, it is common to learn or estimate some model from observed samples [Rockafellar and Wets,

1991].

End-to-end training Recent years have seen a dramatic increase in the number of systems
building on so-called “end-to-end” learning. Generally speaking, this term refers to systems where
the end goal of the machine learning process is directly predicted from the raw inputs [e.g. LeCun
et al., 2005, Thomas et al., 2006]. In the context of deep learning systems, the term now traditionally
refers to architectures where there is no, for example, explicit encoding of hand-tuned features on
the data, but the system directly predicts what the image, text, etc. is from the raw inputs [Wang
et al., 2011, He et al., 2016, Wang et al., 2012, Graves and Jaitly, 2014, Amodei et al., 2015]. The
context in which we use the term end-to-end is similar, but slightly more in line with its older
usage: instead of (just) attempting to learn an output (with known and typically straightforward
loss functions), we are specifically attempting to learn a model based upon an end-to-end task
that the user is ultimately trying to accomplish. We feel that this concept–of describing the entire
closed-loop performance of the system as evaluated on the real task at hand–is beneficial to add to
the notion of end-to-end learning.

Also highly related to our work are recent efforts in end-to-end policy learning [Levine et al.,
2016], using value iteration effectively as an optimization procedure in similar networks [Tamar
et al., 2016], and multi-objective optimization [Harada et al., 2006, Van Moffaert and Nowé, 2014,
Mossalam et al., 2016, Wiering et al., 2014]. These lines of work fit more with the “pure” end-to-end
approach we discuss below (where models are eschewed for pure function approximation methods),
but conceptually the approaches have similar motivations in modifying typically-optimized policies
to address some task(s) directly. Of course, the actual methodological approaches are quite different,
given our specific focus on stochastic programming as the black box of interest in our setting.

Optimizing alternative loss functions There has been a great deal of work in recent years
on using machine learning procedures to optimize different loss criteria than those “naturally”
optimized by the algorithm. For example, Stoyanov et al. [2011] and Hazan et al. [2010] propose
methods for optimizing loss criteria in structured prediction that are different from the inference
procedure of the prediction algorithm; this work has also recently been extended to deep networks
[Song et al., 2016]. Recent work has also explored using auxiliary prediction losses to simultaneously
satisfy multiple objectives [Jaderberg et al., 2016].

The work that we have found in the literature that most closely resembles our approach is
the work of Bengio [1997], which used a neural network model for predicting financial prices,
and then optimized the model based upon returns obtained via a hedging strategy that employed
it. We view this approach–of both using a model but then tuning that model to adapt to a
(differentiable) procedure–as a philosophical predecessor to our own work. Whereas Bengio [1997]’s
work used a hand-crafted (but differentiable) algorithm to approximately attain some objective
given a predictive model, our approach is tightly coupled to stochastic programming, where the
explicit objective is to attempt to optimize the desired task cost via an exact optimization routine,
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but given underlying randomness. The notions of stochasticity are thus naturally quite different in
our own work, but we do hope that our work can bring back the original idea of task-based model
learning. (Despite the original paper being nearly 20 years old, virtually all follow-on work has
focused on the financial application, and not on what we feel is the core idea of using a surrogate
model within a task-driven optimization procedure.) We note that Bansal et al. [2017] also recently
employed a similar concept to learn dynamics models that maximize control performance, but in
the context of Bayesian optimization.

3.1.2 End-to-end model learning in stochastic programming

We first formally define the stochastic modeling and optimization problems with which we are
concerned. Let (x ∈ X , y ∈ Y) ∼ D denote standard input, output pairs drawn from some
(real, unknown) distribution D. We also consider actions z ∈ Z that incur some expected loss
LD(z) = Ex,y∼D[f(x, y, z)]. For instance, a power systems operator may try to allocate power
generators z given given past electricity demand x and future electricity demand y; this allocation’s
loss is the over- or under-generation penalties incurred given future demand instantiations.

If we knew D, then we could select optimal actions z?D = argminz LD(z). However, in practice,
the true distribution D is unknown. In this section, we are interested in modeling the conditional
distribution y|x using some parameterized model p(y|x; θ) in order to minimize the real-world
cost of the policy implied by this parameterization. Specifically, we find some parameters θ to
parameterize p(y|x; θ) (as in the standard statistical setting) and then determine (via stochastic
optimization) optimal actions z?(x; θ) that correspond to our observed input x and the specific
choice of parameters θ in our probabilistic model. Upon observing the costs of these actions
z?(x; θ) relative to true instantiations of x and y, we update our parameterized model p(y|x; θ)
accordingly, calculate the resultant new z?(x; θ), and repeat. The goal is to find parameters θ such
that the corresponding policy z?(x; θ) optimizes loss under the true joint distribution of x and y.

Explicitly, we wish to choose θ to minimize the task loss L(θ) in the context of x, y ∼ D, i.e.

minimize
θ

L(θ) = Ex,y∼D[f(x, y, z?(x; θ))]. (1)

Since in reality we do not know the distribution D, we obtain z?(x; θ) via a proxy stochastic
optimization problem for a fixed instantiation of parameters θ, i.e.

z?(x; θ) = argmin
z

Ey∼p(y|x;θ)[f(x, y, z)]. (2)

The above setting specifies z?(x; θ) using a simple (unconstrained) stochastic program, but in reality
our decision must be made subject to both probabilistic and deterministic constraints. We therefore
consider more general decisions produced through a generic stochastic programming problem1

z?(x; θ) = argmin
z

Ey∼p(y|x;θ)[f(x, y, z)]

subject to Ey∼p(y|x;θ)[gi(x, y, z)] ≤ 0, i = 1, . . . , nineq

hi(z) = 0, i = 1, . . . , neq.

(3)

In this setting, the full task loss is more complex, since it captures both the expected cost and any
deviations from the constraints. We can write this, for instance, as

L(θ) = Ex,y∼D[f(x, y, z?(x; θ))] +

nineq∑
i=1

I{Ex,y∼D[gi(x, y, z
?(x; θ))] ≤ 0}+

neq∑
i=1

I{hi(z?(x; θ)) = 0} (4)

1It is standard to presume in stochastic programming that equality constraints depend only on decision variables 
(not random variables), as non-trivial random equality constraints are typically not possible to satisfy.
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(where I(·) is the indicator function that is zero when its constraints are satisfied and infinite other-
wise). However, the basic intuition behind our approach remains the same for both the constrained
and unconstrained cases: in both settings, we attempt to learn parameters of a probabilistic model
not to produce strictly “accurate” predictions, but such that when we use the resultant model within
a stochastic programming setting, the resulting decisions perform well under the true distribution.

However, actually solving this problem requires that we differentiate through the “argmin”
operator z?(x; θ) of the stochastic programming problem; while this differentiation is not possible
for all classes of optimization problems (the argmin operator may be discontinuous), in many
practical cases (including cases where the function and constraints are strongly convex), as we will
show shortly, we can indeed efficiently compute these gradients even in the context of constrained
optimization.

3.1.3 Discussion and alternative approaches

We highlight our approach in contrast to two alternative existing methods: traditional model
learning and model-free black-box policy optimization. In traditional ML approaches, it is common
to use θ to minimize the (conditional) log-likelihood of observed data under the model p(y|x; θ).
This method corresponds to approximately solving the optimization problem

minimize
θ

Ex,y∼D [− log p(y|x; θ)] . (5)

If we then need to use the conditional distribution y|x to determine actions z within some later
optimization setting, we commonly use the predictive model obtained from (5) directly. This
approach has obvious advantages, in that the model-learning phase is well-justified independent of
any future use in a task. However, it is also prone to poor performance in the common setting where
the true distribution y|x cannot be represented within the class of distribution parameterized by
θ. Conceptually, the log-likelihood objective implicitly trades off between model error in different
regions of the input/output space, but does so in a manner largely opaque to the modeler, and may
ultimately not employ the correct tradeoffs for a given task.

In contrast, there is an alternative approach to solving (1) that we describe as the model-free
“black-box” policy optimization approach. Here, we forgo learning any model at all of the random
variable y. Instead, we attempt to learn a policy mapping directly from inputs x to actions z?(x; θ̄)
that minimize the loss L(θ̄) presented in (4) (where here θ̄ defines the form of the policy itself, not
a predictive model). While such model-free methods can perform well in many settings, they are
often very data inefficient, as the policy class must have enough representational power to describe
sufficiently complex policies without recourse to any underlying model.2

2This distinction is roughly analogous to the policy search vs. model-based settings in reinforcement learning.
However, for the purposes of this paper, we consider much simpler stochastic programs without the multiple rounds
that occur in RL, and the extension of these techniques to a full RL setting remains as future work.
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Algorithm 1 Task Loss Optimization

1: Input: Example x, y ∼ D.
2: initialize θ // some initial parameterization
3: for t = 1, . . . , T do
4: compute z?(x; θ) via Equation (3)
5: initialize αt // step size
6: // step in violated constraint or objective
7: if ∃i s.t. gi(x, y, z

?(x; θ)) > 0 then
8: update θ ← θ − αt∇θgi(x, y, z?(x; θ))
9: else

10: update θ ← θ − αt∇θf(x, y, z?(x; θ))
11: end if
12: end for

Our approach offers an intermediate setting, where we do still use a surrogate model to deter-

mine an optimal decision z?(x; θ), yet we adapt this model based on the task loss instead of any 
model prediction accuracy. In practice, we typically want to minimize some weighted combination 
of log-likelihood and task loss, which can be easily accomplished given our approach.

3.1.4 Optimizing task loss

To solve the generic optimization problem (1), we can in principle adopt a straightforward (con-
strained) stochastic gradient approach, as detailed in Algorithm 1. At each iteration, we solve the 
proxy stochastic programming problem (3) to obtain z?(x, θ), using the distribution defined by our 
current values of θ. Then, we compute the true loss L(θ) using the observed value of y. If any of 
the inequality constraints gi in L(θ) are violated, we take a gradient step in the violated constraint; 
otherwise, we take a gradient step in the optimization objective f . We note that this approach 
requires training in mini-batches to determine whether probabilistic constraints are satisfied. Alter-
natively, because even the gi constraints are probabilistic, it is common in practice to simply move 
a weighted version of these constraints to the objective: i.e., we modify the objective by adding 
some appropriate penalty times the positive part of the function, λgi(x, y, z)+, for some λ > 0. In 
practice, this has the effect of taking gradient steps jointly in all the violated constraints and the 
objective in the case that one or more inequality constraints are violated, often resulting in faster 
convergence. Note that we need only move stochastic constraints into the objective; deterministic 
constraints on the policy itself will always be satisfied by the optimizer, as they are independent of 
the model.

3.2 Differentiable Optimization

In this section, we consider how to treat exact, constrained optimization as an individual layer 
within a deep learning architecture. Unlike traditional feedforward networks, where the output of 
each layer is a relatively simple (though non-linear) function of the previous layer, our optimiza-
tion framework allows for individual layers to capture much richer behavior, expressing complex 
operations that in total can reduce the overall depth of the network while preserving richness of 
representation. Specifically, we build a framework where the output of the i+1th layer in a network 
is the solution to a constrained optimization problem based upon previous layers. This framework 
naturally encompasses a wide variety of inference problems expressed within a neural network, 
allowing for the potential of much richer end-to-end training for complex tasks that require such 
inference procedures.
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Concretely, we specifically consider the task of solving small quadratic programs as individual
layers. These optimization problems are well-suited to capturing interesting behavior and can be
efficiently solved with GPUs. Specifically, we consider layers of the form

zi+1 = argmin
z

1

2
zTQ(zi)z + q(zi)

T z

subject to A(zi)z = b(zi)
(6)

G(zi)z ≤ h(zi)

where z is the optimization variable, Q(zi), q(zi), A(zi), b(zi), G(zi), and h(zi) are parameters of the 
optimization problem. As the notation suggests, these parameters can depend in any differentiable
way on the previous layer zi, and which can eventually be optimized just like any other weights in 
a neural network. These layers can be learned by taking the gradients of some loss function with
respect to the parameters. We derive the gradients of (6) by taking matrix differentials of the KKT
conditions of the optimization problem at its solution.

In order to the make the approach practical for larger networks, we develop a custom solver
which can simultaneously solve multiple small QPs in batch form. We do so by developing a custom
primal-dual interior point method tailored specifically to dense batch operations on a GPU. In total,
the solver can solve batches of quadratic programs over 100 times faster than existing highly tuned
quadratic programming solvers such as Gurobi and CPLEX. One crucial algorithmic insight in the
solver is that by using a specific factorization of the primal-dual interior point update, we can
obtain a backward pass over the optimization layer virtually “for free” (i.e., requiring no additional
factorization once the optimization problem itself has been solved). Together, these innovations
enable parameterized optimization problems to be inserted within the architecture of existing deep

networks.
We begin by highlighting background and related work, and then present our optimization layer

itself. Using matrix differentials we derive rules for computing all the necessary backpropagation
updates. We then detail our specific solver for these quadratic programs, based upon a state-
of-the-art primal-dual interior point method, and highlight the novel elements as they apply to
our formulation, such as the aforementioned fact that we can compute backpropagation at very
little additional cost. We then provide experimental results that demonstrate the capabilities of
the architecture, highlighting potential tasks that these architectures can solve, and illustrating
improvements upon existing approaches.

3.2.1 Background and related work

Optimization plays a key role in modeling complex phenomena and providing concrete decision
making processes in sophisticated environments. A full treatment of optimization applications in
beyond our scope, [Boyd and Vandenberghe, 2004], but these methods have bound applicability
in control frameworks [Morari and Lee, 1999, Sastry and Bodson, 2011]; numerous statistical and
mathematical formalisms [Sra et al., 2012], and physical simulation problems like rigid body dynam-
ics [Lötstedt, 1984]. Generally speaking, our work is a step towards learning optimization problems
behind real-world processes from data that can be learned end-to-end rather than requiring human
specification and intervention.

In the machine learning setting, a wide array of applications consider optimization as a means
to perform inference in learning. Among many other applications, these architectures are well-
studied for generic classification and structured prediction tasks [Goodfellow et al., 2013, Stoyanov
et al., 2011, Brakel et al., 2013, LeCun et al., 2006, Belanger and McCallum, 2016, Belanger et al.,
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2017, Amos et al., 2016]; in vision for tasks such as denoising [Tappen et al., 2007, Schmidt and
Roth, 2014]; and [Metz et al., 2016] uses unrolled optimization within a network to stabilize the
convergence of generative adversarial networks [Goodfellow et al., 2014]. Indeed, the general idea
of solving restricted classes of optimization problem using neural networks goes back many decades
[Kennedy and Chua, 1988, Lillo et al., 1993], but has seen a number of advances in recent years.
These models are often trained by one of the following four methods.

Energy-based learning methods These methods can be used for tasks like (structured) pre-
diction where the training method shapes the energy function to be low around the observed data
manifold and high elsewhere [LeCun et al., 2006]. In recent years, there has been a strong push
to further incorporate structured prediction methods like conditional random fields as the “last
layer” of a deep network architecture [Peng et al., 2009, Zheng et al., 2015, Chen et al., 2015] as
well as in deeper energy-based architectures [Belanger and McCallum, 2016, Belanger et al., 2017,
Amos et al., 2016]. Learning in this context requires observed data, which isn’t present in some of
the contexts we consider in this work, and also may suffer from instability issues when combined
with deep energy-based architectures as observed in Belanger and McCallum [2016], Belanger et al.
[2017], Amos et al. [2016].

Analytically If an analytic solution to the argmin can be found, such as in an unconstrained
quadratic minimization, the gradients can often be computed analytically. This is done in [Tap-
pen et al., 2007, Schmidt and Roth, 2014]. We cannot use these methods for the constrained
optimization problems we consider in this work because there are no known analytic solutions.

Unrolling The argmin operation over an unconstrained objective can be approximated by a
first-order gradient-based method and unrolled. These architectures typically introduce an opti-
mization procedure such as gradient descent into the inference procedure. This is done in [Domke,
2012, Amos et al., 2016, Belanger et al., 2017, Metz et al., 2016, Goodfellow et al., 2013, Stoyanov
et al., 2011, Brakel et al., 2013], The optimization procedure is unrolled automatically or manually
[Domke, 2012] to obtain derivatives during training that incorporate the effects of these in-the-loop
optimization procedures. However, unrolling the computation of a method like gradient descent
typically requires a substantially larger network, and adds substantially to the computational com-
plexity of the network.

In all of these existing cases, the optimization problem is unconstrained and unrolling gradient
descent is often easy to do. When constraints are added to the optimization problem, iterative
algorithms often use a projection operator that may be difficult to unroll through. In our work, we
do not unroll an optimization procedure but instead use argmin differentiation as described in the
next section.

Argmin differentiation Most closely related to our own work, there have been several papers
that propose some form of differentiation through argmin operators. These techniques also come
up in bi-level optimization [Gould et al., 2016, Kunisch and Pock, 2013] and sensitivity analysis
[Bertsekas, 1999, Fiacco and Ishizuka, 1990, Bonnans and Shapiro, 2013]. In the case of Gould et al.
[2016], the authors describe general techniques for differentiation through optimization problems,
but only describe the case of exact equality constraints rather than both equality and inequality
constraints (in the case inequality constraints, they add these via a barrier function). Amos et al.
[2016] considers argmin differentiation within the context of a specific optimization problem (the
bundle method) but does not consider a general setting. Johnson et al. [2016] performs implicit
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differentiation on (multi-)convex objectives with coordinate subspace constraints, but don’t con-
sider inequality constraints and don’t consider in detail general linear equality constraints. Their
optimization problem is only in the final layer of a variational inference network while we propose
to insert optimization problems anywhere in the network. Therefore a special case of OptNet layers
(with no inequality constraints) has a natural interpretation in terms of Gaussian inference, and so
Gaussian graphical models (or CRF ideas more generally) provide tools for making the computation
more efficient and interpreting or constraining its structure. Similarly, the older work of [Mairal
et al., 2012] considered argmin differentiation for a LASSO problem, deriving specific rules for this
case, and presenting an efficient algorithm based upon our ability to solve the LASSO problem
efficiently.

We use implicit differentiation [Dontchev and Rockafellar, 2009, Griewank and Walther, 2008]
and techniques from matrix differential calculus [Magnus and Neudecker, 1988] to derive the gra-
dients from the KKT matrix of the problem we are interested in. A notable different from other
work within ML that we are aware of, is that we analytically differentiate through inequality as well
as just equality constraints, but differentiating the complementarity conditions; this differs from
e.g., Gould et al. [2016] where they instead approximately convert the problem to an unconstrained
one via a barrier method. We have also developed methods to make this approach practical and
reasonably scalable within the context of deep architectures.

3.2.2 OptNet: solving optimization within a neural network

Although in the most general form, an OptNet layer can be any optimization problem, in this work
we will study OptNet layers defined by a quadratic program

minimize
z

1

2
zTQz + qT z

subject to Az = b, Gz ≤ h
(7)

where z ∈ Rn is our optimization variable Q ∈ Rn×n � 0 (a positive semidefinite matrix), q ∈ Rn,
A ∈ Rm×n, b ∈ Rm, G ∈ Rp×n and h ∈ Rp are problem data, and leaving out the dependence on
the previous layer zi for notational convenience. As is well-known, these problems can be solved in
polynomial time using a variety of methods; if one desires exact (to numerical precision) solutions
to these problems, then primal-dual interior point methods, as we will use in a later section, are the
current state of the art in solution methods. In the neural network setting, the optimal solution (or
more generally, a subset of the optimal solution) of this optimization problems becomes the output
of our layer, denoted zi+1, and any of the problem data Q, q,A, b,G, h can depend on the value of
the previous layer zi. The forward pass in our OptNet architecture thus involves simply setting up
and finding the solution to this optimization problem.

Training deep architectures, however, requires that we not just have a forward pass in our net-
work but also a backward pass. This requires that we compute the derivative of the solution to
the QP with respect to its input parameters, a general topic we topic we discussed previously. To
obtain these derivatives, we differentiate the KKT conditions (sufficient and necessary condition
for optimality) of (6) at a solution to the problem using techniques from matrix differential cal-
culus [Magnus and Neudecker, 1988]. Our analysis here can be extended to more general convex
optimization problems.

The Lagrangian of (6) is given by

L(z, ν, λ) =
1

2
zTQz + qT z + νT (Az − b) + λT (Gz − h) (8)
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where ν are the dual variables on the equality constraints and λ ≥ 0 are the dual variables on the
inequality constraints. The KKT conditions for stationarity, primal feasibility, and complementary
slackness are

Qz? + q +AT ν? +GTλ? = 0

Az? − b = 0

D(λ?)(Gz? − h) = 0,

(9)

where D(·) creates a diagonal matrix from a vector. Taking the differentials of these conditions
gives the equations

dQz? +Qdz + dq + dAT ν?+

ATdν + dGTλ? +GTdλ = 0

dAz? +Adz − db = 0

D(Gz? − h)dλ+D(λ?)(dGz? +Gdz − dh) = 0

(10)

or written more compactly in matrix form Q GT AT

D(λ?)G D(Gz? − h) 0
A 0 0

dzdλ
dν

 =

−dQz? − dq − dGTλ? − dAT ν?

−D(λ?)dGz? +D(λ?)dh
−dAz? + db

 .
(11)

Using these equations, we can form the Jacobians of z? (or λ? and ν?, though we don’t consider
this case here), with respect to any of the data parameters. For example, if we wished to compute
the Jacobian ∂z?

∂b ∈ Rn×m, we would simply substitute db = I (and set all other differential terms in
the right hand side to zero), solve the equation, and the resulting value of dz would be the desired
Jacobian.

In the backpropagation algorithm, however, we never want to explicitly form the actual Jacobian
matrices, but rather want to form the left matrix-vector product with some previous backward pass
vector ∂`

∂z? ∈ Rn, i.e., ∂`
∂z?

∂z?

∂b . We can do this efficiently by noting the solution for the (dz, dλ, dν)
involves multiplying the inverse of the left-hand-side matrix in (11) by some right hand side. Thus,
if we multiply the backward pass vector by the transpose of the differential matrixdzdλ

dν

 =

Q GTD(λ?) AT

G D(Gz? − h) 0
A 0 0

−1 ( ∂`∂z? )T0
0

 (12)

then the relevant gradients with respect to all the QP parameters can be given by

∂`

∂q
= dz

∂`

∂b
= −dν

∂`

∂h
= −D(λ?)dλ

∂`

∂Q
=

1

2
(dzz

T + zdTz )

∂`

∂A
= dνz

T + νdTz
∂`

∂G
= D(λ?)(dλz

T + λdTz )

(13)

where as in standard backpropagation, all these terms are at most the size of the parameter matrices.
As we will see in the next section, the solution to an interior point method in fact already provides
a factorization we can use to compute these gradient efficiently.
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3.2.3 An efficient batched QP solver

Deep networks are typically trained in mini-batches to take advantage of efficient data-parallel GPU
operations. Without mini-batching on the GPU, many modern deep learning architectures become
intractable for all practical purposes. However, today’s state-of-the-art QP solvers like Gurobi
and CPLEX do not have the capability of solving multiple optimization problems on the GPU in
parallel across the entire minibatch. This makes larger OptNet layers become quickly intractable
compared to a fully-connected layer with the same number of parameters.

To overcome this performance bottleneck in our quadratic program layers, we have implemented
a GPU-based primal-dual interior point method (PDIPM) based on [Mattingley and Boyd, 2012]
that solves a batch of quadratic programs, and which provides the necessary gradients needed to
train these in an end-to-end fashion. Our performance experiments in Section 4.2.1 shows that our
solver is significantly faster than the standard non-batch solvers Gurobi and CPLEX.

Following the method of [Mattingley and Boyd, 2012], our solver introduces slack variables on
the inequality constraints and iteratively minimizes the residuals from the KKT conditions over
the primal variable z ∈ Rn, slack variable s ∈ Rp, and dual variables ν ∈ Rm associated with the
equality constraints and λ ∈ Rp associated with the inequality constraints. Each iteration computes
the affine scaling directions by solving

K


∆zaff

∆saff

∆λaff

∆νaff

 =


−(AT ν +GTλ+Qz + q)

−Sλ
−(Gz + s− h)
−(Az − b)

 (14)

where

K =


Q 0 GT AT

0 D(λ) D(s) 0
G I 0 0
A 0 0 0

 ,
then centering-plus-corrector directions by solving

K


∆zcc

∆scc

∆λcc

∆νcc

 =


0

σµ1−D(∆saff)∆λaff

0
0

 , (15)

where µ = sTλ/p and σ is defined in [Mattingley and Boyd, 2012]. Each variable v is updated
with ∆v = ∆vaff + ∆vcc using an appropriate step size. We actually solve a symmetrized version
of the KKT conditions, obtained by scaling the second row block by D(1/s). We analytically
decompose these systems into smaller symmetric systems and pre-factorize portions of them that
don’t change (i.e. that don’t involve D(λ/s) between iterations). We have implemented a batched
version of this method with the PyTorch library3 and have released it as an open source library
at https://github.com/locuslab/qpth. It uses a custom CUBLAS extension that provides an
interface to solve multiple matrix factorizations and solves in parallel, and which provides the
necessary backpropagation gradients for their use in an end-to-end learning system.

3https://pytorch.org
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3.2.4 Efficiently computing gradients

A key point of the particular form of primal-dual interior point method that we employ is that it is
possible to compute the backward pass gradients “for free” after solving the original QP, without
an additional matrix factorization or solve. Specifically, at each iteration in the primal-dual interior
point, we are computing an LU decomposition of the matrix Ksym.4 This matrix is essentially a
symmetrized version of the matrix needed for computing the backpropagated gradients, and we can
similarly compute the dz,λ,ν terms by solving the linear system

Ksym


dz
ds
d̃λ
dν

 =


(
− ∂`
∂zi+1

)T
0
0
0

 , (16)

where d̃λ = D(λ?)dλ for dλ as defined in (12). Thus, all the backward pass gradients can be com-
puted using the factored KKT matrix at the solution. Crucially, because the bottleneck of solving
this linear system is computing the factorization of the KKT matrix (cubic time as opposed to
the quadratic time for solving via backsubstitution once the factorization is computed), the addi-
tional time requirements for computing all the necessary gradients in the backward pass is virtually
nonexistent compared with the time of computing the solution. To the best of our knowledge, this
is the first time that this fact has been exploited in the context of learning end-to-end systems.

3.2.5 Properties and representational power

In this section we briefly highlight some of the mathematical properties of OptNet layers. The proofs
here are straightforward, and are mostly based upon well-known results in convex analysis, so are
deferred to the appendix. The first result simply highlights that (because the solution of strictly
convex QPs is continuous), that OptNet layers are subdifferentiable everywhere, and differentiable
at all but a measure-zero set of points.

Theorem 1. Let z?(θ) be the output of an OptNet layer, where θ = {Q, p,A, b,G, h}. Assuming
Q � 0 and that A has full row rank, then z?(θ) is subdifferentiable everywhere: ∂z?(θ) 6= ∅, where
∂z?(θ) denotes the Clarke generalized subdifferential [Clarke, 1975] (an extension of the subgradient
to non-convex functions), and has a single unique element (the Jacobian) for all but a measure zero
set of points θ.

Proof. The fact that an OptNet layer is subdifferentiable from strictly convex QPs (Q � 0) follows
directly from the well-known result that the solution of a strictly convex QP is continuous (though
not everywhere differentiable). Our proof essentially just boils down to showing this fact, though
we do so by explicitly showing that there is a unique solution to the Jacobian equations (11)
that we presented earlier, except on a measure zero set. This measure zero set consists of QPs
with degenerate solutions, points where inequality constraints can hold with equality yet also have
zero-valued dual variables. For simplicity we assume that A has full row rank, but this can be

4We actually perform an LU decomposition of a certain subset of the matrix formed by eliminating variables to 
create only a p × p matrix (the number of inequality constraints) that needs to be factor during each iteration of the
primal-dual algorithm, and one m × m and one n × n matrix once at the start of the primal-dual algorithm, though
we omit the detail here. We also use an LU decomposition as this routine is provided in batch form by CUBLAS,
but could potentially use a (faster) Cholesky factorization if and when the appropriate functionality is added to
CUBLAS).
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From the complementarity condition, we have that at a primal dual solution (z?, λ?, ν?)

(Gz? − h)i < 0→ λ?i = 0

λ?i > 0→ (Gz? − h)i = 0
(17)

(i.e., we cannot have both these terms non-zero).
First we consider the (typical) case where exactly one of (Gz? − h)i and λ?i is zero. Then the

KKT differential matrix  Q GT AT

D(λ?)G D(Gz? − h) 0
A 0 0

 (18)

(the left hand side of (11)) is non-singular. To see this, note that if we let I be the set where
λ?i > 0, then the matrix  Q GTI AT

D(λ?)GI D(Gz? − h)I 0
A 0 0

 =

 Q GTI AT

D(λ?)GI 0 0
A 0 0

 (19)

is non-singular (scaling the second block by D(λ?)−1 gives a standard KKT system [Boyd and
Vandenberghe, 2004, Section 10.4], which is nonsingular for invertible Q and [GTI AT ] with full
column rank, which must hold due to our condition on A and the fact that there must be less than
n total tight constraints at the solution. Also note that for any i 6∈ I, only the D(Gz?−h)ii term in
non-zero for the entire row in the second block of the matrix. Thus, if we want to solve the system Q GTI AT

D(λ?)GI D(Gz? − h)I 0
A 0 0

zλ
ν

 =

ab
c

 (20)

we simply first set λi = bi/(Gz
? − h)i for i 6 inI and then solve the nonsingular system Q GTI AT

D(λ?)GI 0 0
A 0 0

 zλI
ν

 =

a−GTĪ λĪbI
c.

 (21)

Alternatively, suppose that we have both λi? = 0 and (Gz? − h)i = 0. Then although the KKT 
matrix is now singular (any row for which λi? = 0 and (Gz? − h)i = 0 will be all zero), there still 
exists a solution to the system (11), because the right hand side is always in the range of D(λ?) 
and so will also be zero for these rows. In this case there will no longer be a unique solution, 
corresponding to the subdifferentiable but not differentiable case.

The next two results show the representational power of the OptNet layer, specifically how an 
OptNet layer compares to the common linear layer followed by a ReLU activation. The first theorem 
shows that an OptNet layer can approximate arbitrary elementwise piecewise-linear functions, and 
so among other things can represent a ReLU layer.

Theorem 2. Let f : Rn → Rn be an elementwise piecewise linear function with k linear regions. 
Then the function can be represented as an OptNet layer using O(nk) parameters. Additionally,

the layer zi+1 = max Wzi + b, 0 for W ∈ Rn×m, b ∈ Rn can be represented by an OptNet layer with 
O(mn) parameters.
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Proof. The proof that an OptNet layer can represent any piecewise linear univariate function relies
on the fact that we can represent any such function in “sum-of-max” form

f(x) =

k∑
i=1

wi max{aix+ b, 0} (22)

where wi ∈ {−1, 1}, ai, bi ∈ R (to do so, simply proceed left to right along the breakpoints of the
function adding a properly scaled linear term to fit the next piecewise section). The OptNet layer
simply represents this function directly.

That is, we encode the optimization problem

minimize
z∈R,t∈Rk

‖t‖22 + (z − wT t)2

subject to aix+ bi ≤ ti, i = 1, . . . , k
(23)

Clearly, the objective here is minimized when z = wT t, and t is as small as possible, meaning each
t must either be at its bound aix+ b ≤ ti or, if aix+ b < 0, then ti = 0 will be the optimal solution
due to the objective function. To obtain a multivariate but elementwise function, we simply apply
this function to each coordinate of the input x.

To see the specific case of a ReLU network, note that the layer

z = max{Wx+ b, 0} (24)

is simply equivalent to the OptNet problem

minimize
z

‖z −Wx− b‖22
subject to z ≥ 0.

(25)

Finally, we show that the converse does not hold: that there are function representable by
an OptNet layer which cannot be represented exactly by a two-layer ReLU layer, which take
exponentially many units to approximate (known to be a universal function approximator). A
simple example of such a layer (and one which we use in the proof) is just the max over three linear
functions f(z) = max{aT1 x, aT2 x, aT3 x}.

Theorem 3. Let f(z) : Rn → R be a scalar-valued function specified by an OptNet layer with p
parameters. Conversely, let f ′(z) =

∑m
i=1wi max aTi z + bi, 0 be the output of a two-layer ReLU

network. Then there exist functions that the ReLU network cannot represent exactly over all of R,
and which require O(cp) parameters to approximate over a finite region.

Proof. The final theorem simply states that a two-layer ReLU network (more specifically, a ReLU
followed by a linear layer, which is sufficient to achieve a universal function approximator), can
often require exponentially many more units to approximate a function specified by an OptNet
layer. That is, we consider a single-output ReLU network, much like in the previous section, but
defined for multi-variate inputs.

f(x) =
m∑
i=1

wi max{aTi x+ b, 0} (26)
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Figure 1: Creases for a three-term pointwise maximum (left), and a ReLU network (right).

Although there are many functions that such a network cannot represent, for illustration we
consider a simple case of a maximum of three linear functions

f ′(x) = max{aT1 x, aT2 x, aT3 x} (27)

To see why a ReLU is not capable of representing this function exactly, even for x ∈ R2, note
that any sum-of-max function, due to the nature of the term max aTi x+ bi, 0 as stated above must
have “creases” (breakpoints in the piecewise linear function), than span the entire input space;
this is in contrast to the max terms, which can have creases that only partially span the space.
This is illustrated in Figure 1. It is apparent, therefore, that the two-layer ReLU cannot exactly
approximate the three maximum term (any ReLU network would necessarily have a crease going
through one of the linear region of the original function). Yet this max function can be captured
by a simple OptNet layer

minimize
z

z2

subject to aTi x ≤ z, i = 1, . . . , 3.
(28)

The fact that the ReLU network is a universal function approximator means that the we are
able to approximate the three-max term, but to do so means that we require a dense covering of
points over the input space, choose an equal number of ReLU terms, then choose coefficients such
that we approximate the underlying function on this points; however, for a large enough radius
this will require an exponential size covering to approximate the underlying function arbitrarily

closely.

3.2.6 Limitations of the method

Although, as we will show shortly, the OptNet layer has several strong points, we also want to
highlight the potential drawbacks of this approach. First, although, with an efficient batch solver,
integrating an OptNet layer into existing deep learning architectures is potentially practical, we
do note that solving optimization problems exactly as we do here has has cubic complexity in the
number of variables and/or constraints. This contrasts with the quadratic complexity of standard
feedforward layers. This means that we are ultimately limited to settings where the number of
hidden variables in an OptNet layer is not too large (less than 1000 dimensions seems to be the
limits of what we currently find to the be practical, and substantially less if one wants real-time
results for an architecture).

Secondly, there are many improvements to the OptNet layers that are still possible. Our QP
solver, for instance, uses fully dense matrix operations, which makes the solves very efficient for GPU
solutions, and which also makes sense for our general setting where the coefficients of the quadratic
problem can be learned. However, for setting many real-world optimization problems (and hence
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Figure 2: Features x, model predictions y, and policy z for the two experiments.

for architectures that wish to more closely mimic some real-world optimization problem), there is
often substantial structure (e.g., sparsity), in the data matrices that can be exploited for efficiency.
There is of course no prohibition of incorporating sparse matrix methods into the fast custom solver,
but doing so would require substantial added complexity, especially regarding efforts like finding
minimum fill orderings for different sparsity patterns of the KKT systems. In our open source
solver qpth, we have started experimenting with cuSOLVER’s batched sparse QR factorizations
and solves.

Lastly, we note that while the OptNet layers can be trained just as any neural network layer,
since they are a new creation and since they have manifolds in the parameter space which have no
effect on the resulting solution (e.g., scaling the rows of a constraint matrix and its right hand side
does not change the optimization problem), there is admittedly more tuning required to get these
to work. This situation is common when developing new neural network architectures and has also
been reported in the similar architecture of [Schmidt and Roth, 2014]. Our hope is that techniques
for overcoming some of the challenges in learning these layers will continue to be developed in
future work.

4 Results and Discussion

Here we present results on both the end-to-end task learning and differentiable optimization set-
tings.

4.1 Task-based model learning

We consider two applications of our task-based methodology, one to a synthetic inventory stock
problem, and one to an energy scheduling task based on over eight years of real electrical grid data.
In both cases, we demonstrate that the task-based end-to-end approach can substantially improve
upon other alternatives. Source code for all experiments will be released with the full paper.

4.1.1 Inventory Stock Problem

Problem definition To highlight the performance of the algorithm in a setting where the true
underlying model is known to us, we consider a “conditional” variation of the classical inventory
stock problem [Shapiro and Philpott, 2007]. In this problem, a company must order some quantity
z of a product to minimize costs over some stochastic demand y, whose distribution in turn is
affected by some observed features x (Figure 2a). There are linear and quadratic costs on amount
of product ordered, plus different linear/quadratic costs on overorders [z − y]+ and underorders
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[y − z]+. The objective is given by:

fstock(y, z) = c0z +
1

2
q0z

2 + cb[y − z]+ +
1

2
qb([y − z]+)2 + ch[z − y]+ +

1

2
qh([z − y]+)2, (29)

where [v]+ = max{v, 0}. For a specific choice of probability model p(y|x; θ), our proxy stochastic
programming problem can then be written as

minimize
z

Ey∼p(y|x;θ)[fstock(y, z)]. (30)

To simplify the setting, we further assume that the demands are discrete, taking on values d1, . . . , dk
with probabilities (conditional on x) (pθ)i ≡ p(y = di|x; θ). Thus our stochastic programming
problem (30) can be written succinctly as a joint quadratic program5

minimize
z∈R,zb,zh∈Rk

c0z +
1

2
q0z

2 +
k∑
i=1

(pθ)i

(
cb(zb)i +

1

2
qb(zb)

2
i + ch(zh)i +

1

2
qh(zh)2

i

)
subject to d− z~1 ≤ zb, z~1− d ≤ zh, z, zh, zb ≥ 0.

(31)

Further details of this approach are given in the appendix.

Experimental setup We examine our algorithm under two main conditions: where the true
model is linear, and where it is nonlinear. In all cases we generate problem instances by randomly
sampling some x ∈ Rn, and then generating p(y|x; θ) according to either p(y|x; θ) ∝ exp(ΘTx)
(linear true model) or p(y|x; θ) ∝ exp((ΘTx)2) (nonlinear true model) for some Θ ∈ Rn×k. We
compare the following approaches on these tasks: 1) The QP allocation based upon the true model
(which gives optimal performance); 2) MLE approaches (with a linear or nonlinear probability
model) that fit a model to the data, and then compute the allocation by solving the QP; 3)
end-to-end neural network policy models (using linear or nonlinear hypotheses); and 4) our task-
based learning models (with a linear or nonlinear probability model). In all cases we evaluate
test performance by running on 1000 random examples, and evaluate performance over 10 folds of
different true θ? parameters.

Figures 3(a) and (b) show the performance of these methods given a linear true model, with lin-
ear and nonlinear model hypotheses, respectively. As expected, the linear MLE approach performs
best, as the true underlying model is in the class of distributions that it can represent and thus
solving the stochastic programming problem is a very strong proxy for solving the true optimization
problem under the real distribution. While the true model is also contained within the nonlinear
MLE’s generic nonlinear distribution class, we see that this method requires more data to converge,
and in the meantime makes error tradeoffs that are ultimately not the correct tradeoffs for the task
at hand; our task-based approach thus outperforms this approach. The task-based approach also
substantially outperforms the policy-optimizing neural network, highlighting the fact that it is more
data-efficient to run the learning process “through” a reasonable model. Note that here it does not
make a difference whether we use the linear or nonlinear model in the task-based approach.

Figures 3(c) and (d) show performance in the case of a nonlinear true model, with linear and
nonlinear model hypotheses, respectively. Case (c) represents the “non-realizable” case, where the
true underlying distribution cannot be parameterized in the model hypothesis class. Here, the

5This is referred to as a two-stage stochastic programming problem (though a very trivial example of one), where 
first stage variables consist of the amount of product to buy before observing demand, and second-stage variables
consist of how much to sell back or additionally purchase once the true demand has been revealed.
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Figure 3: Inventory problem results for 10 runs over a representative instantiation of true parame-
ters. Cost is evaluated over 1000 testing samples (lower is better). The linear MLE performs best
for a true linear model. In all other cases, the task-based models outperform their MLE and policy
counterparts.

linear MLE, as expected, performs very poorly: it cannot capture the true underlying distribution,
and thus solving a stochastic program with this problem would not be expected to perform well.
The linear policy model similarly performs poorly. Importantly, the task-based approach with the
linear model performs much better here: despite the fact that it still has a misspecified model,
the task-based nature of the learning process lets us learn a different linear model than the MLE
version, which is particularly tuned to the distribution and loss of the task. Finally, also as to be
expected, the non-linear models perform better than the linear models in this scenario, but again
with the task-based non-linear model outperforming the nonlinear MLE and end-to-end policy
approaches.

4.1.2 Load Forecasting and Generator Scheduling

We next consider a more realistic grid-scheduling task, based upon over eight years of real electrical
grid data. In this setting, a power system operator must decide how much electricity generation
z ∈ R24 to schedule for each hour in the next 24 hours based on some (unknown) distribution over
electricity demand (Figure 2b). Given a particular realization y of demand, we impose penalties for
both generation excess (γe) and generation shortage (γs), with γs � γe. We also add a quadratic
regularization term, indicating a preference for generation schedules that closely match demand
realizations. Finally, we impose a ramping constraint cr restricting the change in generation between
consecutive timepoints, reflecting physical limitations associated with quick changes in electricity
output levels. These are reasonable proxies for the actual economic costs incurred by electrical grid
operators when scheduling generation, and can be written as the stochastic programming problem

minimize
z

24∑
i=1

Ey∼p(y|x;θ)

[
γs[yi − zi]+ + γe[zi − yi]+ +

1

2
(zi − yi)2

]
subject to |zi − zi−1| ≤ cr ∀i,

(32)
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Figure 4: Results for 10 runs of the generation-scheduling problem. (Lower loss is better.) As
expected, the RMSE net achieves the lowest RMSE for its predictions. However, the task net
outperforms the RMSE net on task loss by 38.6%, and the cost-weighted RMSE by 8.6%.

where [v]+ = max{v, 0}. Assuming (as we will in our model), that yi is a Gaussian random variable
with mean µi and variance σ2

i , then this expectation has a closed form that can be computed via
analytically integrating the Gaussian pdf.6 We then use sequential quadratic programming (SQP)
to iteratively approximate the resultant convex objective as a quadratic objective, iterate until
convergence, and then compute the necessary Jacobians using the quadratic approximation at the
solution, which gives the correct Hessian and gradient terms. Details are given in the appendix.

To develop a predictive model, we make use of a highly-tuned load forecasting methodology.
Specifically, we input the past day’s electrical load and temperature, the next day’s temperature
forecast, and additional features such as non-linear functions of the temperatures, binary indicators
of weekends or holidays, and yearly sinusoidal features. We then predict the electrical load over
all 24 hours of the next day. We employ a 2-hidden layer neural network for this purpose, with
an additional residual connection from the inputs to the outputs initialized to the linear regression
solution. An illustration of the architecture is shown in Figure 3. We train the model to minimize
the mean squared error between its predictions and the actual load (giving the mean prediction
µi), and compute σ2

i as the (constant) empirical variance between the predicted and actual values.
In all cases we use 7 years of data to train the model, and 1.75 subsequent years for testing.

Using the (mean and variance) predictions of this base model, we solve the generator scheduling
problem by solving the optimization problem (32), learning network parameters by minimizing the
task loss. We compare against a traditional stochastic programming model that minimizes just the
RMSE, as well as a task-cost-weighted RMSE that periodically reweights training samples given
their task loss. (A pure end-to-end network is not shown, as it was not able to sufficiently learn the
ramp constraints and thus generated infeasible schedules. We could not obtain good performance
even ignoring this infeasibility.)

Figure 4 shows the performance of the three models. As expected, the RMSE model performs
best when measured by the RMSE of its predictions (its objective). However, the task-based model
substantially outperforms the RMSE model when evaluated on task loss, the actual objective that

6 Part of the philosophy behind applying our approach here is that we know the Gaussian assumption is incor-
rect: the true underlying load is neither Gaussian distributed nor homoskedastic. However, these assumptions are
exceedingly common in practice, as they enable easy model learning and exact analytical solutions. Thus, training
the (still Gaussian) system with a task-based loss retains computational tractability while still allowing us to modify
the distributional parameters to improve actual performance on the task at hand.
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Figure 5: 2-hidden layer neural network to predict hourly electrical load for the next day.

the system operator cares about: in relative terms, we improve upon the performance of the tra-
ditional stochastic programming methodology by 38.6%. The cost-weighted RMSE’s performance
is extremely variable, as it is not robust to the exact timing of reweighting. It is also worth noting
that a cost-weighted RMSE approach is only possible when direct costs can be assigned indepen-
dently to each decision point, i.e. when costs do not depend on multiple decision points (as in this
experiment); our task-based method, however, accommodates the (typical) more general setting.
Overall, the task net improves upon the cost-weighted RMSE by 8.6%.

4.2 Differentiable optimization

In this section, we present several experimental results that highlight the capabilities of the QP
OptNet layer. Specifically we look at 1) computational efficiency over exiting solvers; 2) the ability
to improve upon existing convex problems such as those used in signal denoising; 3) integrating
the architecture into an generic deep learning architectures; and 3) performance of our approach
on a problem that is very challenging for current approaches. performance of our approach can
sometimes vastly improve upon existing deep architectures architectures. In particular, we want
to emphasize the results of our system on learning the game of (4x4) Sudoku, a well-known logical
puzzle; to the best of our knowledge, ours in the first type of end-to-end differentiable architecture
that can learn problems such as this one based solely upon examples with no a priori knowledge
of the rules of Sudoku. The code and data for our experiments are open sourced at https:
//github.com/locuslab/optnet and our batched QP solver is available as a library at https:
//github.com/locuslab/qpth.

4.2.1 Batch QP solver performance

Our OptNet layers are much more computationally expensive than a linear or convolutional layer
and a natural question is to ask what the performance difference is. We set up an experiment
comparing a linear layer to a QP OptNet layer with a mini-batch size of 128 on CUDA with
randomly generated input vectors sized 10, 100, and 1000. Figure 4 shows timing results of the
forward and backward passes.

Our next experiment illustrates why standard baseline QP solvers like CPLEX and Gurobi
without batch support are too computationally expensive for QP OptNet layers to be tractable.
We run our solver on an unloaded Titan X GPU and Gurobi on an unloaded quad-core Intel
Core i7-5960X CPU @ 3.00GHz. We set up the same random QP of the form (6) across all three
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frameworks and vary the number of variable, constraints, and batch size.7

Figure 5 shows the means and standard deviations of running each trial 10 times, showing
that our solver outperforms Gurobi, itself a highly tuned solver, in all batched instances. For the
minibatch size of 128, we solve all problems in an average of 0.18 seconds, whereas Gurobi tasks an
average of 4.7 seconds. In the context of training a deep architecture this type of speed difference for
a single minibatch can make the difference between a practical and a completely unusable solution.

4.2.2 Total variation denoising

Our next experiment studies how we can use the OptNet architecture to improve upon signal
processing techniques that currently use convex optimization as a basis. Specifically, our goal in
this case is to denoise a noisy 1D signal given training data consistency of noisy and clean signals
generated from the same distribution. Such problems are often addressed by convex optimization
procedures, and (1D) total variation denoising is a particularly common and simple approach.
Specifically, the total variation denoising approach attempts to smooth some noisy observed signal
y by solving the optimization problem

argmin
z

1

2
||y − z||+ λ||Dz||1 (33)

where D is the first-order differencing operation, which can be expressed in matrix form by Di =
ei − ei+1 Penalizing the `1 norm of the signal difference encourages this difference to be sparse, i.e.,

7Experimental details: we sample entries of a matrix U from a random uniform distribution and set Q = UT U + 
10−3I, sample G with random normal entries, and set h by selecting generating some z0 random normal and s0 

random uniform and setting h = Gz0 + s0 (we didn’t include equality constraints just for simplicity, and since the

number of inequality constraints in the primary driver of complexity for the iterations in a primal-dual interior point

method). The choice of h guarantees the problem is feasible.

22
Approved for Public Release (PA); Distribution Unlimited



Figure 8: Initial and learned difference operators for denoising.

the number of changepoints of the signal is small, and we end up approximating y by a (roughly)
piecewise constant function.

To test this approach and competing ones on a denoising task, we generate piecewise constant
signals (which are the desired outputs of the learning algorithm) and corrupt them with independent
Gaussian noise (which form the inputs to the learning algorithm). The summary training and
testing performance of the four approaches we describe are shown in Table 1.

Baseline: Total variation denoising To establish a baseline for denoising performance with
total variation, we run the above optimization problem varying values of λ between 0 and 100. The

procedure performs best with a choice of λ ≈ 13, and achieves a minimum test MSE on our task of
about 16.5 (the units here are unimportant, the only relevant quantity is the relative performances
of the different algorithms).

Baseline: Learning with a fully-connected neural network An alternative approach to
denoising is by learning from data. A function fθ(x) parameterized by θ can be used to predict the 
original signal. The optimal θ can be learned by using the mean squared error between the true
and predicted signals. Denoising is typically a difficult function to learn and Table 1 shows that a
fully-connected neural network perform substantially worse on this denoising task than the convex
optimization problem. Section ?? shows the convergence of the fully-connected network.

Learning the differencing operator with OptNet Between the feedforward neural network
approach and the convex total variation optimization, we could instead use a generic OptNet layers
that effectively allowed us to solve (33) using any denoising matrix, which we randomly initialize.
While the accuracy here is substantially lower than even the fully connected case, this is largely the
result of learning an over-regularized solution to D. This is indeed a point that should be addressed
in future work (we refer back to our comments in the previous section on the potential challenges
of training these layers), but the point we want to highlight here is that the OptNet layer seems
to be learning something very interpretable and understandable. Specifically, Figure 6 shows the
D matrix of our solution before and after learning (we permute the rows to make them ordered by
the magnitude of where the large-absolute-value entries occurs). What is interesting in this picture
is that the learned D matrix typically captures exactly the same intuition as the D matrix used by
total variation denoising: a mainly sparse matrix with a few entries of alternating sign next to each
other. This implies that for the data set we have, total variation denoising is indeed the “right”
way to think about denoising the resulting signal, but if some other noise process were to generate
the data, then we can learn that process instead. We can then attain lower actual error for the
method (in this case similar though slightly higher than the TV solution), by fixing the learned
sparsity of the D matrix and then fine tuning.

23
Approved for Public Release (PA); Distribution Unlimited



Method Train MSE Test MSE

FC Net 18.5 29.8
Pure OptNet 52.9 53.3
Total Variation 16.3 16.5
OptNet Tuned TV 13.8 14.4

Table 1: Denoising task accuracies.
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Figure 9: Example 4x4 Sudoku puzzle, showing initial problem and solution.

Fine-tuning and improving the total variation solution To finally highlight the ability of
the OptNet methods to improve upon the results of a convex program, specifically tailoring to the
data. Here, we use the same OptNet architecture as in the previous subsection, but initialize D to
be the differencing matrix as in the total variation solution. As shown in Table 1, the procedure
is able to improve both the training and testing MSE over the TV solution, specifically improving
upon test MSE by 12%.

4.2.3 Sudoku

Finally, we present the main illustrative example of the representational power of our approach, the
task of learning the game of Sudoku. Sudoku is a popular logical puzzle, where a (typically 9x9)
grid of points must be arranged given some initial point, so that each row, each column, and each
3x3 grid of points must contain one of each number 1 through 9. We consider the slightly simpler
case of 4x4 Sudoku puzzles, with numbers 1 through 4, as shown in Figure ??.

Sudoku is fundamentally a constraint satisfaction problem, and is trivial for computers to solve
when told the rules of the game. However, if we do not know the rules of the game, but are only
presented with examples of unsolved and the corresponding solved puzzle, this is a challenging task.
We consider this to be an interesting benchmark task for algorithms that seek to capture complex
strict relationships between all input and output variables. The input to the algorithm consists of a
4x4 grid (really a 4x4x4 tensor with a one-hot encoding for known entries an all zeros for unknown
entries), and the desired output is a 4x4x4 tensor of the one-hot encoding of the solution.

This is a problem where traditional neural networks have difficulties learning the necessary hard
constraints. As a baseline inspired by the models at https://github.com/Kyubyong/sudoku, we

implemented a multilayer feedforward network to attempt to solve Sudoku problems. Specifically,
we report results for a network that has 10 convolutional layers with 512 3x3 filters each, and
tried other architectures as well. The OptNet layer we use on this task is a completely generic QP
in “standard form” with only positivity inequality constraints but an arbitrary constraint matrix
Ax = b, a small Q = 0.1I to make sure the problem is strictly feasible, and with the linear term
q simply being the input one-hot encoding of the Sudoku problem. We know that Sudoku can be
approximated well with a linear program (indeed, integer programming is a typical solution method
for such problems), but the model here is told nothing about the rules of Sudoku.

We trained these models using ADAM [Kingma and Ba, 2014] to minimize the MSE (which we
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Figure 10: Sudoku training plots.

refer to as “loss”) on a dataset we created consisting of 9000 training puzzles, and we then tested 
the models on 1000 different held-out puzzles. The error rate is the percentage of puzzles solved 
correctly if the cells are assigned to whichever index is largest in the prediction. Figure 8 shows 
that the convolutional is able to learn all of the necessary logic for the task and ends up over-fitting 
to the training data. We contrast this with the performance of the OptNet network, which learns 
most of the correct hard constraints within the first three epochs and is able to generalize much 
better to unseen examples.

5 Conclusions

This report has detailed a methodology for learning machine learning models that are intended to 
be used in the loop of a more complex decision-making process. The basic approach is to adjust 
the model parameters directly to optimize the closed-loop performance of the system, in addition 
to simply the predictive accuracy of the model. Doing so requires that we differentiate through 
optimization layers, and we provide a methodology and algorithmic implementation for doing so.

There are a number of potential directions of research that this work suggests. At a high 
level, the methodology suggests an alternative to classical model learning, where we incorporate 
task-driven objectives that can be mixed with classical learning objectives. However, the nature 
of the optimization itself, which we consider to be stochastic optimization based upon sequential 
quadratic programming and stochastic optimization, can be extended to additional approaches. 
And the question of determining the best model class for different scenarios, and efficiently solving 
the optimization problem for large-scale systems, still remains a challenging open problem for future 
work.
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List of Symbols, Abbreviations, and Acronyms

• ADAM - adaptive gradient descent method

• CRF - conditional random field

• GPU - graphics processing unit

• KKT condition - Karush-Kuhn-Tucker conditions (named after authors)

• ML - machine learning

• MLE - maximum likelihood estimate

• PDIPM - primal dual interior point method

• QP - quadratic program

• ReLU - rectified linear unit

• RMSE - root mean squared error
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