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### Abstract

This document describes the Life Cycle Management Plan for the development of a high assurance secure product. A high assurance product is one for which its users have a high level of confidence that its security policies will be enforced continuously and correctly. Such products are constructed so that they can be analyzed for these characteristics. Lifecycle activities ensure that the product reflects the intent to ensure that the product is trustworthy and that vigorous efforts have been made to ensure the absence of unspecified functionality, whether accidental or intentional.

In particular, this document expands and unifies the testing requirements that are stated in the Life Cycle Management Plan, the Configuration Management Plan, and the Software Development Standards. This Quality Assurance (QA) Plan emphasizes requirements, restrictions, standards, responsibilities, etc., for these required tests. Specifically excluded from this plan, however, are the formal and semi-formal work, code correspondence, and covert channel analysis. In addition, there will need to be independent re-testing and penetration testing performed. It is also recognized that quality means more than just source code testing (such as conformance to documentation standards, correct spelling, etc.); those issues are currently covered in other documents.
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This document describes a preliminary design for quality assurance that was not executed within the research project that generated the document.

1 Introduction

This document has been written in support of a research project to publicly demonstrate and document how a high assurance product can be developed and distributed. A high assurance product is one for which its users have a high level of confidence that its security policies will be enforced continuously and correctly. Such products are constructed so that they can be analyzed for these characteristics. Lifecycle activities ensure that the product reflects the intent to ensure that the product is trustworthy and that vigorous efforts have been made to ensure the absence of unspecified functionality, whether accidental or intentional.

In particular, this document expands and unifies the testing requirements that are stated in the Life Cycle Management Plan [1], the Configuration Management Plan [2], and the Software Development Standards [3].

The kinds of tests that must be performed during and after a product has been built are specified in the Life Cycle Management Plan, and there is an assumption that the reader is somewhat familiar with the contents of that document. This Quality Assurance (QA) Plan emphasizes requirements, restrictions, standards, responsibilities, etc., for these required tests. Specifically excluded from this plan, however, are the formal and semi-formal work, code correspondence, and covert channel analysis. In addition, there will need to be independent re-testing and penetration testing performed. It is also recognized that quality means more than just source code testing (such as conformance to documentation standards, correct spelling, etc.), but those issues are currently covered in other documents.

Figure 1 shows the high-level flow of development and testing up to and including a quality assurance audit on the engineering tests.

This QA Plan has been written under the assumption that a small team of engineers is developing a product. Larger organizations and larger projects will likely require modifications to this plan to fit their needs.
**Rationale:** The flow shown in Figure 1 has all the product testing performed by the engineering staff prior to acceptance into the CM Repository, instead of performing all the testing on objects that are generated from the CM Repository. Unlike a low assurance development environment where the official code repository is the same as the development code repository, the CM Repository in this designed environment is physically separated from the developers, and changes are controlled by the CCB. In this environment, if the product tests were performed only after the CM Staff had generated objects from a CCB-approved source tree, then bugs found that late in the testing process would require the overhead of another submission to the CCB to fix the bug(s). Another alternative approach that was not adopted because of inefficiencies was to have the engineers perform the product tests before CCB submission, and then have the CM Staff repeat those tests after the product had been regenerated from CCB-approved items. The adopted approach has the engineering staff perform all the tests prior to CCB submission, and then have the CM Staff regenerate the objects and then compare those regenerated objects to the submitted objects to verify they are identical.
Figure 1  Development and Testing Flow
2 General Testing Requirements

All design documents shall be written in a format that allows for easy reference by their associated test plan. For example, a high-level design document shall uniquely identify design criteria such that the low-level design can cross-reference its design back to the high-level design upon which it depends.

All test plans (e.g., Product Test Plan) shall be written in a format that allows for easy reference to all test objectives. For example, a Subsystem Test Plan shall state its testing objectives in a format that shall allow the writer of the Subsystem Tests documents to reference the individual testing objectives stated in the plan, such as numbering all test objectives from T-1 to T-n.

Test plans shall describe the purpose or goal of each test. If there is a required order for the tests, e.g., to establish a desired state, then the rationale for the ordering shall be documented in the test plan for future reference. Security-relevant tests shall be identified in the test documentation.

When test documents are written, each individual test shall be identifiable in some fashion, for example by using a numbering scheme. A mapping shall then be given that shows the correspondence of each individual test to a test objective. This mapping shall show complete coverage of all test objectives.

Test documents shall be written with enough detail for independent parties to re-establish the same test environment and conditions, and allow such a tester to conclude that the test input was appropriate, and that the output produced a success or failure.

Test documents shall minimally be comprised of a procedure. This procedure shall describe the steps to be performed to execute a given test, and the expected outcome of the test. “The results of all test cases shall be documented.” [3] Space shall be provided in the testing procedures to allow the tester to describe the observed outcome, and other comments as necessary.

Testers shall be required to sign and date the completed procedure. If more than one person performs the tests, then those portions performed by each individual shall be noted. The completed, signed and dated procedures shall be submitted as evidence when the tested CI is submitted to the Configuration Control Board (CCB) for Configuration Management (CM), and shall be maintained as evidence by CM personnel.

“Testing strategies and test cases shall cover the following:

- Positive behavior
  
  Testing needs to show that all required functionality works as specified.

- Negative behavior
Testing needs to show that obvious undesired behavior is not present. For example, it is not enough to test whether an authorized subject can access an object; the testing shall also show that an unauthorized subject cannot access an object.

Where possible, all error conditions shall be tested to ensure that the condition is detected, and that the specified reaction is seen (e.g., the proper error code is returned).” [3]

When a test requires source code to be written, the mapping from the testing source code to a specific test or tests shall be documented in the source code. Because the size of the development group is assumed to be small, “it shall ... be acceptable for the higher-level tests to be written and administered by someone who wrote some of the modules comprising the subsystem and product. In such a case, a peer review of the higher-level test code shall judge whether the tests are complete.” [3]

The tests themselves do not need to be formally tested, but it is up to the CI Leader to determine the level of effort to show that the tests function properly. In addition, tests shall be reviewed as specified in Section 3, and shall comply with the coding standards. [3]

The CI leader shall avoid the appearance of a conflict of interest during the testing phases, e.g., having the developer who wrote the code do all the testing for the code, unless it is expressly permitted in the Life Cycle Management Plan.

The CI Leader has leeway to manage a CI, including how the CI source code and test code are handled before, during and after testing. However, the CI Leader shall demonstrate with a high degree of confidence that the CI source code being submitted to the CCB produced the object files that are being submitted with the source code, and that the test code being submitted was the code used to perform the testing. The test plan and test procedures shall provide controls and evidence to support that assurance.

If source code is changed before it is submitted to CM but after it has been tested (e.g., due to a bug fix, or a problem found during peer review), then it shall be retested. If source code is changed after a peer review has been performed, then the peer review shall be performed again, minimally for the portion that changed.

3 Requirements for Test Plan and Test Development

This following sub-sections describe the requirements for the various test plans and tests that must be developed.

3.1 Acceptance Plan and Acceptance Tests

“The purpose of the Acceptance Plan is to provide the strategy for testing a product before it is considered ready for delivery [to Integration]. The Acceptance Plan uses the Requirements Definition as its input.” [1]
“The Acceptance Tests are the tests, procedures, check-lists, etc., that implement the Acceptance Plan.” [1] The Acceptance Tests shall be reviewed by a non-author of the tests with at least the same technical ability. The review shall minimally verify that all the test objectives in the Acceptance Plan have all been covered, and that all required tests have been implemented.

The plan shall stipulate that the official Acceptance Tests (i.e., those that shall be kept as evidence) shall be executed against objects that have not been modified since their respective Subsystem Tests have been completed.

The Acceptance Plan and the Acceptance Tests shall be maintained in the same Configuration Item (CI) that contains the Requirements Definition. Evidence of the required reviews shall be included when the CI is submitted to the CCB for acceptance into CM.

Requirements for the actual execution of the Acceptance Tests are provided in Section 4.

3.2 Product Test Plan and Product Tests

“The Product Test Plan is the strategy for testing the completed product for compliance with the designed external product interfaces, as documented in the Functional Specification.” [1] The Product Test Plan shall be written in a manner that shows how all the external interfaces in the Functional Specification are covered by the tests.

“The Product Tests are the tests, procedures, check-lists, etc., that implement the Product Test Plan.” [1] All tests shall be reviewed by a non-author of the tests with at least the same technical ability. The review shall minimally verify that all the test objectives in the Product Test Plan have been covered, and that all required tests have been implemented.

The plan shall stipulate that the official Product Tests (i.e., those that shall be kept as evidence) shall be executed against objects that have not been modified since their respective Subsystem Tests have been completed.

The Product Test Plan and Product Tests shall be maintained in the same CI that contains the Functional Specification. Evidence of the required reviews shall be included when the CI is submitted to the CCB for acceptance into CM.

Requirements for the actual execution of the Product Tests are provided in Section 4.

3.3 Subsystem Test Plan and Subsystem Tests

The Subsystem Test Plan “is the strategy for testing the external interfaces of the completed subsystem, as documented in the High-Level Design.” [1] The Subsystem Test Plan shall be written in a manner that shows how all the external interfaces in the High-Level Design are covered by the tests. The plan shall require a full regeneration of subsystem files prior to testing.
“The Subsystem tests are the tests, procedures, check-lists, etc., that implement the Subsystem Test Plan.” [1] All tests shall be reviewed by a non-author of the tests with at least the same technical ability. The review shall minimally verify that all the tests specified in the Subsystem Test Plan have been covered, and that all required tests have been implemented.

The Subsystem Test Plan shall describe how the objects being tested will be protected from modification during and after the execution of the Subsystem Tests, up to and including their submission to the CCB. The plan shall provide a process for verifying the integrity of the objects at any time prior to their submission to the CCB.

The Subsystem Test Plan and Subsystem Tests shall be maintained in the same CI that contains the associated High-Level Design. Evidence of the required reviews shall be included when the CI is submitted to the CCB for acceptance into CM.

Requirements for the actual execution of the Subsystem Tests are provided in Section 4.

3.4 Unit Test Plans and Unit Tests
“The Unit Test Plan is the strategy for testing each module.” [1] The Unit Test Plan shall be written in a manner that shows how all the module interfaces in the Low-Level Design are covered by the tests. The plan shall provide a strategy for showing adherence to the Low-Level Design as well as development of any additional tests that are deemed necessary after a peer review of the source code has been performed.

“The Unit Tests implement the Unit Test Plan.” [1] The Units Tests shall be reviewed by a non-author of the tests with at least the same technical ability. The review shall minimally verify that all the tests specified in the Unit Test Plan have been covered, and that all required tests have been implemented.

The Unit Test Plan and Unit Tests shall be maintained in the same CI that contains the modules they are designed to test. Evidence of the required reviews shall be included when the CI is submitted to the CCB for acceptance into CM.

Requirements for the actual execution of the Unit Tests are provided in Section 4.

4 Composition and Test Execution Requirements
This section describes the requirements for performing the various tests.

4.1 Unit Tests
“Modules are implemented from ‘the bottom up’, meaning that the independent modules are implemented first. After each module is implemented, it must undergo unit testing. These bottom-layer modules then form the foundation for implementing modules in the next layer up. These modules then undergo unit testing before continuing to the next layer. And so it continues until all the modules have been implemented and unit tested.” [1]
“It is acceptable for the author of a source code representation of a module to write and administer the unit tests. This allows the module to be tested before other dependent modules are written.” [3]

Because perfection may not be possible, some problems may be identified during the unit tests that cannot be easily resolved, or are postponed for later action by the CI Leader. A flaw report for such problems shall be submitted in a timely fashion.

4.2 Subsystem Tests and CCB Submission

“After all the modules of a subsystem have been completely implemented and unit tested, the subsystem must be tested according to the Subsystem Test Plan.” [1] “It is possible for a subsystem to be completely implemented before the subsystems it depends on are implemented. In this situation the subsystem can be tested, as long as the dependent subsystems are emulated in some kind of 'test harness' with sufficient expected behavior of the unfinished subsystems. It is then possible to have a subsystem implemented, tested and baselined before these dependent subsystems are implemented. However, there must be a balance struck between the time and effort to implement such a test harness, and the time it will take to wait for the actual subsystems to be completed.” [1]

All flaws that are discovered during subsystem testing shall be promptly reported.

A subsystem can be submitted to the CCB for CM after it has “passed all its Subsystem tests” and “undergone appropriate reviews”. [1] However, for this QA Plan to work efficiently, all CIs that are expected to change for a given release shall be submitted simultaneously, as coordinated by the Project Manager. (See the sidebar Submitting a Subsystem to the CCB for the rationale for this requirement.) The submission shall include both source and generated files.

A subsystem may, in fact, be submitted to the CCB with known problems. The Project Manager, in consultation with the CI Leaders, determines whether the subsystem is “good enough” for submission. All known problems shall be identified by their unique flaw identifier in the submission paperwork, along with a justification for postponing action to a later release of the product.

When an identified subsystem CI is received by CM personnel for submission to the CCB, CM personnel shall perform a recompilation on a system separate from the CM Server. To verify that the generated files used for subsystem testing correspond to the submitted source files, the generated files shall be compared to the equivalent files on the submitted media. If they do not match, the CCB submission is returned to the CI Leader.

Comparing Object Files
Depending on the header format, an object file header may contain information, such as a time stamp, that is different for each recompilation, even if nothing has changed in the source files. In such situations there shall be a tool or manual procedures that “blocks out” such portions during the binary comparison of object files.
After the CI has been accepted by the CCB, the source files are checked into the CM repository. Another recompilation is performed within the CM system. The prospective official generated files are once again compared with the submitted object files to ensure that the baselined objects were the tested and approved objects.

### Submitting a Subsystem to the CCB

There are two general approaches for submitting a subsystem to the CCB, each with its own advantages and disadvantages. These approaches are described below.

- **Submitting subsystems as they are finished.**

  After a subsystem has completed its tests and reviews there is nothing to prevent it from being submitted to the CCB. One risk to this approach is that flaws may be discovered when higher-level subsystems exercise lower-level subsystems during their testing. That may happen anyway whether the subsystem is submitted to the CCB or not, but an additional submission would be required following any corrections, adding administrative overhead.

  Another problem with this approach is the necessity of submitting subsystems in a lower-level order, such that a higher-level subsystem cannot be submitted prior to any subsystems it depends on. If this was not done, then the recompilation or subsequent object file comparisons may fail because dependent files (e.g., header files) that have changed have not been submitted yet.

- **Submitting all subsystems at once.**

  One approach is to wait until all subsystems have been tested and reviewed before they are submitted to the CCB, and to submit them simultaneously to the CCB for approval. This would eliminate the problems described above. This is the approach used in this QA Plan.

### 4.3 Product Composition and Product Tests

“After all the subsystems have passed their tests, they are composed into a working version of the product. The Product Tests are applied against this composition.” [1]

Note that there shall exist a CI that includes the responsibility of doing product-wide “makes”, composing various subsystem object files into composed executable files, if necessary. These composed files are submitted as part of the CI CCB submission and verified in the same fashion as subsystem object files, namely, a build is performed by CM to verify that the CM-generated files are equivalent to those that exist on the submitted media. This product-wide build shall be performed from scratch (i.e., a “make clean; make”).
Prior to the execution of the Product Tests it shall be shown that the objects being tested have not been modified since their Subsystem Tests have been completed. Evidence of this integrity shall be maintained with the Product Tests and submitted to the CCB. In a larger organization this testing would be done by a separate group of engineers dedicated to testing, after the software engineers were “finished”.

Flaws found during the Product Tests shall be reported immediately.

4.4 Acceptance Tests

“The last testing step is to validate that the finished product meets the requirements specified in the Product Definition by performing the Acceptance Tests.” [1] The Acceptance Tests shall be performed using the same objects that were used for the Product Tests. Prior to the execution of the Acceptance Tests it shall be shown that the objects being tested have not been modified since their Subsystem Tests have been completed. Evidence of this integrity shall be maintained with the Acceptance Tests and submitted to the CCB.

Flaws found during the Acceptance Tests shall be reported immediately.

4.5 Vulnerability Analysis and Testing Analysis

“Another activity that must be performed on the product is a vulnerability analysis. This analysis takes the flaws found during testing (and other means), and ensures that the flaws cannot be used to violate the enforced security policies in some way. The outcome of this activity is recorded in a document known as the Vulnerability Analysis.” [1]

“In conclusion, after all tests have been performed, an analysis must be made to show that the testing included sufficient depth and breadth. The outcome of this activity is recorded in a document known as the Testing Analysis.” [1] This report shall also show that the ordering of tests did not conceal potential flaws.

4.6 Quality Assurance Audit

After a product submission has been approved by the CCB a quality assurance audit is performed. The audit minimally includes re-testing a sub-set of the Product Tests. The amount of re-testing is determined by the Project Manager.
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