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1 Introduction
This document has been written in support of a research project to publicly demonstrate and document how a high assurance product can be developed and distributed. A high assurance product is one for which its users have a high level of confidence that its security policies will be enforced continuously and correctly. Such products are constructed so that they can be analyzed for these characteristics. Lifecycle activities ensure that the product reflects the intent to ensure that the product is trustworthy and that vigorous efforts have been made to ensure the absence of unspecified functionality, whether accidental or intentional.

This document provides policy and process for developing and approving software-related Configuration items (CIs), giving more detail than was covered in the Life Cycle Management Plan (LCMP) [1]. This document does not replace the LCMP, it simply expands on the principles and processes the LCMP defined, and should not conflict with the LCMP in any way. Other documents will describe the standards for hardware development.

2 Coding Standards
This section describes the programming standards.

2.1 Language
An ANSI-C compliant language shall be used when programming trusted code, except in those rare circumstances when assembly code must be used (e.g., during initialization). The preferable language for untrusted code is also the C language, but other alternatives will be considered (e.g., shell scripts), depending on the situation. However, variations from the C language must be approved by the Configuration Item (CI) Leader.

2.2 Commenting and Readability
Comments are encouraged and shall use the “//” syntax because they lead to fewer mistakes than the “/* */” syntax. The “/* */” syntax is allowed when a comment is made in a “#define” statement to avoid potential errors in the pre-processing stage of compilation.

Tab characters shall not be used for white space, due to the inconsistent presentation of the amount of space a tab receives across applications. White space shall be introduced with the space character. Indentation of code blocks within a source file shall be four spaces.

Lines in a source file shall not be so long that they will wrap around to the next line when printed on an 8-1/2” x 11” piece of paper.

2.3 Constants and Macros
Constants shall only be used when associated with a #define construction. In other words, symbolic constants are the only allowable use of constants.
Macros shall only be used to implement code if the code is small, uncomplicated, and there is a concern about the impact on performance if it was implemented as a function. Use of macros shall be approved by the CI Leader, and such code shall be critically reviewed.

2.4 Scope
Variables are not allowed to be accessible outside the source file they are declared in. A variable can have scope across a source file if it is considered a “database” managed by the associated module. See Section 2.7.3.

2.5 Curly Braces
When curly braces are used to bracket a function, the beginning curly brace shall be on a line by itself, and the ending curly brace shall be followed by a comment that identifies the name of the function being terminated, as shown below:

```c
int foo(void) {
    // body
} // foo()
```

Otherwise, beginning curly braces are put at the end of the first line of a code block. The ending curly brace for such blocks may be followed by an optional comment, as shown below:

```c
while (temp < BOILING) {
    // body
} // while
```

All statements that follow a condition or loop statement shall be contained within curly braces, even if it is only one statement that could syntactically be done without braces. For example, the following shall **not** be used:

```c
if (temp < BOILING) temp++; // This is not allowed
```

Instead, the following syntax shall be used:

```c
if (temp < BOILING) {
    temp++;
}
```
If, then, else statements shall be written in the following style, with the else statement being on the same line as the previous ending curly brace and its own beginning curly brace, as shown below:

```java
if (temp) < FREEZING) {
   // body
} else if (temp < BOILING) {
   // body
} else {
   // body
}
```

### 2.6 Switch Statements

The following style shall apply for switch statements:

```java
switch (color) {
   case RED:
      // statements
      break;
   case GREEN:
   case BLUE:
      // statements
      break;
   default:
      // statements
      break;
} // switch
```

If a case shall purposefully “fall” through to the next case (i.e., no “break” statement is used), then it must be commented in the code, unless two or more cases are adjacent, as shown with the GREEN and BLUE cases above.
2.7 Types and Storage Classes

2.7.1 Const Type Specifier
“The const type specifier prevents objects from having their value changed” [2]. If an input to a function is not expected to change, then the “const” type specifier shall be used in the corresponding function declaration, as shown below.

```c
int isfrozen( const int freezingpoint, const int temp )
{
    int result = NO;

    if (temp <= freezingpoint) {
        result = YES;
    }

    return(result);
} // isfrozen()
```

2.7.2 Void Type Specifier
When a function does not have any arguments, the “void” type specifier shall be used to explicitly show it.

2.7.3 Static and Extern Storage Classes
Functions and variables declared outside of functions need to be explicitly declared as either the “static” or “extern” storage class. The “extern” storage class shall only be used when declaring exported functions.

The “static” storage class shall be used on all internal functions that are not to be exported by the linker, viz., all non-exported functions. “static” shall also be used on all variables that have file-level scope.

2.7.4 Type Conversion
The C language does not have strong type checking, which can introduce problems not easily identified during compilation time. Therefore, the policy in this section attempts to minimize such problems.

Type conversion shall not be used without an adjacent comment describing why it is used, and why it is safe. Extra special care shall be taken in the source code (e.g., range checks) when a type with a smaller memory size is receiving data from a bigger memory size, e.g., a 32-bit integer being assigned to a 16-bit integer. Peer Review shall inspect such code with extra care.
2.8 File Style

In general, the following order shall be used in files:

1. file header
2. ifndef statement (for header files)
3. include statements
4. define statements
5. variable definitions
6. function prototypes
7. function implementations (for source files)
8. endif statement (for header files)

Every source file will have a header with the same style, as shown below.

Describe here what the organization’s standard file header will contain, such as licensing information, contact information, developer information, modification descriptions, etc.

Version numbers, such as a CI version, shall not be used in the modification description in a file header. In the event of a branching of a source tree, however, the description of the modification may have informal advisory information about what was changed with respect to a version, as an aid for potential merging of the branches.

Header files (i.e., files with a “.h” suffix), shall have the following after the header described above:

```c
#ifndef _FILENAME_H_
#define _FILENAME_H_
#endif
```

Note that the syntax for the name definition is a leading and trailing underscore, with another underscore taking the place of the “.” in the file name. Everything is in uppercase. Therefore, if the name of the header file is “inputs.h”, then the line would look as follows:

```c
#ifndef _INPUTS_H_
#define _INPUTS_H_
#endif
```

In addition, the last line of every header file shall have the matching endif, as shown below:

```c
#endif // FILENAME H
```

2.9 Functions

Function prototypes for functions only used internally to a source file shall be specified in full (e.g., no ellipses for the list of arguments) near the beginning of the file, and shall be
declared with the “static” storage class. (See Sections 2.7.3 and 0). All prototypes shall be identical to the function implementation. Input arguments specified with the “const” type specifier shall be listed first in a prototype. A variable number of function arguments must be approved by the CI Leader. Function pointers passed as arguments must be approved by the CI Leader.

All input parameters must be validated before they are actually used.

As a general rule, functions shall return a status value, i.e., a success or failure code, which is returned as a function result, not as an output argument. A function without a return value must be approved by the CI Leader. The caller of a function shall check the returned status before continuing, and handle any errors appropriately.

Functions shall have one entry point and one exit point. For example, there shall not be multiple “return” statements in a function.

Within the processing of a function, output variables shall only be used to track the value of a potential output, and shall not be used for other purposes.

As a general rule, functions should be less than 100 lines in length (excluding comments).

2.10 C Language Constructs
Switch statements shall have a default action, even if it seems like such a case will never be seen.

Goto statements shall not be used unless explicitly approved by the CI Leader. Even then, it is expected that they will rarely be used, if ever.

Conditional compilation shall only be used to separate debugging statements and CPU architecture differences. Of the two types of conditional statements (#ifdef and #if), #ifdef shall be used for consistency, unless a feature of the #if style is the only way to accomplish a desired compilation.

2.11 Pointers
The explicit use of pointers is seen as both an advantage and disadvantage of the C language. Inappropriate use can lead to undesired behavior. Peer Review shall carefully inspect all use of pointers.

If the value of a pointer cannot be assigned when the pointer is declared, then it shall be initialized with NULL. Pointers shall be compared to NULL before they are first used within a given scope.

2.12 Naming Conventions
Function and variable names should not be overly long.

Symbolic constants and macros shall be defined in all uppercase characters.
All function names shall only contain lower-case characters, underscores and numbers.

All non-global variable names shall start with a lower-case character.

All variables that are global to a source file shall start with an upper-case character, followed by all lower-case characters.

Compound names shall be separated by an underscore.

### 2.13 Code Correspondence

This subsection needs to describe the requirements on software developers that will support the organization’s approach for code correspondence.

### 2.14 Assembly Language

As stated in Section 2.1, assembly language shall be used on a limited case-by-case basis. When it is used, the assembly code shall be placed in a C source file as inline code. Exceptions shall be approved by the CI Leader.

### 2.15 Peer Review

Prior to CCB submission, all code shall be peer reviewed by a person of similar skill level as the author of the item under review. The Peer Review shall not be performed until the code has been completed and the unit tests have been successfully performed, which shall be noted with their dates of completion in the review evidence. The reviewer is responsible for ensuring that the item conforms to all coding standards.

The peer review of a source file shall not be done by the author of the file. Because a CI may consist of many files that were authored by many people, the following shall be clearly noted in the review evidence: the author(s) of each file, and the peer reviewer(s) of each file.

### 3 Testing Standards

Testing strategies and test cases shall cover the following:

- **Positive behavior**
  
  Testing needs to show that all required functionality works as specified.

- **Negative behavior**
  
  Testing needs to show that obvious undesired behavior is not present. For example, it is not enough to test whether an authorized subject can access an object; the testing must also show that an unauthorized subject cannot access an object.
Where possible, all error conditions shall be tested to ensure that the condition is detected, and that the specified reaction is seen (e.g., the proper error code is returned).

The results of all test cases shall be documented.

It is acceptable for the author of a source code representation of a module to write and administer the unit tests. This allows the module to be tested before other dependent modules are written. Because the size of the development group is assumed to be small, it shall also be acceptable for the higher-level tests to be written and administered by someone who wrote some of the modules comprising the subsystem and product. In such a case, a peer review of the higher-level test code shall judge whether the tests are complete.
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