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Abstract

This report presents the results of the Foundations of Software-Oriented Architecture (FSOA) workshop held at the Third International Conference on Interoperability for Enterprise Software and Applications (I-ESA 2007). This workshop was organized to provide a forum for a concerted effort to develop a long-term, community-wide research agenda to bridge the gap between SOA research and the real needs of the practitioners in the field. An initial research agenda for SOA was presented along with three papers that focus on specific aspects of operations, engineering, and business challenges. The papers are each presented in this report, and the discussion and its implications for an evolving research agenda are summarized.
1 Introduction

Service-oriented architecture (SOA) has become an increasingly popular mechanism for achieving interoperability between systems. Standardization efforts are progressing, and a variety of tools are becoming available to support SOA development. Organizations, including banks, healthcare providers, and government agencies, are focusing on SOA as a way to reach a previously unachievable level of interoperability among their systems and agility within their business practices. At the same time, academic and industrial researchers are working on solutions to a range of relevant problems to address the needs of SOA adopters.

Significant progress is being made on several fronts; however, current research efforts seem to be proceeding in many directions in an uncoordinated fashion. There seem to be no clear, commonly agreed upon, overarching themes to focus research activity. As a result, there is a danger that important research needs will be overlooked while issues of peripheral long-term significance are investigated.

The Foundations of Software-Oriented Architecture (FOSOA) workshop, held at Third International Conference on Interoperability for Enterprise Software and Applications (I-ESA 2007), was organized to begin developing a long-term, community-wide research agenda. This agenda is meant to bridge the gap between SOA research and the needs of the practitioners in the field. The workshop organizers brought together researchers and practitioners to identify a set of focused research themes to explore the foundations of SOA.

This report contains four SOA research papers. Section 2 of this report contains the paper that served as background for the workshop and a draft research agenda. Sections 3 through 5 contain additional papers that were presented at the workshop.

- A Proposed Taxonomy for SOA Research by Kostas Kontogiannnis, Grace A. Lewis, and Dennis B. Smith. This paper presents the proposed taxonomy of SOA research issues organized into three areas or topics—business, engineering, and operations—plus an additional area of cross-cutting concerns (Section 2).

- Towards Adaptive Service Engineering by Daniel Schneider, Christian Bunse, and Klaus Schmid. This paper highlights the challenges and research issues in the context of engineering adaptable, service-oriented systems, and it represents an example of research on operations issues (Section 3).

- Bridging the Gap Between Object-Oriented Programming and Service-Oriented Computing by Sven De Labey, Marko van Dooren, and Eric Steegmans. This paper provides a basis for bridging the gap between the Java programming model and the SOA development paradigm and provides an example of engineering issues (Section 4).

- Model Driven Development of Service Oriented Architectures—Transforming Business Logic into Service Infrastructures by Xabier Larrucea, Gorka Benguria, and Stefan Schuster. This

---

1 The papers in this report that were presented at the workshop appear as they did in the original presentations; they have not been edited further (aside from adjusting their section, footnote, figure, and table numbers for the layout in this report and modifying the styles for citations and references).
paper addresses the challenge that different stakeholders interpret information captured in models from their own specific viewpoint. It presents experiences in the application of a Model-Driven Service-Oriented Architecture (MDSOA) framework and discusses a set of research challenges. This paper is an example of business research issues (Section 5).

Section 6 presents a summary of the discussions of the workshop. These discussions have been folded into the evolving SOA research agenda.
2 A Proposed Taxonomy for SOA Research

Authors: Kostas Kontogiannis,2 Grace A. Lewis,3 and Dennis B. Smith4

Abstract: Service orientation has been touted as one of the most important technologies for designing, implementing, and deploying large-scale, service-provision software systems. In this position paper, we investigate an initial classification of challenge areas related to service orientation and service-oriented systems. We start by organizing the research issues related to service orientation in three general domains—business, engineering, and operations—and include a set of concerns that cut across those domains. We further propose the notion of service strategy as a binding model for the three domains. Finally, we outline a set of emerging opportunities to be used for further discussion.

2.1 INTRODUCTION

Over the past decade we have witnessed a significant growth of software applications that are delivered in the form of services utilizing a network infrastructure. These services are available either on corporate intranets or on the internet and are delivered on open or proprietary network protocols. This approach to systems development is commonly referred to as service-oriented architecture (SOA), SOA-based systems, or service-oriented systems.

In this context, there has been gradual evolution. The first generation of service-oriented systems was based on monolithic components that could be reconfigured at compile time. Currently, the second generation of service-oriented systems is based on vertically integrated components that can be adapted and reconfigured at installation time and to some extent at runtime. Trends point to an emerging third generation of service-oriented systems that is cross-vertically integrated, context-sensitive, and reconfigurable in an autonomic, ad hoc, and on-demand manner [Fitzgerald 2006].

The gradually increasing adoption of service-oriented systems is supported by the technical and business communities. From a technical perspective, service-oriented systems are an approach to software development where services provide reusable functionality with well-defined interfaces; a service infrastructure enables discovery, composition, and invocation of services; and applications are built using functionality from available services. From a business perspective, service-oriented systems are a way of exposing legacy functionality to remote clients to implement new business process models by utilizing existing or third-party software assets, reducing overall IT expenditures while increasing the potential for innovation through software investments [Bieberstein 2006]. From either perspective, and despite their initially slow adoption and the conflicting standards proposed to support them, service-oriented systems are becoming the de facto approach to bridging the gap between business models and software infrastructure and for flexibly supporting changing business needs [Marks 2006].

2 National Technical University of Athens, kkontog@softlab.ntua.gr
3 Carnegie Mellon® Software Engineering Institute (SEI), Integration of Software-Intensive Systems (ISIS) Initiative, glewis@sei.cmu.edu (Carnegie Mellon is registered in the U. S. Patent and Trademark Office by Carnegie Mellon University.)
4 SEI, ISIS Initiative, dbs@sei.cmu.edu
It is clear that the SOA paradigm is having a substantial impact on the way software systems are developed. However, although significant progress is being made on several fronts, current efforts seem to evolve in many directions. As a research community that has gone through a substantial growth spurt, we find ourselves facing a great opportunity and challenge:

To better channel our research efforts, we should attempt to reflect upon our progress to-date, recognize how our efforts and results build on each other, and identify—and potentially prioritize—the areas that we still need to investigate.

In this position paper, we provide an initial classification of research issues pertaining to the business, engineering, and operation aspects of service-oriented systems, plus a set of cross-cutting concerns.

- Subsection 2.2 presents the main theme areas for issues related to service orientation.
- Subsection 2.3 outlines the taxonomy of SOA research issues.
- Subsection 2.4 presents examples of research issues in each area.
- Subsection 2.5 presents some emerging opportunities for research in service orientation.
- Subsection 2.6 provides a summary and outlines next steps.

### 2.2 SOA DOMAINS

The term *service orientation* implies distinct sets of issues and activities to different audiences. For example, to software engineers, it is all about functional requirements, components, integration techniques, messaging, tools, development environments, and middleware. To business people, it is all about implementing business strategies, enabling leaner IT departments, facilitating agile process models, and driving new service-delivery processes. Finally, to software-system users it is all about transparency, flexibility, ubiquitous access to services, and most importantly applications that ease their lives (e-government, e-health, entertainment). In fact, the service-orientation domain is so diverse and multidisciplinary that the term Services Science has already been adopted by industry and academia to denote the systematic study of the variety of issues related to all these variants of service orientation [Chesbrough 2006, Horn 2005, IBM 2008]. Furthermore, investigating and assessing the supporting technology, best practices, and guidelines for designing, implementing, adopting, and using SOA systems have strongly emerged as important aspects in this area [Allen 2006].

In an ideal SOA adoption setting (represented in Figure 2-1), an organization develops a service strategy that takes into account its business drivers, context, and application domain (the problem space). The service strategy defines the rationale for adoption of SOA, as well as goals and objectives. It also identifies a set of plans to achieve these goals and objectives (the planning space). The execution of these plans requires decisions to be made in the domains of business, engineering, and operations, as well as a cross-cutting domain that has an effect on the other domains. The cross-cutting domain includes such areas as training, education, and governance. Together, the four research domains compose our solution space. This classification of domains builds upon the notion of a conceptual model of business as considered in the IBM *Business Process Definition Metamodel* [IBM 2004a].
2.2.1 Business Domain

The business domain deals with the form and the impact that service orientation may take in a given organization, application domain, or context. Some of the drivers for service-oriented systems in this domain are the needs to be on-demand, customizable, trusted, compliant, agile, and measurable. Aspects of this domain therefore include business processes vis-à-vis service orchestration and choreography, organizational and financial aspects, ROI evaluation of service orientation-related IT decisions, new business models, widespread information dissemination, business strategies, workforce management methods, and service performance management.

2.2.2 Engineering Domain

The engineering domain deals with the main aspects of the service-oriented system life cycle. Some of the drivers for service-oriented systems in this domain are the needs to be reliable, secure, open, robust, efficient, and testable. Aspects of this domain therefore include process models that can be used to build service-oriented systems, requirement models for denoting functional and non-functional aspects, platform- and computational-independent architectural abstractions, design patterns, logging, model-driven code generation, verification, testing, and maintenance.

2.2.3 Operations Domain

The operations domain deals with the operation, evaluation, and optimization of service-oriented systems. Some of the drivers in this domain are for service-oriented systems to be ambient, user-friendly, high impact, pervasive, and adoptable. This domain therefore includes any aspects related to the adoption, monitoring, and support of deployed service-oriented systems.

2.2.4 Cross-Cutting Concerns

There are issues that have an effect on all the domains. These issues include governance, training and education, social and legal aspects, and people skills.
2.2.5 Service Strategy

At the core of an SOA environment is a service strategy, which ties the business, engineering, and operations domains together, informing the decisions made in each of these domains and reflecting the influence they have on each other.

The properties and characteristics of a service strategy can be identified. Service strategy provides the

- cause-effect and impact links behind the decisions taken at the business, engineering, and operations levels in an organization. For example, the service strategy will identify the rationale for selecting a technical solution, given a business decision or an operational requirement.

- top-level flow of activities for the life cycle of a service-oriented system

- common ground for the analysis of a service-oriented system that takes into account different perspectives and points of view. For example, a service strategy will provide the rationale for evaluating a system from a technical perspective given the specific constraints of its business and operational context.

Figure 2-2 depicts a service strategy at a high level. A service strategy is developed taking into consideration the business drivers for SOA adoption, the domain in which the organization operates, and the context for SOA adoption (such as budget, schedule, and policies).

A plan for the execution of the strategy is formulated, taking into account the business and service models for the organization. At a very high level, the business model is the representation of an organization’s business processes, and the service model is the representation of an organization’s existing services and how they relate to the business processes in the business model. The plan is executed and a service-oriented system is deployed. Data is collected for the evaluation and optimization of the service-oriented system and fed back into the formulation of the strategy and plans, thus reflecting the evolutionary nature of service-oriented systems.
2.3 RESEARCH CHALLENGES FOR SERVICE-ORIENTED SYSTEMS

In this section, we offer an initial classification of the research issues related to service orientation. The challenges listed under each category are still at a very high level. They are based on a preliminary literature search, expert opinions from academia and industry, as well as the authors’ experience. This list is by no means complete, and it is the intent of the authors to gather feedback from a wide community through exposure of the proposed classification and challenges.

2.3.1 Business Domain Research Topics

Strategy: How are SOA strategies matched to business goals? How are they justified?
- techniques to establish and document the business case for service orientation
- techniques for strategy selection
Mapping between Business Processes and Services: How are services mapped to business processes?
- techniques for service identification
- techniques and processes to support the strategic reuse of legacy components and services
- analytic methods for service evaluation—that is, evaluate how well a given service fits business needs
- techniques and processes for establishing relations between business and service models
- investigation of industry and domain-specific standards for business and service modeling
- processes to support the adaptation of services to meet changes in business processes

Management: How to manage service-oriented projects?
- models for workforce allocation—alignment of people across organizations to implement agile business processes; collection and analysis of data for workforce management and productivity optimization
- investigation of models for contract pricing and negotiation in an on-demand service setting
- models for organizational structures in SOA environments
- patterns and stereotypes for roles and responsibilities of the involved stakeholders
- investigation of the relation between IT metrics and business metrics
- methods, models, and representations for assessing the effectiveness of services
- use of operations research concepts and techniques in service-oriented environments

2.3.2 Engineering Domain Research Topics

Process and Life Cycle: How do processes and system life cycle change in a continuous running system in a distributed setting, with distributed and diverse stakeholders?
- development processes and methodologies for service-oriented systems—e.g., adaptation of existing methods, feature-oriented software development, and role of Component-Based Software Engineering
- service-oriented system life-cycle issues—such as managing a continuous running system in a distributed setting with distributed and diverse stakeholders

Requirements: How does one model manage evolvable and potentially conflicting requirements between different perspectives?
- modeling and management of nonfunctional/soft/evolvable and possibly conflicting requirements
- requirements specification, modeling, and management from different perspectives: service provider, service consumer, and infrastructure provider

Service Selection: Once candidate services are identified, how does one select the best service?
- service selection criteria—e.g., reliability, performance, and risk
- service evaluation techniques
- models to support strategic reuse
**Service Definition and Categorization:** What are best practices for service definition and categorization?
- taxonomy and repositories of best practices for the definition and classification of services
- guidelines for design decisions—e.g., appropriate granularity of services to be used
- techniques and models for the syntactic and semantic description of services

**Architecture and Design:** What are best practices for the architecture and design of service-oriented systems, especially in distributed, third-generation environments?
- modeling the dynamic runtime architecture of a service-oriented system
- features and properties for next-generation frameworks for development of service-oriented systems
- architectural styles for service-oriented systems
- architectures for data integration in service-oriented environments—e.g., mediation, consolidation, ownership, semantics, and metadata
- communication and connectors—synchronous, asynchronous
- styles and design decisions that favor certain nonfunctional requirements—e.g., design for security and design for performance
- architectures for service types—including data services (information as a service), business services, and infrastructure services
- design patterns for service-oriented systems and best practices of existing and new design patterns
- design for personalization, context awareness, and adaptation—e.g., time zones, language
- design for runtime, semantic-based discovery, and composition
- relationship between product lines and service-oriented systems
- protocol mediation and wrapping in multi-protocol environments

**Implementation:** What are best practices for implementing service-oriented systems?
- model-driven approaches and template-based code generation
- language extensions to support service-oriented development
- transactional support, exception handling, and compensations

**Tools and Products:** What are available tools and tool characteristics to support the engineering of service-oriented systems?
- integrated development environments to support service-oriented development—features such as model refactoring and incremental model synchronization
- evaluation guidelines for tool and product support
- support for service choreography and orchestration
- collaboration tools in distributed development environments
- service appliances—e.g., XML processing and security
Testing: How does one test at multiple levels in dynamic environments, including testing of elements that are potentially outside of an organization’s control?
- infrastructure testing—e.g., messages, specifications, model properties, and deployment descriptors
- functional service testing—white-box and black-box testing of services that considers all potential compositions
- integration testing—including transaction management, quality of service, load/stress testing, composition, workflow simulators, orchestration, versioning, monitoring, and regression testing
- system testing in dynamic environments
- simulation and what-if analysis testing
- acceptance testing—possibly more diverse than typical acceptance testing
- practices for service providers to support system testing of their consumers
- test beds and benchmarking

Deployment: What are techniques to ease the deployment of services in heterogeneous platforms, especially in third-generation systems?
- pre-start checks to ensure that all required components and configurations are properly set
- techniques for multi-platform support configurations
- techniques for context and location awareness support

Maintenance and Reengineering: What does maintenance and reengineering look like in a dynamic, heterogeneous, and potentially distributed development and maintenance environment?
- evolution patterns
- tools, techniques, and environments to support maintenance activities, including dependency and impact analysis, change control, and management
- multilanguage system analysis and maintenance
- reengineering processes
- tools for the verification and validation of compliance with constraints
- round-trip engineering in service-oriented systems

2.3.3 Operations Domain Research Topics

Adoption: What can ease the adoption of service-orientation for a service consumer?
- investigation of requirements and types of portals and related collaboration environments
- analysis and models of customer adoption processes
- investigation of methods for evaluating and assessing service usability
- issues and models related to the adoption and advertisement of services, from the perspectives of service and infrastructure providers
**Monitoring:** To provide feedback for SOA strategy, what does one measure and how does one measure it in SOA environments? How can monitoring be used for runtime adaptation?

- techniques for monitoring of business processes in an SOA environment, including instrumentation and logging
- operations monitoring for auditing purposes
- models of self-healing systems—runtime diagnostics and dynamic-reconfiguration methods
- techniques for resource allocation and configuration management in an SOA environment—e.g., virtualization and runtime provisioning

**Support:** How does one provide service consumer support in deployed service-oriented systems?

- techniques and methods for operations support in an SOA-enabled organization—e.g., problem management
- techniques and models for the specification and dissemination to all stakeholders of the appropriate service-level agreements

### 2.3.4 Cross-Cutting Research Topics

**Governance:** How does one model and implement SOA governance?

- techniques and processes to model policy, risk, and trust and to ensure that a service acts on requests that comply with claims required by policies
- investigation and compilation of repositories and guidelines of best practices for compliance monitoring in given domains

**Social and Legal Issues:** What are the social and legal effects of service orientation?

- social and legal implications related to the deployment and use of services
- legal compliance
- roles of service orientation in social computing

**People Skills/Capital:** What skills and resources are needed for successful implementation of service-oriented systems?

- skills required to develop, use, and maintain a service-oriented system
- matching needed services with user skills and abilities

**Application Domains:** Are there service-orientation aspects that are specific to certain domains?

- investigating application domains and potential impact, such as health care, government, finance, banking, electronics, telecommunications, and automotive
- establishing, where appropriate, industry and domain-specific standards for data, services, business processes, best practices, and performance indicators

**Enabling Factors:** How does one enable SOA adoption?

- analysis of technology issues as an enabler for service orientation

**Stakeholder Management:** How does one manage so many diverse stakeholders?

- techniques to mediate different and diverse stakeholders’ needs, requirements, and views
Training and Education: What do we need to teach people to deal with service orientation?
- establishing the area of services science
- investigating and developing appropriate university curricula

2.4 A RESEARCH AGENDA FOR SOA—SELECTED TOPICS

A goal for this work is the publication of an SOA Research Agenda that will become a source of topics for researchers in industry and academia to advance the state of the practice and the rate of adoption of service orientation as a systems development paradigm.

As an example of the work in progress, we have selected several topics for further elaboration in the following subsections. For each research topic, we give a rationale to indicate why it is important. Then, we present a set of references under current efforts as examples of work being done in each area. Finally, we present specific the challenges and gaps in each research area.

2.4.1 Examples of Business Research Topics

2.4.1.1 Strategy Selection

Rationale
SOA provides the potential of enabling greater cost-efficiency, agility, adaptability, leveraging of legacy investments, and interoperability between systems and organizations. However, the wrong strategy can result in an expensive collection of random services that are never used. Table 2-1 shows some examples of how different business needs and goals lead to different SOA strategies.

Table 2-1: Examples of Business Needs and SOA Strategies

<table>
<thead>
<tr>
<th>Business Needs and Goals</th>
<th>Focus of SOA Strategy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Increase information available to customers</td>
<td>- Easy-to-use and customizable portal</td>
</tr>
<tr>
<td></td>
<td>- Services that provide information of interest for customers</td>
</tr>
<tr>
<td>Integrate business partners</td>
<td>- Infrastructure to support integration with business partners potentially running on different computing platforms</td>
</tr>
<tr>
<td></td>
<td>- Back office integration</td>
</tr>
<tr>
<td></td>
<td>- Identification of business rules</td>
</tr>
<tr>
<td>Improve internal business processes</td>
<td>- Identification of key business processes</td>
</tr>
<tr>
<td></td>
<td>- Elimination of redundancy</td>
</tr>
<tr>
<td></td>
<td>- Services that access legacy systems</td>
</tr>
</tbody>
</table>

Current Efforts
Regardless of the business goals it supports, a successful SOA strategy should include [Lewis 2007]
- evidence of fulfillment of critical business goals
- alignment with organizational enterprise architecture and current and future information technology (IT) infrastructure
- realistic choices of technologies and infrastructures
- realistic and gradual adoption strategy
- adequate SOA governance structure
• priorities for implementation
• reuse strategy across internal and external organizations

Case studies and vendor methods (e.g., IBM, AgilePath, and Software AG) are converging on the need for establishing a direct connection between business strategy and SOA strategy. However, in practice, the lines between SOA strategy and SOA governance are blurred, resulting in a focus on the “how to implement” rather than the “what to implement,” which can result in pressure for developing solutions that may be sub-optimal. As an example, there is more work on how to model business processes rather than on how to determine which business processes provide the greatest potential for modeling.

Challenges and Gaps
Important research topics in this area are those that address the identification of appropriate SOA strategies, such as

• a set of SOA strategy patterns that map abstract business goals and needs to potential SOA strategies or elements of a SOA strategy
• guidelines for iterative selection of services based on business goals and needs as well as metrics collected from deployed services

2.4.1.2 Business Case for SOA
Rationale
In general, there is recognition that SOA adoption can provide business agility, adaptability, legacy leverage, and integration with business partners. Given these goals, an important criterion for making business decisions concerns the amount of investment that is required for SOA adoption and the projected payoff over a certain period of time.

Current Efforts
There is current work that identifies the business value of SOA adoption in various industries, as indicated by references such as

• Tilley et al discuss the business value of web services when used for enterprise application integration or business-to-business (B2B) commerce [Tilley 2004].
• Brandner et al claim enhanced integration capabilities of its core banking system through the use of web services [Brandner 2004]. There are other Australian, U. S., and Finnish success stories in the banking industry.
• Pujari discusses the pros and cons of self-service technology, potentially enabled by SOA technologies, in the Canadian B2B industry [Pujari 2004].
• Linthicum has written several articles on the subject, including one in which he proposes a formula for calculating the relative value of SOA adoption [Linthicum 2006].

There are other case studies and articles that provide anecdotal evidence of the business value of SOA adoption. Many of these studies are sponsored by vendors or co-authored with vendors. The problem is that these are examples of point solutions that make it difficult to generalize across organizations. A comprehensive framework for understanding the business value of SOA has not yet been developed.
Challenges and Gaps
The largest gap in this area is that more vendor-neutral data needs to be gathered. Current efforts have focused on individual case studies and there have not been rigorous analyses that can be generalized. This triggers another important question: How does an organization measure common benefits associated with SOA adoption, such as business agility, legacy leverage, or increased interoperability? An important research focus is to gather data from both success stories and failures, find commonalities, and start to develop a framework for calculating the business value of SOA adoption.

2.4.1.3 Organizational Structures

Rationale
Moving toward a service-oriented environment is a cultural shift for organizations, especially for those that have not had a business process focus. It will most probably require restructuring of business as well as IT organizational structures, and this restructuring will drive roles and responsibilities, budget, and development.

Current Efforts
There is recognition that service-oriented systems require different types of organizational structures and roles that enable alignment between business and IT.

- Bieberstein et al propose an organizational model that enables cross-business unit teams [Bieberstein 2005].
- Balzer suggests the creation of an architecture office responsible for the responsible for the alignment between SOA efforts and the business requirements [Balzer 2004].
- McClure proposes a matrix structure between service managers and owners that will the goal of providing service delivery and support that is aligned with business goals and objectives [McClure 2006].

Research efforts have begun to specifically identify roles and responsibilities in service-oriented systems development [Kajko-Mattsson 2007, Kajko-Mattsson 2008, Pai 2007]. However, there is very little documented evidence in the public domain that organizations have gone far along the “SOA path.” Most case studies are pilot efforts or point solutions that describe a single experience rather than an adoption of SOA as a complete approach to systems development that would require changes to organizational structures.

Challenges and Gaps
There is a need for more concrete guidance on proper organizational structure for service-oriented development that goes beyond the recognition of the need for business and IT alignment and cross-functional teams, especially in cases when services will be consumed across various lines of business (LOB).

- How does having shared services change the existing organizational structure inside an enterprise?
- Who funds these shared services?
- Who owns these shared services and is responsible for creating and maintaining them?
- Are there variations between effective organizational structure by organization type, domain, and culture?
Best practices and guidelines that are based on success stories (in specific domains) are needed so that they can be leveraged by other organizations.

### 2.4.2 Examples of Engineering Research Topics

#### 2.4.2.1 Development Processes and Methodologies

**Rationale**

Development processes and methodologies for service-oriented systems have to deal with a very dynamic SOA environment—the market is dynamic, business processes are dynamic, and technology is dynamic. What this means is that service-oriented systems are in constant evolution, to the point that the term “perpetual beta” is used to describe the state of a service-oriented system. Development processes and methodologies have to be capable of dealing with this dynamicity.

Another aspect that characterizes development in this environment is that there should be a “discover and reuse” mentality instead of a “build from scratch” mentality. Development processes and methodologies should enable reuse.

**Current Efforts**

IBM has defined a life cycle for SOA-based systems that is practice-based and consistent with other work on SOA life cycle [Borck 2006, High 2005, Rodriguez 2005, Veryard 2004]. This SOA life cycle, presented in Figure 2-3, consists of the following phases: modeling, assembly, deployment, and management.

- **Modeling** is the process of capturing business requirements, business goals, and objectives and transforming them into business process specifications—the business model. The modeling phase also includes the analysis of the model through what-if scenarios applied to the business processes.
- **Assembly** deals with implementation issues: the business models are implemented by reusing existing services or creating new services. Functional testing is part of this phase.
- **Deployment** includes service dependency resolution, capacity planning, hosting infrastructure definition, and system testing.
- **Management** refers to the operational activities that keep the applications running, as well as to the measurement of IT and business performance indicators, logs, and traces for auditing and feedback for other phases of the SOA life cycle.

![Figure 2-3: SOA Life Cycle Mapped to SOA Governance Phases](image)
The instantiation of the SOA life cycle should be done in the context of what is known as SOA governance, as also shown in Figure 2-3 [Brown 2006, Windley 2006]. SOA governance is the process of establishing the chain of responsibilities and communications, policies, measurements, and control mechanisms that allow people to carry out their responsibilities. SOA governance itself has a set of phases: plan, define, enable, and measure. (Challenges associated to SOA governance can be found in Section 2.4.4.1.)

1. The Plan phase documents the existing IT capabilities and defines a governance plan.
2. The Define phase defines or modifies the governance processes and the governance infrastructure.
3. The Enable phase deploys the governance mechanisms and infrastructure, as well as the policies.
4. The Measure phase monitors the compliance with policies and the effectiveness of the governance.

SOA governance typically includes policies and procedures, roles and responsibilities, and design-time and runtime forms [Gold-Bernstein 2006].

Given the focus on business requirements and processes as well as the need to incorporate governance, there is recognition of the differences between traditional development and service-oriented systems development, as indicated by several terms currently used to describe development in SOA environment:

- Policy-Driven Development approaches focus on following policies through to deployment.
- Business-Driven Development uses business requirements to drive service design and construction.
- Business-Process-Oriented Development uses business processes to drive service identification, development, and deployment.

Application life-cycle management and integrated development environments are starting to incorporate SOA life-cycle elements.

Challenges and Gaps
The major gap in this area is that there is characterization of software development processes for SOA environments, but very few concrete processes (i.e., most of the focus is on what needs to be done but not on how to do it). Ziemann et al express this problem as follows:

*The reason for this reluctance [refers to SOA adoption reluctance] is the existence of serious gaps in current SOA development methods: they describe how to technically implement a SOA on a green field, and do not describe how business requirements influence this development, nor do they pay enough attention for integrating the characteristics of existing systems [Ziemann 2006].*

Another problem is that some work considers the case of multi-organization development, where there is separation between service provider and consumer, but most development processes are targeted to single-organization development environments. There have to be processes that accept this emerging trend and include elements that allow for asynchronous development of service consumers and service providers belonging to different organizations. An example of one of these elements is service mocks [Woolf 2005]. Using service mocks is a simple technique that takes use
cases and converts them to tests, which then are used to create service mocks (mock objects) that pass the tests.Mocks are shared between service provider and consumer.

2.4.2.2 Design for Runtime Service Discovery and Composition

Rationale
Runtime discovery and composition of services can only be possible with semantically described services. A significant area of current work and research in dynamic binding is that of Semantic Web Services (SWS), which uses a markup language that is descriptive enough for a computer to obtain the information it needs to discover, compose, and invoke web services without human intervention. SWS are usually described using concepts from an ontology to provide the shared semantics between service provider and service consumer.

Current Efforts
There are multiple ongoing efforts for the semantic description of services. Four different recommendations have been submitted to the Worldwide Web Consortium (W3C):

- OWL Web Ontology Language for Services (OWL-S)
- Semantic Web Services Framework (SWSF)
- Web Service Semantics (WSDL-S)

The Semantic Web Services Interest Group was created to charter the integration of this work. This group produced a recommendation for Semantic Annotations for WSDL and XML Schema specification [W3C 2007].

Challenges and Gaps
This is a very difficult, unsolved problem. The greatest challenge is that there is still not a standard for SWS. The tool support for current efforts is weak, and there are few examples of industrial use. One of the main challenges, specifically related to service design, is the granularity at which services are to be described and thus the precision that can be achieved during discovery [Küster 2007].

2.4.2.3 Support for Context Awareness

Rationale
In a context-aware SOA environment, services can be selected and adapted every time, according to the user and invocation context requirements and profiles:

- provision of a service with different performance, reliability, or security characteristics according to who invokes the service and from where it is invoked
- provision of a service that returns information based on user’s language, time zone, invocation environment

Current Efforts
There are several service discovery mechanisms in use today:

- DHCP (Dynamic Host Configuration Protocol)
- UPnP (Universal Plug and Play)
- SLP (Service Location Protocol)
- Jini, UDDI (Universal Description, Discovery and Integration)

Unfortunately, none of these mechanisms enable location-based services, semantic discovery, adaptive services, or dynamic composition. WS-Context is an OASIS 2007 specification with the goal of “providing a definition, a structuring mechanism, and service definitions for organizing and sharing context across multiple execution endpoints” [OASIS 2007]. Even though the specification refers to execution context and not consumer context, some of the extension points could be used to provide this type of information to a web service.

Advances in semantic service descriptions have the potential for supporting context awareness because they could be used to increase precision. In Section 2.4.2.2, we talk about some of the work, challenges, and gaps in this area.

**Challenges and Gaps**

There is a need for significant research on how SOA infrastructures can enable service discovery that is

- adaptive: Service changes its characteristics according to the context in which it is used or invoked.
- semantically based: Service is described in terms of its behavior not its name or signature or API.
- context-aware: Different services may be selected in a given time according to the context (who/where/time) the service is accessed. The following questions have to be answered in order to support context awareness in SOA environments:
  - What is context?
  - How can context best be modeled and represented?
  - How can semantic description of services be used to facilitate context-aware discovery?
  - What are the SOA infrastructure requirements in a context-aware service provision environment?

**2.4.2.4 System Testing**

**Rationale**

In an SOA environment, system testing means end-to-end testing. The problem is that in SOA environments, systems components are distributed, deployed on heterogeneous platforms, and often not even available.

**Current Efforts**

The market for tools to test for SOA environments (mainly for web services) is growing. Tools are available to perform testing at multiple levels—from business processes to messages—as well for qualities such as availability, performance, and security. However, most testing tools are incapable of building composite interdependent tests across technology platforms, languages, and systems. Also, most testing tools assume control over all elements of the service-oriented system. Sometimes client developers typically only have access to interfaces (e.g., Web Services Definition Language [WSDL] description files in the case of Web Services) and lack access to code. This has triggered some research into the use of gray-box testing, which is appropriate when there is limited knowledge.
Challenges and Gaps
The challenges in system testing are driven by the distributed, heterogeneous nature of service-oriented systems components and a growing market of third-party services, which means that there is not a single owner of the complete system. This triggers some challenging research topics such as

- dynamic testing in distributed, heterogeneous environments
- service certification
  - What does a certification process look like?
  - What can be certified?
- enhanced service repositories that provide test cases for services
  - How are test cases specified?
- test-aware interfaces for service consumers to test services
  - Given that providers would need to have test instances of services, how are these testing services specified, and how do service consumers become aware of their existence?

We also need to recognize that it is not always possible to do end-to-end testing. In such cases, interesting research topics are

- simulation of service-oriented system environments
- best practices for exception handling

2.4.2.5 Reengineering Processes

Rationale
Because it has characteristics of loose coupling, published interfaces, and a standard communication model, SOA enables existing legacy systems to expose their functionality as services, presumably without requiring that significant changes be made to the legacy systems. Migration of legacy assets to services has been achieved within a number of domains—including banking, electronic payment, and development tools—showing that the promise is beginning to be fulfilled. While migration can have significant value, any specific migration requires a concrete analysis of the feasibility, risk, and cost involved. The strategic identification and extraction of services from legacy code is crucial as well.

Current Efforts
There are not many reengineering techniques that focus on a “full-circle” model; one is the SOA-Migration Horseshoe proposed by Winter and Ziemann and shown in Figure 2-4 [Winter 2007]. This approach integrates software reengineering techniques with business process modeling and recommends applying reverse engineering techniques to extract a Legacy Enterprise Model from the legacy code. Then, applying enterprise modeling techniques, a Consolidated Enterprise Model is created, from which services are identified using forward engineering techniques. Finally, legacy code is mapped to services via wrapping or transformation.
The larger amount of work is on techniques in the bottom portion (the open end) of the horseshoe for exposing legacy functionality as services, mainly Web Services [Chawla 2007]. Tools to support this type of migration are available as language libraries or integrated into common Integrated Development Environments (IDEs) such as the Eclipse Web Tool Platform (WTP) and the .NET development environment, or as part of infrastructure products such as Apache Axis [Eclipse 2008, Shodjai 2008, Apache 2005].

Some work on techniques and research proposals that takes into consideration business goals and drivers when making migration decisions to an SOA environment; that is, it is consistent with a strategic approach to SOA adoption. These techniques work in the “top portion” of the horseshoe.

- The Service Migration and Reuse Technique (SMART) is a method for determining the feasibility of migrating legacy systems to a SOA environment, which takes into consideration business drivers as well as characteristics of the legacy system [Lewis 2007]. The output of this method is a migration strategy that includes preliminary estimates of cost and risk and a list of migration issues.

- Ziemann et al agree that “rather than being of a purely technical nature, the challenges in this area are related to business engineering: How can a sub-functionality be identified as a potential service, or how can business process models be derived from a legacy system.” They propose a business-driven legacy-to-SOA approach based on enterprise modeling that considers both the business and legacy system aspects [Ziemann 2006].

- IBM offers a method called Service Oriented Modeling and Analysis (SOMA) that focuses on full system development but has some portions that address legacy reuse: “SOMA facilitates integration with techniques for analyzing legacy applications, custom and packaged, to identify, specify and realize services for use in a service-oriented architecture. It breaks out the business functions of each existing application, identifying candidate services that can be used to realize business goals under the new architecture. It also identifies potentially proble-
matic areas and highlights areas where new services need to be developed or sourced from an external provider.” Unfortunately, there is not much public information on the method [IBM 2005]. Not surprisingly, most major vendors have embraced the migration of legacy systems to SOA environments and offer services in this area.

- Cetin et al propose a mashup-based approach for migration of legacy software to pervasive service-oriented computing platforms [Cetin 2007]. The interesting aspect about this work is the inclusion of presentation services, which is not typical. The approach combines two views: top-down, starting from business requirements, and bottom-up, looking at legacy code. Business requirements are mapped to services and integrated through a mashup server, which eliminates the need for developing specific applications to access the services.

Finally, there is work related to the identification of services in legacy code, addressing the “left portion” of the horseshoe.

- In the context of web services, Aversano et al propose an approach that combines information retrieval tracing with structural matching of the target WSDL with existing methods. It performs first library schema extraction and then feature extraction to build a WSDL document from the legacy code. Then, it compares the generated WSDL document with the target WSDL document using structural matching.

- Also in the context of web services, Sneed proposes an approach that consists of salvaging the legacy code, wrapping the salvaged code, and making the code available as a web service [Sneed 2006]. In the salvaging step, he proposes a technique for extracting services based on identifying business rules that produce a desired result.

**Challenges and Gaps**

The ideal reengineering process would be one that implements the SOA-Migration Horseshoe. The problem is that there are currently techniques and tools that implement portions of the horseshoe but not the full horseshoe. An important area of research would be the development of concrete processes that implement the horseshoe and tools (or suites of tools) to support the process. The automation of this process would be a very complex task that is worth investigating.

Also, as stated by most of the people doing work in this area, the real challenge is mining legacy code for services that have business value. Research topics in this area include

- tools and techniques for analyzing large source code bases to discover code that is of business value
- metrics for “wrapability” and business value to determine reusability
- application of feature extraction techniques to service identification, given that services usually correspond to features [Sneed 2007]

---

5 This proposal was made in a paper called “Identifying Services from Legacy Code: An Integrated Approach.” Aversano, Di Penta, and Palumbo presented the paper at the working session on Maintenance and Evolution of SOA-Based Systems (MESOA 2007), held on October 4, 2007 in Paris, France, in conjunction with the 23rd IEEE International Conference on Software Maintenance (ICSM 2007).
2.4.3  Examples of Operations Research Topics

2.4.3.1  Service Level Agreements

Rationale
A service-level agreement (SLA) is a formal and bilateral contract between service provider and consumer to specify the requirements and uses of specific services. An SLA is essential for establishing trust between service providers and service consumers. In a growing third-party service market, SLAs can be used to differentiate and select from various available services, help service providers anticipate demand and plan their resource allocation accordingly, and serve as a mechanism for risk mitigation.

Current Efforts
There is a need for standardization, specification, and guidance for using SLAs in a SOA context. Web Service Level Agreements (WSLA) is a specification and reference implementation by IBM that provides detailed SLA specification requirements for enabling the monitoring of SLA compliance, guidance on how these requirements are addressed in the WSLA specification, and a WSLA framework that allows monitoring of SLAs at runtime [IBM 2007a]. CBDi provides basic guidance on how to approach SLAs from service consumer and service provider perspectives at a higher level than WSLA [CBDi 2006]. Given that most SLAs are based on specifying the required quality of service (QoS) for a service, an active research area is modeling and implementing various QoS attributes in service-oriented and dynamic environments.

Challenges and Gaps
An important contribution to SOA adopters would be the creation of a generic and standardized framework for SLA management across enterprises as well as lines of business inside an organization. This would involve providing appropriate automation and support for (1) mapping contractual SLAs to standard and actionable implementations and (2) monitoring and managing service level at runtime. In the area of QoS, more work needs to be done in understanding QoS of composite services, especially when lower level services in a composite service are provided by different providers.

2.4.3.2  Service Usability

Rationale
A market of third-party service brokers and providers is emerging, as shown by companies such as Amazon Web Services (www.amazon.com), SEEC Inc. (www.seec.com), the IBM SOA Business Catalog (http://catalog.lotus.com) and StrikeIron (http://www.strikeiron.com). In this service market, the characteristics that can make a service more or less attractive can include capabilities, SLAs, and usability. The characteristics that make a service more usable or less usable can include interface design; options in messaging protocols, language, and others; add-ons such as test cases and test instances; and any other metadata that can tell consumers more about the service [Houlding 2007].

Current Efforts
The concept of service usability and user-centered service design is starting to emerge [Abascal 2006, Hai 2006, Martens 2003]. Regarding service usability, many guidelines for service interface design have been published. However, good service interface design does not necessarily map directly to usability (i.e., a very good but complex service may not promote usability). User-centered service design is the involvement of the service consumer in service interface design,
similar to work of Nielsen, Constantine, and others on user-centered design and usability techniques [Nielsen 1993, Constantine 2000]. However, the ability to establish user-centered services is more complex in large organizations or groups of organizations where service developers do not have access to service consumers.

Challenges and Gaps
Challenges remain in this area, such as

- What characterizes usability in a service-oriented context?
- What lessons learned from user interface design and user-centered design can be applied to service interface design?
- What does the service market look like? What are organizations in that market looking for?
- How can these issues be captured and embedded in best practice for service engineering?

2.4.4 Examples of Cross-Cutting Research Topics

2.4.4.1 SOA Governance

Rationale
An InfoWorld 2007 SOA Trend Survey indicates that lack of governance is the main inhibitor for SOA adoption [InfoWorld 2007]. Effective SOA governance requires rules that define roles, responsibilities, and appropriate use of standards; make the expectations of a diverse set of stakeholders explicit; provide for SLAs; and monitor compliance through metrics and automatic recording and reporting.

Current Efforts
A number of organizations such as IBM, AgilePath, and Software AG have developed sophisticated models of SOA governance. These models focus mostly on relationships to corporate enterprise architecture, use of registries, SOA life-cycle management, SLAs, metrics on policy enforcement, effectiveness of services, and use of services. A number of tools have also begun to automatically incorporate metrics and aspects of governance.

Challenges and Gaps
Most efforts to define and implement governance are driven by vendors and guided by the governance aspects that can be automated by their tools. As with the business case for SOA, most case studies are anecdotal and idiosyncratic. An interesting research topic would be to establish an abstract model for SOA governance and its variations within different domains. A starting point could be the establishment of SOA governance elements, similar to what has been done at Hartford Inc. and the creation of a template, similar to some work done by Burton Group [Afshar 2007, Manes 2007].

2.4.4.2 Education: Services Science

Rationale
Services science is a concept that merges technology with an understanding of business processes and organization, an identification of critical problems, and the tools that can be applied to correct them [Chesbrough 2006]. The term was coined by IBM and applies to services in general. It is becoming accepted in industry and the academic world as an area of active research called SSME (Services Science, Management and Engineering) [IBM 2008].
Current Efforts
SSME educational programs have begun at universities in the United States, Canada, Brazil, the United Kingdom, Finland, Sweden, Israel, China, and Hong Kong. The scope of SSME goes beyond that of service in the SOA context. The term service is so broad that SSME programs are finding it difficult to establish a focus; therefore, they tend to generic. To go beyond the basics, Chesbrough and Spohrer pose the need for a unified model for service innovation as a challenge for services science, and Spohrer and Maglio call for a research agenda to understand service system evolution [Chesbrough 2006, Spohrer 2006].

Challenges and Gaps
The major challenge for training and education related to SOA is how to fit services science topics into already full curricula in computer science, business, and IT programs. Applicable skills include business and information technology, as well as the human factors that go into a successful services operation. Questions that need answers include

- What SOA-specific aspects can be extracted from services science, and how can they be operationalized?
- Into which programs are services science topics most appropriately placed?
- Are new, cross-disciplinary programs needed?

2.5 OUTLOOK—EMERGING OPPORTUNITIES
There are conflicting views with respect to the usefulness of service-orientation and its related implementations and standards (e.g., web services). At one extreme, service-orientation proponents advocate it as the solution to addressing the needs of the next generation software applications. At the other extreme, service-orientation non-believers advocate that it is just hype that has not delivered on promises and has been plagued by limited adoption by the industry. We believe that the truth is somewhere in the middle. On one hand, service orientation is a very promising paradigm for large systems. On the other hand, it is useful and should be considered if and only if there is a proven need, business case, and demand for it. We advocate that service orientation is and should be business-driven and demand-driven.

Service-orientation is not the solution to all problems. There are certain types of problems—such as interoperability, integration, choreography, context awareness, and design of ultra-large-scale distributed, service-based applications—where service-orientation can be of benefit. There are other types of problems and contexts where the technologies that support service orientation are not enough, or where the investment is too large to justify its implementation. We are also experiencing a healthy growth of technologies that are taking us gradually to the third generation of service-oriented systems, where context sensitivity, adaptivity, and “autonomicity” become important requirements.

Overall, the outlook for service orientation is very positive and with it come the challenges to support this paradigm, as well as the opportunities for new research. The quest for third-generation service-oriented systems will also provide an interesting set of challenges.

2.6 CONCLUSIONS
In this paper, we provide an initial classification of research issues in three domains—business, engineering, and operations, plus a set of cross-cutting research topics. Even though our thoughts
have evolved since the execution of this workshop and the taxonomy has changed based on feedback from this and other workshops, the essence of the research topics remains the same.

Despite the slower than desired adoption of service-oriented systems in industry, we believe that the outlook is very positive, provided that service orientation is always considered and applied within specific contexts and in order to solve problems that are suited for the technologies supporting it. Furthermore, we argue that for service orientation to succeed there must be a demand and a strong business case for it. There is a large amount of initial research in the engineering and operations domains and less in the business domain. This finding in itself exposes a large potential for research, if we believe that service-orientation adoption should be business- and demand-driven. Hence, we note the need for a service strategy. The next steps for this work are to publish an SOA research agenda with the results of our research. A longer-term goal for this work is the establishment of an SOA research community of interest to continue evolving the agenda as well as exploring the identified research topics.
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Abstract: Technical systems are increasingly becoming an imminent part of human life. A growing trend is that systems are embedded in technical devices and working continuously without human intervention. However, this implies that these systems run for a long time without human control. As the environment changes, the systems need to adapt themselves. One approach to address these challenges is the use of service-oriented development paradigms. This paper highlights the challenges and research issues in the context of engineering adaptable, service-oriented systems. Challenges are identified based on the development plane they might appear in (i.e., service-, application-, and infrastructure engineering). We finish by discussing in detail the expected benefits and open research issues.

3.1 INTRODUCTION

Software systems are becoming more and more an imminent part of human life. Especially the amount of software systems that are not directly visible and/or working (together) in the background is constantly increasing. This, in turn, has also increased the need for software systems that can adapt themselves at runtime (i.e., to react to varying resources, errors, or changing requirements).

A good example for such systems is the domain of ambient-intelligence (AmI) systems (e.g., assisted living, smart-home, etc.). In its vision, the AmI paradigm is related to ubiquitous computing systems as described by M. Weiser in 1993 [Weiser 1993], but puts a special emphasis on proactive and intelligent behaviour. Such systems have to react to varying resources (e.g., bandwidth, accessibility of servers, etc.) and errors. Users are demanding for systems that guarantee for a specific quality of Service (QoS), security, safety, and flexibility of platforms. In addition, such systems have to adapt to changing requirements, and heterogeneous infrastructures, while working autonomously. Additional challenges arise from the fact that AmI systems heavily rely on embedded devices with scarce resources (i.e. energy, memory, processing power).

The recent advent of the service-oriented-architectures (SOA) paradigm seems to be a promising step forward. The core idea behind SOA is to enable the dynamic selection, orchestration and ex-
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execution of services (i.e., discretely defined sets business or technical functionality) to achieve a specific result for the service user – who might be a real person as well as another service. Thus, the application of SOA promises increased flexibility and maintainability, independency of technology and functionality, improved reuse, and ease of communication. However, technologies and methods are needed to use SOA effectively for the development of adaptive systems.

When applying SOA principles during software development it appears that frequently a number of candidate services or components are available that might or might not be used during system composition. Unfortunately, these often do not match perfectly to the given requirements and have to be matched as “best fit” based on their different properties. The relevant criteria usually also include extra-functional properties as, for instance, a specific quality of service (QoS). Obviously, one of the major challenges is to answer the question which services should be used in order to obtain a user-acceptable behaviour – and which should be avoided. Moreover, the compliance with the negotiated contracts has to be monitored over the execution time. Based on changes in user expectations, resource situations, service landscape or environmental conditions it may be necessary to adapt specific services (or compositions thereof). To realize such adaptive behaviour, the corresponding adaptation requirements need to be taken into account throughout development and must be realized by adequate runtime mechanisms in the architecture.

The envisioned solution towards this problem, as highlighted in this paper, is the creation of a development framework that facilitates the understanding and application of the entire spectrum of adaptive mechanisms in engineered systems. Thus, the framework has to cover the engineering of services, the composition of services into new systems (i.e., application engineering), and the infrastructure (e.g., protocols, message exchange, etc.).

The remainder of this paper is structured as follows. Subsection 3.2 discusses the issues of integrating adaptation into the service-oriented paradigm by examining various forms of adaptation and a concrete application scenario. Subsection 3.3, examines the areas of service-, application, and infrastructure engineering, and discusses the most prominent challenges in the development of adaptive service-based systems for each area. Finally, Subsection 3.4 provides a short summary and an outlook towards upcoming research.

### 3.2 ADAPTATION IN SERVICE-BASED SYSTEMS

While adaptation is certainly not the only challenge in service-based systems, it is nevertheless an important one. In particular, the inherently dynamic nature of ambient systems strongly requires the existence of adaptation mechanisms in order to address issues of appearing and disappearing services, as well as to react to problems with quality levels of services.

#### 3.2.1 Background

Approaches to software adaptation usually differ with regard to when the adaptation occurs and to how the adaptation is performed. As for the former, adaptation can occur at development time, at compile/linking time, at load time and at runtime. And as for the latter, adaptation can be accomplished by a change in algorithms/behaviour, by a change of parameters or by a change of the software composition. As an example consider the use of compositional adaptation in different approaches for software adaptation at different points in time: At development time compositional adaptation is employed in the course of Software Product Lines (SPL) [Clements 2001] or Component-Based Software Engineering (CBSE) [Heineman 2001] with custom-off-the-shelf (COTS)
components. At compile time, compositional adaption occurs as an ingredient of Aspect Oriented Programming (AOP) [Kiczales 1997]. Load time composition is, for instance, performed by Java Virtual Machines. Dynamic composition at runtime is a constituent of Service Oriented Architectures (SOA).

Of course, in the context of SOA, different types of adaptation at different points in time could be beneficial (consider a combination of SOA and SPL e.g.). However, independent from the actual “how” (i.e. adaptation of composition, behaviour or parameters), the most significant step regarding increasing dynamicity, and unfortunately also regarding increasing complexity of the realization, is when adaptation is taken into runtime. Runtime adaptation implies the existence of mechanisms that acquire and assess the current situation and corresponding means to adapt the system accordingly. With that being an integral part of adaptive service-based systems we will further elaborate on this aspect in the remainder of this section.

### 3.2.2 Dynamic Adaptation in Service-Based Systems

In the following we describe a typical application scenario which illustrates the types of dynamic adaptation that could occur (i.e., in an AmI system): Imagine the user wants to have a video conference. The application knows how to map the abstract service characterization to ranges of acceptable qualities (i.e. non-functional or QoS properties) and specific functional parameters of underlying services. This mapping may also be influenced by current context information as, for instance, the service user and his location. Regarding this concrete example, let us assume the application requires a video service and an audio service at a certain user specific quality. The information on the required service is submitted to the infrastructure as a look-up request. The infrastructure has then to match the request to corresponding services. Services in turn describe the mapping of their provided functionalities and corresponding non-functional properties to low-level resources. This information is also used by the infrastructure for eventually selecting a service or a service composite (i.e. service aggregate consisting of many other services; in this case a “video conference” service consisting of a video service and an audio service) that suits the user needs as well as the resource situation. Subsequently, a corresponding service contract can be established. Such service contracts must be managed actively to ensure contract compliance over the service execution time.

Dynamic composition obviously plays a central role in adaptive service-based systems. It is required to tackle the dynamic orchestration of services based on their specifications, the current resource situation and available context information. However, as hinted at the end of our example, another important aspect is the maintenance of contract conformance over the service execution time. Contract violations must be recognized to trigger appropriate counter measures as, for instance, renegotiation of contracts or even dynamic recomposition of services. To this end, it may not be adequate to use compositional adaptation alone considering fast changing non-functional properties, resources and context as triggers for dynamic adaptation. This would either lead to a rather coarse grained adaptation behaviour which adapts only in some rare occasions or to a rather inefficient treatment with a huge overhead due to steady recompositions. A more viable approach would be to define contracts with ranges of acceptable values of properties and to establish adaptation mechanisms that maintain such properties within the predefined ranges. Such adaptation mechanisms must be relatively “light weight” compared to compositional adaptation since they ought to operate on a much shorter timescale. Renegotiation of contracts or even recomposition of service composites would then only occur when it is no longer possible to main-
tain the service properties within the predefined ranges. In fact, this idea of having different types of adaptation mechanisms, of different weight, working on different timescales, is not new for other domains. In the domain of QoS-aware communication, for instance, it is common to distinguish between QoS-control and QoS-management mechanisms [Aurrecoechea 1998].

These considerations naturally strongly influence the challenges in the development of such systems as presented in Section 3.3.

### 3.3 CHALLENGES IN THE DEVELOPMENT OF ADAPTIVE SERVICE-BASED SYSTEMS

In the development of adaptive service-based systems we can distinguish three major activities: *service engineering, application engineering* and *infrastructure engineering*. In the following we will further elaborate on those three activities and discuss the specific challenges therein.

#### 3.3.1 Service Engineering

Services that are provided independently to concrete applications by providers must find their market, i.e., specific applications that are relevant to them. As a consequence, we need to systematically identify specifications of services that will be market-relevant. During runtime, it must be possible to identify these services appropriately, thus service specifications are required as a basis for lookup, negotiation and composition of services. As illustrated in Section 2, these specifications must describe both, functional and non-functional properties of the service. As for the functional specification, a widely recognized specification technique is the *component interface definition language* (CIDL) [OMG 1999]. A good survey on current work in specification techniques for non-functional properties can be found in [Jin 2004]. In the web-service community the *web services description language* (WSDL) [W3C 2001] is widely used. In order to automate the identification of the service capabilities, matching of specifications and composition of services, a semantic service specification would be required. This, however, also implies the need for corresponding infrastructure mechanisms (i.e. semantic matchmaking).

In addition to the typical issues to be addressed by a method (i.e., defining what, when, and how to do) a service engineering methodology should specifically address adaptability. This also includes support for the integration of adaptation mechanisms (graceful degradation and scaling e.g.) into services like introduced in Subsection 3.2.

#### 3.3.2 Application Engineering

Application engineering is the development of new, possibly adaptive systems while integrating pre-existing services. Interestingly, the problems and challenges are closely related to those of the component world that aim at building systems with COTS components. However, service-orientation adds a new level of difficulty by aiming at adaptation and “open” connectivity. In general, according to [Bunse 2006] the expectation of building systems from prefabricated parts is the belief that prefabricated parts will provide good reliability, will help to save time and cost, and will follow the market trend (i.e., the evolution of the selected part will follow the market trend). Although, there is no direct influence on evolution, users still trust that the vendor will update the part according to market needs. Despite these hopes of simply engineering new systems from prefabricated parts, components, or services, several risks must be considered. On the one hand developers must take possible adaptations into account. Furthermore, it is necessary to monitor the “wider” environment as well as own capabilities (e.g., location, user capabilities, results of system
itself, etc.) to be able to react quickly to changing factors. The environment and its varying context factors must be examined in order to define the level of adaptability the system needs. In addition, it is also important to be aware of user needs since reactions/adaptations must be in the interest of the user.

Application engineering methods should explicitly support the acquisition of relevant information and the flexible specification of service-based systems. In particular, this requires the specification of adaptation and reasoning techniques. Concerning the first challenge possible candidates of such techniques are pre-defined architectures or architecture-patterns offering solutions to recurring problems in the development of service-based systems. Concerning the second, techniques are needed to "reason" (pre-coded, or explicit reasoning) about potential adaptations. This also requires considering issues of scalability.

### 3.3.3 Infrastructure Engineering

Infrastructure engineering supports the development of specific, yet open, platforms for adaptive services. Such platforms are specific with respect to their capabilities and they must be open towards services and applications that might not be known at development time. The infrastructure must provide standard mechanisms that realize the central functionalities of a service oriented system. As illustrated in Section 2, such mechanisms include service brokers, facilities for (semantic) lookup, specification matching and service composition, context management and specific QoS functionalities.

A corresponding engineering framework might incorporate standard (generic) architectures, standard mechanisms (realizing SOA functionalities, QoS and adaptation), corresponding patterns and guidelines to build concrete systems based on the constituents named before.

### 3.4 SUMMARY/OUTLOOK

This paper gave an overview on adaptive service engineering, its challenges, expected benefits and open research issues. We based our discussion on a distinction of the three development planes of adaptive service-based systems: Service Engineering, Application Engineering and Infrastructure Engineering. Concerning service engineering we see challenges in the specification, covering functional and non-functional properties, as well as in the identification of relevant services at development and run-time. This also includes methodological support for the integration of adaptation mechanisms.

Concerning application engineering we see challenges that are comparable to those of component-based development wrt. to quality, risks, etc. Furthermore, it is necessary to examine the environment and its varying context factors for defining the level of adaptability a system needs. Therefore, the acquisition of relevant information and the flexible specification of service-based systems is a major challenge.

Concerning infrastructure engineering we need standard mechanisms, including service brokers, facilities for (semantic) lookup, specification matching and service composition, context management and specific QoS functionalities in order to realize the central functionalities of a service oriented system.

As a consequence, we want to build a framework that provides means (methods, tools, etc.) for specifying and modelling adaptive services, for integrating mechanisms that ensure adaptation at development and run-time, and means to handle infrastructure needs.
More precisely, we want to develop approaches and tools, covering the explicit description of functional and non-functional service properties that can be provided or are required. Moreover, based on those specifications, application developers should be supported concerning the identification of the “best-fit” services according to their needs. As for the infrastructure, there needs to be support with regard to the integration of mechanisms that cover the central SOA functionalities, mechanisms that monitor and manage contract compliance at runtime, and mechanisms that realize context management. To this end, we want to propose generic architectures, standard mechanism, design patterns and guidelines for the instantiation of concrete architecture.
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Bridging the Gap Between Object-Oriented Programming and Service-Oriented Computing

Authors: Sven De Labey, Marko van Dooren, and Eric Steegmans

Abstract: Object-oriented programming languages deliver the main technology for implementing enterprise systems, but they are losing pace with the rapidly evolving paradigm of Service-Oriented Computing. This is mainly due to inadequate support for dealing with service volatility and distribution issues. In this paper, we focus on the growing distance between Java and Service Oriented Computing. First, we discuss the disadvantages of the current Java programming model in the context of developing SOA applications. Then, we provide a basis for bridging the gap between both programming paradigms.

4.1 INTRODUCTION

The emergence of Service Oriented Architectures (SOA) imposes new challenges on software development [Papazoglou 2003]. These challenges originate from (1) the distributed nature and (2) the inherent volatility of remote services. Being distributed, remote services are confronted with availability problems due to network errors and server outages. Being volatile, service applications must cope with newly joining services, service migration, incompatible service updates and service deprecation. Additionally, customers require services to be tailored to their own personal needs, thus creating a need for dynamic service selection and Quality of Service (QoS) negotiation.

Platforms such as Java Enterprise Edition 5.0 [JCP 2006] offer the main technology for implementing enterprise systems, but their programming models only support static service binding based on URLs hardcoded in source code annotations and deployment descriptors. Consequently, support for dynamic service selection and failover must be implemented over and over again, making Java less appealing for the implementation of applications running on dynamic service architectures.

In this paper, we show that object-oriented programming languages need specialized language constructs for dealing with the new challenges introduced by SOAs. This language extension improves other object-oriented solutions in two ways. First, it allows us to build highly available SOA applications by providing language concepts for failover. Second, the extension deals with the volatile nature of services by supporting late service binding, QoS negotiation, and optimal service selection.

This paper is structured as follows. Subsection 4.2 shows how Java fails to provide adequate support for SOA applications and Subsection 4.3 shows how these problems can be tackled by introducing new language constructs. We present related work in Subsection 4.4 and we conclude in Subsection 4.5.
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4.2 THE JAVA PROGRAMMING MODEL FOR SERVICE APPLICATIONS

From the release of the Java API for XML-based Web Services 2.0 (JAX-WS [JCP 2005]), the Java Enterprise Edition programming model [JCP 2006] includes an annotation, @WebServiceRef, to define a web service reference. The information found in this annotation typically consists of (1) the location of the remote WSDL file and (2) the type of the service interface, as shown in the code sample below. The runtime system uses this information to initialize the field with a reference to the remote service endpoint.

```java
@WebServiceRef{
    wsdlLocation="www.wsdlurl.com"
    type=T.class
}
T myService; //initialized by container
```

From the viewpoint of service-oriented computing, this level of support is problematic for a number of reasons:

1. Static Service Binding. The use of wsdlLocation attributes hardwires service references to physical web service locations, thus requiring code revisions to handle service migration and service deprecation. But this is not manageable because the annotations to be updated may be scattered throughout the entire application. An alternative approach could be to externalize service addresses in a deployment descriptor [JCP 2006], but even then, the dynamic nature of web services causes (1) frequent and complex revisions of a verbose XML file and (2) application redeployment.

2. Flexibility. There is no support for dynamically selecting and injecting the optimal service from a set of competing services because each instance variable is bound to exactly one service endpoint. By forcing customers with different QoS requirements to use the same service, however, the flexibility of the entire application is severely limited.

3. Distribution. @WebServiceRef annotations make it impossible to reroute requests to backup endpoints. If a service crashes, the client must either wait until that service recovers, or wait until someone updates the annotation and redeploy the application. Both solutions are unacceptable.

4. Reusability. Exporting the application to a new service architecture forces developers to rewire every @WebServiceRef annotation to the services in that new environment. This is not manageable because the annotations to be updated are scattered throughout the entire application.

5. Program Comprehension. Java makes the programmer responsible for implementing service selection and failover. These algorithms cooperate tightly with the business logic, which obstructs a clean abstraction into reusable libraries or aspects. But the occurrence of these algorithms in the business logic decreases both the readability and the modularity of the source code, which in turn increases maintenance costs as well as the probability to introduce bugs in newer versions of the software.

6. Web Service Sessions. Complex business operations often comprise multiple client-service interactions, grouped into a session. Java offers no support for demarcating such sessions, thus forcing programmers to devise their own transaction semantics for each business operation.
Towards Language Support for Agile Service Applications

We propose to extend the Java programming model in two ways. First, we introduce declarative language concepts that offer support for dynamic service selection, transparent failover, and the definition of QoS constraints. Second, we make the compiler responsible for injecting algorithms that handle these non-functional requirements based on information gathered from our new language constructs. This allows programmers to focus on the business logic, leaving all technical issues to the middleware, which allows for modular software development, as shown in Figure 4-2.

4.3 LANGUAGE CONSTRUCTS FOR SOA APPLICATIONS

We define two constructs for dealing with the problems mentioned in Subsection 4.2. First, service pools allow for late service binding and transparent failover. Second, declarative operations enable developers to specify QoS constraints and quality attributes for optimizing and personalizing service selection.

4.3.1 Service Pools as a Type System Extension

In Subsection 4.2, we have shown that transparent failover and dynamic service selection are not supported in Java because the container can only inject a single reference per annotated instance field. We solve this problem by introducing the concept of a pool variable. Instead of referring to a hardwired service URL, such pool variables point to a collection of interchangeable service endpoints. The runtime transparently injects a service from this collection, and in case of a failure, reinvokes the operation on another pool member (typically a replica of the failing service) without a need for user intervention.
Pool variables differ from normal Java variables in that they have a type qualifier, pool, to indicate that the compiler must insert algorithms for service selection and transparent failover. But there is no syntactic difference between invoking operations on pools and invoking operations on normal fields: the logical view of a service pool is a single remote reference. The following code, for instance, declares a pool variable and invokes a fault tolerant operation on a service selected from the corresponding pool fsP:

```java
class FlightService_FS_Pool {
    pool FlightService fsP;  //transparent pool initialization
    fsP.bookFlight();  //transparent failover
}
```

### 4.3.2 Pool Initialization

Pool references should not be initialized by application programmers since this would bring back the problems of hardwired service references. Instead, pools are transparently initialized by the pool manager, a new service of the runtime system (see Figure 4-2). This manager scans through the service path [De Labey 2006] to find appropriate services. Such a service path is similar to the Java classpath, but it consists of service URLs instead of class locations. Another way of adding service endpoints is by relying on external discovery mechanisms. Pool initialization is discussed in more detail in our technical report [De Labey 2006].

### 4.3.3 Enforcing QoS Constraints on Service Pools

Often, programmers need to limit pool membership to those services that comply with a number of QoS constraints. By lacking runtime support for QoS negotiation, Java forces programmers to write code for iterating through a list of candidates, querying them for QoS properties, and retaining those services that comply with the imposed QoS constraints. We avoid this repetitive work by introducing a declarative operation, where, that accepts the QoS constraints as a boolean condition (this is shown in the left part of Figure 4-3). The runtime system is responsible for constraining the pool to those services that comply with this condition. Creating a pool of services that provide a flight from locX to locY, for instance, can be written as:

```java
pool FlightService fsSeq where fsSeq.offersRoute(locX, locY);
```

### 4.3.4 Optimal Service Selection based on Preferences

The pool qualifier is used to denote a collection of equivalent services and allows to view a set of replicated services as a single service endpoint. Often, however, some services in the pool have more interesting properties than others, thus breaking our equivalence assumption, making the use of the pool qualifier less appropriate. Therefore, we introduce a subtype of the pool qualifier, sequence, to indicate the existence of these user preferences in a service pool. Preferences are specified using the orderby operation (this is shown in the right part of Figure 4-3). For example, customers willing to minimize their traveling costs, may induce an order on the FlightService pool by creating a sequence with the ticket price as a sorting attribute:

```java
sequence FlightService fsSeq orderby fsSeq.getTicketPrice();
```
4.3.5 Pool Sessions Support Ad Hoc Web Service Transactions

The execution of a complex business operation often comprises multiple interactions between the client and a web service. This set of method invocations is called a session, and for consistency reasons, it is crucial that the pool variable is bound to the same service for the entire session. Therefore, we introduce session{...} blocks to combine related web service interactions into sessions. On entering a session block, the runtime injects a service into the pool variable, which is then locked until the session ends successfully, or until the injected service becomes unreachable. In the latter case, the runtime injects another pool member, and restarts the entire session. Thus, session-scoped locks enable atomic, fault-tolerant interactions with remote services.

4.4 RELATED WORK

Language constructs for fault tolerance were proposed by Cardelli in [Cardelli 1999]. Related concepts are available in WebOz [Hadim 2000], WebL [Kistler 1998], XL [Florescu 2003], and Aries [Pereira 2004]. Our approach extends this proposal with declarative operations for optimizing service selection.

ActiveXML and BPEL [IBM 2003a] suffer from hardwired service references, but this problem is solved by introducing implicit service invocation in [Benbernou 2005]. This approach resembles our proposal, but developers are still forced to pollute their business logic with code for handling availability problems.

A lot of solutions based on Aspect-Oriented Programming have been proposed to deal with cross-cutting concerns such as security, logging and fault tolerance. The proposal that most resembles our approach is the Web Services Management Layer (WSML) [Verheecke 2004], which enables hotswapping of unreachable services. We provide transparent failover in a similar way and add support for fine-tuning service selection (where and orderby).

4.5 CONCLUSION

The Java programming model relies on hardwired service URLs and offers no support for important SOA challenges such as dynamic service selection and binding, transparent failover, QoS negotiation, and web service sessions. Forcing developers to implement these algorithms decreases the readability and maintainability of the source code, at the same time limiting reusability and flexibility of the SOA application.

We argue that an extension of Java is necessary to deal with these new challenges and equip developers with type qualifiers, declarative operations, and session blocks. These concepts foster the development of modular applications that can handle dynamic changes in the service architecture without requiring programmer intervention.
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Abstract: Service Oriented Architecture (SOA) is a new paradigm for building loosely coupled systems and is considered particularly useful for integrating existing system components and applications. It furthermore facilitates the re-use of existing assets and the management of the inherent complexity of systems.

Business processes are used to define the business logic of an organisation. The practice of modelling these business processes is a means for coherently and consistently representing all elements involved in the operational processes of the organisation at conceptual level. But when using these business process models as requirements specification for the ICT infrastructure that is supposed to support them, the “Chinese whispers” effect comes into play. The different stakeholders interpret the information captured in these models from their specific viewpoint, which usually leads to misconceptions and loss of information.

This paper presents the experiences made in applying a Model Driven Service Oriented Architecture (MDSOA) framework as a potential solution for the current situation and discusses the shortcomings and challenges of this concept as of today.

5.1 INTRODUCTION

Due to phenomena like globalisation [Levitt 1983], outsourcing and ever faster changing market needs, to name only a few, the need to increase revenue figures by reducing production and maintenance costs [Ayad 2002] becomes quintessential for many organisations. In order to respond to this situation, the software industry applies several strategies to reduce the time needed to adapt the existing ICT (Information and Communication Technology) infrastructure to changing business needs, which range from methodological approaches [Griss 2002], such as agile techniques, to infrastructural approaches, such as service orchestration tools [Peltz 2003].

Service Oriented Architecture (SOA) [W3C 2004b] is a new paradigm for building loosely coupled systems and is considered particularly useful for integrating existing system components and applications. It furthermore facilitates the usage of existing assets (reuse) and the inherent complexity management of systems [Endrei 2004].
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Business processes are used to define the business logic of an organisation and several languages, some of them under standardization, exist for defining them [IBM 2004b, Troux 2002]. The usage of business process models brings several advantages when an organisation is planning to change its actual structure to achieve greater efficiency. Business process models are capable of coherently and consistently representing all elements involved in the operational processes of the organisation at conceptual level, which helps users to get a common understanding of the process from different perspectives. Unfortunately, the transformation of business process models into an ICT infrastructure is in many cases not sufficiently formalized: When simply using process models as requirements specification for system development, the “Chinese whispers” effect comes into play. The different stakeholders, in this case, business expert and system developer, interpret the information captured in these models from their specific viewpoint, which usually leads to misconceptions and loss of information. The resulting information systems consequently lack of flexibility and traceability and the complexity of checking the consistency between the business and system layer increases.

As a result of this situation, three major problems can be summarized:

1. Organisations do not use a standard, unified and widely adopted business process definition language.
2. Information systems are implemented in a proprietary format, on a specific platform and their communications and connections are not easy to implement.
3. Information systems do not support the business processes. There is a gap between business process models and their information systems implementations.

The Model Driven Architecture (MDA) [OMG 2003] initiative is promoting the usage of models for describing, building and deploying system architectures. Applying an MDA vision to enterprise architectures as well as system architectures provides the means to build model based systems that avoid or reduce the loss of information while they increase the separation of concerns, flexibility and traceability.

5.2 MDSOA FRAMEWORK

The approach presented in this paper is based on the usage of the SOA paradigm from a model driven point of view. A meta-model has been identified for each of the three abstraction levels defined in the MDA specification [OMG 2003]: computation independent model (CIM), platform independent model (PIM) and platform specific model (PSM).

Business processes are computational independent and therefore they are related to the CIM. SOA was selected to represent the platform independent level (related to the PIM) and Web Services were chosen as the specific platform (related to the PSM) to implement SOA. In the ATHENA project [ATHENA 2004a], three specific meta-models were defined to represent each abstraction level:

- **POP* (Process, Organisation, Product, + other relevant dimensions) [ATHENA 2004b]** was selected as the meta-model to represent and exchange business processes. POP*, through its meta-model and UML profile, is able to represent the following enterprise dimensions: process, organisation, product, decision, and infrastructure. The POP* meta-model is a high abstraction level model (related to the CIM) representing the business aspects an organisation wants to model.
- PIM4SOA (Platform Independent Model for Service Oriented Architecture) [Benguria 2006, SourceForge 2007a] is a meta-model for representing service, process, information and quality of service elements. This meta-model allows to describe services, their collaborations, information, etc. in a platform independent (related to the PIM) way.

- WSDL (Web Service Description Language) [W3C 2001] and BPEL (Business Process Execution Language) [IBM 2003b] are some of the Web service platform specific (related to the PSM) assets.

5.3 MODEL TRANSFORMATIONS

Model transformation is one of the key MDA concepts in this approach because it allows the derivation of PIM4SOA models from POP* models in a systematic way by taking a model as input and generate another model as output. Several formal transformation languages exist in the context of MDA, like QVT [OMG 2001], MTF [IBM 2007b], ATL [AMMA 2008], MOFScript [Eclipse 2007] or UMT [SourceForge 2007b]. The transformation defines rules at meta-model level, which will later be applied at model level.

The following list documents some of the rules for the transformation between the POP* meta-model and the PIM4SOA meta-model (see Figure 5-1):

- A Process in POP* is represented as a collaboration and a task for the main collaboration in PIM4SOA
- A Role in POP* related to a Process through a “plays role” relationship, is represented as role provider in PIM4SOA
- A Flow between Processes in POP* is represented as a flow between their related tasks in PIM4SOA.
- A Product in POP* is represented as an information element in PIM4SOA

![Diagram of Transformation Rules](Figure 5-1: Transformation Rules)
As shown in Figure 5-1, transformations do not only consist of one-to-one mappings, but also include 1-to-n and n-to-1 mappings between constructs in the POP* meta-model and those in the PIM4SOA meta-model. Although these transformations are purely syntactical conversions between two domain languages, they would benefit from being enriched with domain related semantic information for generating more accurate target models.

5.4 OPEN ISSUES AND FUTURE RESEARCH CHALLENGES

Several open issues and future research topics have been identified while carrying out a case study that was designed to prove the concept of formal and automated transformation between the CIM, PIM and PSM abstraction levels. A business process between an aircraft manufacturer and a new landing gear provider was modelled in POP* in order to apply the full chain of transformations which would convert the business model into WSDL and BPEL files that implement the supporting platform specific infrastructure.

The transformations used in the case study had finally to be implemented in Java, because existing transformation languages like MTF [IBM 2007b] or ATL [AMMA 2008] turned out to be ill-suited for addressing complex transformations which imply major structural and referential changes. A better support for handling constraint based decisions in MTF and ATL would therefore be desirable.

Furthermore, the rules applied are limited to transformations from the POP* to the PIM4SOA meta-model, which both are not yet public domain standards (although they were submitted to the pertinent standardisation bodies). It is evident that the availability of generic transformation rules between standardised BPM languages and domain specific PIMs would help to foster widespread usage of the MDSOA framework.

In specific cases it was furthermore not possible to correctly transform constructs from the CIM level (modelled in POP*) to constructs of the PIM (PIM4SOA) and PSM (WSDL and BPEL) levels without taking into account semantic context information which, however, was not captured in the models and thus had to be processed by human intervention. This indicates the need for semantic annotation and mediation techniques to be coupled with the different MDA abstraction layers and transformations, in order to avoid missing semantic context information that may be essential for a correct transformation of models.

In a similar sense, it would be desirable to extend the dimensions currently covered by the PIM4SOA meta-model (service, process, information, QoS), so that relevant trust, security and dependability requirements can be modelled accordingly at the PIM level.

While working on the case study it became also apparent that it is possible to identify common and recurring patterns of business processes (or parts of them), which can be mapped to similar service-oriented architecture patterns. A repository of such (standard) process and architecture patterns, similar to those known from the object oriented world [Gamma 1995], would furthermore facilitate the adoption of the presented approach.

5.5 RELATED WORK

In recent years important and interesting efforts have been invested to bridge the gap between business and IT implementations through transformations [Mantell 2005, Zhao 2005, Koehler 2003, Gardner 2003, Hamadi 2003, Jiang 2003]. One of these research efforts, for instance, pro-
vides a way to transform business processes into BPEL [Gardner 2003]. This approach directly derives the platform specific assets, such as WSDL and BPEL files, from the business process at computation independent level, without applying the intermediate step via a Platform Independent Model (PIM).

5.6 CONCLUSION

In the MDSOA framework a set of transformations has been applied for converting an enterprise model into a PIM for service oriented architecture, prior to the generation of the platform specific assets. The intermediate PIM allows for a more progressive and comprehensive transformation from the business to the platform assets. However, this intermediate layer also implies more work, since additional components and transformations need to be implemented in order to obtain it. But, on the other hand, it establishes an intermediate layer that abstracts the business and the service layers from the continuous changes at the platform level; and it allows for an easy extension of the MDSOA framework towards generation of assets for different platforms (Agents, P2P, etc).

In spite of the identified (current) shortcomings and open issues concerning the MDSOA approach, it can however be stated that the work presented in this paper shows a great potential for helping to implement the well known principle of “separation of concerns”, introduced by Edsger W. Dijkstra [Dijkstra 1976], during the development of SOAs. It facilitates bridging the gap between business and system logic and thus provides the means required for flexibly and dynamically adapting the SOA according to the changes at business process level.
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6 Workshop Discussion Topics

PARTICIPANTS

- Sven De Labey, K. U. Leuven University, Belgium
- Nick Rossiter, Northumbria University, UK
- Daniel Schneider, Fraunhofer Institute, Germany
- Stefan Schuster, European Software Institute, Spain
- Dennis Smith, Software Engineering Institute, USA
- Xiaofei Xu, Harbin Institute of Technology, China

SUMMARY OF WORKSHOP DISCUSSION

The discussion of the workshop focused on the challenges raised in the SOA research agenda (described in the paper presented in Section 2). Each of the other papers raised a unique set of issues that contributed greater clarity to the research agenda. The discussion from the workshop is summarized below by major topic area in the research taxonomy of the SOA research agenda.

Engineering

- Components in the context of component-based software engineering have similarities to services within SOA. One major difference is that services tend to have a more business-oriented view than components.

- A significant SOA-related issue concerns the distributed, emergent behavior of systems (of systems). As a result, testing is extremely difficult—especially because of the dynamic nature of putting services together, the need for exception handling, and the fact that services can change frequently. Service specification could be based on service interfaces and corresponding basic service models. Certification can raise trust, but there will never be a 100% guarantee. For complete testing, each runtime service instance needs to be tested, which is unrealistic in many real-world settings. It may be possible to test services through simulations. There should also be a distinction between software and hardware testing in the taxonomy.

- It will be necessary for language extensions for SOA to address semantics. Java could also be extended to support model-driven architecture (MDA). One potential research area could be the exploration of the use of the Unified Modeling Language (UML) and more specifically Object Constraint Language (OCL).

- Built-in testing for services could be a viable approach with fundamental test cases that are integrated and have a designated interface for testing.

- A common understanding of semantics, as well as of how to perform semantic discovery, continues to be an open research issue. Semantic descriptions are much more than the implementation of strong, well-defined types. Issues include who defines the ontologies, what are the ripple effects of changes to an ontology, how to keep an ontology from becoming too general, and how a specific service acquires context.

- Dynamic registration and discovery of services, as well as orchestration of services at runtime, is an ongoing research issue.
The principles of good composition of services need to be carefully researched.

There is a strong need for concepts, methods, and techniques for migrating from legacy systems to SOA environments. One common method is to use a wrapper approach; however, this is often only a temporary solution.

There need to be distinct analyses of reengineering for SOA environments and the evolution of existing service-oriented systems.

**Business**

Because SOA involves the integration of business and technical issues, it is important for modeling approaches to be understood by business people. UML, which is the IT standard for modeling, has been identified as being difficult for business people to use. It is important to develop strategies and modeling approaches to identify significant business processes and to model them effectively.

The use of modeling approaches, such as MDA, is growing increasingly common. However, there are not yet good approaches for transformations between different levels of abstraction, such as between Computation Independent Models (CIM), Platform Independent Models (PIM) and Platform Specific Models (PSM). As a result, implementations do not fit the intention of the interface. Tools are essential to address the problem.

To provide for more effective modeling across levels of abstraction, several research areas are needed, including: increasing the expressiveness of transformation languages, integrating constraint expressions, and constraint-based transformation languages and patterns.

An unsolved problem is how to identify and quantify ROI (return on investment) and SOA adoption benefits. For example, if there is a significant decrease in response time in a specific instance, what is the business value of this decrease? Significant empirical case studies are required to perform this type of analysis. ROI needs to consider not just savings in development time, but the business value such as time-to-market and agility.

Strategy needs to be clearly separated from governance. A reference for strategy is the ATHENA project named Enterprise Interoperability Maturity Model (EIMM) [ATHENA 2008]. Strategy issues include identification of collaborators and market identification.

Standards and processes that facilitate inter-organizational collaboration are required.

It is important to monitor how effective services are in meeting the business needs for which they were designed.

**Operations**

SLAs need to be more strongly researched. The matching of expectations and offers is a fundamental issue. The history of the use of services can then form a starting point for certifying services. SLAs are essentially a contract, and they need to be monitored in the same way that any contract is monitored. SLAs need to be in place not just for individual services, but for composite services.

An important research area is effective ways of implementing service registries.

Data on potential users needs to be gathered when defining services. This data can be used for developing services that are more generic and have greater flexibility.
Cross-Cutting Concerns

- Software engineers trained in object-oriented development tend to focus on small levels of granularity. For effective services, the granularity is larger; therefore, there is a need for education and training to help change this mindset.
- There is a need for governance across organizations.
- Governance needs to include stakeholder management by clearly defining who has the right to use specific services.
- A SOA adoption issue is an understanding of how a focus on business requirements and processes, as well as the need to incorporate governance, requires a mindset different from that of traditional development.
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This report presents the results of the Foundations of Software-Oriented Architecture (FSOA) workshop held at the Third International Conference on Interoperability for Enterprise Software and Applications (I-ESA 2007). This workshop was organized to provide a forum for a concerted effort to develop a long-term, community-wide research agenda to bridge the gap between SOA research and the real needs of the practitioners in the field. An initial research agenda for SOA was presented along with three papers that focus on specific aspects of operations, engineering, and business challenges. The papers are each presented in this report, and the discussion and its implications for an evolving research agenda are summarized.