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Integrating Cleanroom with OO Methods for Reliable Software Development

Introduction

STARS Task IA09, hereinafter referred to as "the study," was conceived to examine the potential complementary nature of the Cleanroom Engineering of software and a representative set of the popular object-oriented methods being used to specify, design, and develop software systems. Both methods of software development support the software concepts of abstraction, encapsulation, modularity, and hierarchy. Object-orientation as practiced over the past few years, however, has produced mixed results, whereas Cleanroom has a significant track record of producing highly reliable systems, with extremely low after-delivery defect rates.

The study was based on the assumptions that 1) object-oriented (OO) methods support domain-specific, architecture-based reuse, 2) Cleanroom software development emphasizes process-driven software development, and 3) object-oriented and Cleanroom ideas are both complementary and compatible [Ett95].

The purpose of this paper is to: 1) discuss why object-oriented and Cleanroom software engineering techniques should be integrated, 2) outline the generic process for object-oriented software development that was derived on STARS Task IA09, and comment on relevant aspects of the mapping from the studied methods to each generic process activity, and 3) discuss the shared leveraging of Cleanroom and object-oriented techniques, and how the integration of these techniques might be leveraged to produce software of greater reliability and reusability.
The paper is organized in three sections:

- **Object-Orientation and Cleanroom** - discusses what they are and why they are worth integrating,

- **Cleanroom and OO Method Integration Investigation** - discusses the approach followed on IA09 to analyze how the OO and Cleanroom methods might be integrated and presents commentary from the mapping of OO and Cleanroom method activities to the appropriate activities of the IA09-developed generic OO process, and

- **The Shared Leveraging of Cleanroom and OO Techniques** - discusses possible areas for technique integration, where both methods may benefit, and presents conclusions.

**Object-Orientation and Cleanroom**

**Why Object-Oriented Development?**

Object-oriented development is about analyzing, designing and implementing systems that comprise collaborating objects, where each object encapsulates the data and methods necessary to satisfy its processing requests. Object-orientation emphasizes the specification of the external interfaces of objects, and requires the practice of information hiding and the encapsulation of functions and data that perform the work of the object. Objects provide a convenient concept in which to think about the composition of systems. System composition through objects requires thinking about the architecture for a system in terms of assembling systems through the use of both large and fine grained components. Viewing systems as a composition of collaborating objects also supports the idea of developing not just reusable assets, but domain-specific solution architectures for classes of problems, where architectures, as well as objects, become units of system development and integration.

In practice, even though an enormous amount of software has been developed, only a portion of it is recoverable from "mining and refining" efforts. As software is developed in the future, and good software engineering techniques are employed to define and develop robust software objects, we may one day build up a sufficient quantity of software objects such that systems can be composed from reusable components, and software development may become more of an integration activity than one of development. One of the most important contributions of OO methods is the concept of developing reusable classes, which through inheritance, may be specialized. This specializing of generalized classes and their methods permits some methods to be inherited without modification, and allows others to be specialized as necessary to satisfy unique processing requirements not addressed by a parent class. It is the class concept that is the driving force behind the composition of systems from reusable components.
[Booch94] describes the underlying model (meta-model) upon which all object-oriented methods are based. He identifies the major elements in this meta model as the software techniques of abstraction, encapsulation, modularity, and hierarchy. The minor elements of the [Booch94] meta-model are typing, concurrency and persistence. These elements form the conceptual framework for the development of classes that represent the behaviors and properties of an object type and their integration into a system. [Booch94] also identifies three categories of methods that are used to support system analysis and design: top-down structured design, data-driven design, and object-oriented design. Top-down structured design is algorithmic decomposition. Data-driven design derives the structure of software systems by mapping system inputs to system outputs.

One of the most important characteristics of object-orientation is its focus on the behaviors of the system we are to develop, and the behavior of its objects. It is through this description of object behaviors, that we define the stimulus sequences and responses involved in a system communicating with external objects, and among communicating objects within the system.

The discipline called "object-oriented analysis" has recognized the importance of understanding the behavior of the software systems and objects of which they are to be composed. [Booch94], [Shlaer92], and [Jacobson92] all identify the need for performing analysis of and developing models to describe the behavior of a system. It is interesting to note that one of the most important aspects of Cleanroom is the development of an implementation- and state-free behavioral specification for a proposed system and each of its objects (black boxes).

Why Object-Orientation Alone Is Not Sufficient

Although object-orientation has evolved from work performed over three decades, it is still evolving as a discipline. The OO approach for specifying an object's behavior can best be characterized as heuristic. Rather than rigorously specifying the black-box behavior of a system and its objects, some OO techniques permit the discovery of object behaviors into the design process ([Booch94], p. 252), ([Jacobson], p. 157).

A system specification may only be considered complete when the behavior a system must exhibit and the transactions (scenarios) that support those behaviors have been described, and when all system behaviors, their transactions, and their supporting elements, have been verified against the requirements for a system. Most OO methods are not clear concerning the need for documented requirements, against which a system will be verified and validated. They have traded the concept of a specification for an "executable specification model" or "executable prototypes." This is not necessarily bad, but may be problematic since most OO methods choose to discover requirements...
(new system behaviors) past the analysis phase. This an open invitation to requirements creep.

The most successful instances of OO method application have been through evolutionary software development. Evolutionary software development may provide excellent results, given there is sufficient schedule and budget to support that development. There are no effective measures to describe how good an object-oriented developed system is, although metrics have been identified to measure object-oriented development. The only real assurance one has that the system works is through coverage testing. Testing systems on the basis of crafted scenarios provides anecdotal evidence of system correctness. Testing might better be performed from models that describe the operational use of a system, and from which unbiased test scripts may be prepared. Further, testing of systems developed in object-oriented programming languages is often difficult [Perry90]. Strategies and techniques for testing software written using object-oriented languages is still a subject for continued research, development, and evaluation.

The object-oriented analysis and design methods that were studied (Booch, Objectory, Shlaer-Mellor) require the development of models that describe the machine-independent logical design, and the implementation-dependent design of a proposed system.

For the most part, there are no real strategies for verifying and validating these models to determine their completeness or consistency against stated requirements, with the exception of Objectory [Jacobson92]. Two out of three of the methods studied indicated that they expected requirements to grow and be refined, as the models were developed and reviewed with system stakeholders. When requirements grow, so do system behaviors. If system behaviors are not properly defined before development, none of its stakeholders may know what kind of system they will get, except through the continuous development of prototypes to test and confirm system behaviors with its stakeholders and other developers. The later these system behaviors are discovered in the development cycle, the more costly they are to address.

Finally, until OO methods provide us with answers to the following questions, OO methods alone are not sufficient to support systems development:

1. How much of the system’s behavior do we need to understand before a system may be designed?
2. How much does it cost us to learn system behaviors and requirements as we design and develop systems and how can this learning be minimized?
3. Without a documented set of requirements for a system, how may we validate that the system specification or specification model satisfies the requirements for the system developed?
4. How may we certify the correctness of a system with respect to its proposed use, such that we are satisfied that the system addresses the needs of its users, on the basis of our knowledge of how each system user will use the system?

**Why Cleanroom?**

The Cleanroom engineering of software employs established engineering formalisms for the specification of software, that are founded in the mathematical concept of functions. This mathematical foundation provides software engineering with tools for verifying specifications and designs. A Cleanroom black-box specification is a complete behavioral description, where the black box is characterized by the transactions it supports, and each transaction is completely described through the analysis of the sequence of all stimulus/response pairs (transitions) formed to produce the transaction's result.

Cleanroom also emphasizes the concept of usage testing, where Markov models are developed to describe how the users of a system will exercise it. The resulting Markov model represents a usage model for the system and supports the concept of statistical testing. Because statistical testing is employed, Cleanroom can support software development under statistical quality control [Cobb90].

Software is thoroughly specified and then designed and implemented as a pipeline of small software increments. Each software object produced using Cleanroom requires its developers to: 1) specify the black-box behavior of every software object, 2) ensure there is sufficient and persistent data to ensure that the software object can support the transactions it must process, 3) ensure that the object encapsulates and maintains transaction history (stimulus history) required for the object to process new transactions, 4) demonstrate that the implementation of all behaviors are consistent with the black-box specification of the object, and 5) show that the developed system will produce the required results. Although this is not commonly understood and often mis-communicated, one of the chief principles of the Cleanroom engineering of software is to define and verify the correctness of system and system component behaviors.

Once a software increment is implemented, it must be certified against a model that describes the operational use of a system. Random test cases may be generated from this usage model to test each system increment, as well as the final system [Whittaker93]. This certification of each software increment and the final system defines the expected reliability for a system in terms of its mean time to failure, as well as other certification statistics [Whittaker93]. These statistics may be used as an indicator in analyzing the performance of the development process [Poore95]. These statistics may also be used to support a project's or organization's statistical process improvement initiative. Poor certification
statistics and testing failures usually indicate a problem that requires investigating, e.g., the process is not being properly followed, process adaptations are required, etc.

Another important aspect of Cleanroom is the development of verifiably correct software. This process begins with verifying that the system-level black box satisfies its stated requirements. It continues with the verification that design and implementation of the system satisfies all defined black-box behaviors. Cleanroom Software Engineering has a significant track record of successful application compared with other software engineering methods [Hausler94].

Cleanroom box structure development is based on the same conceptual foundation of every object-oriented method, i.e., abstraction, encapsulation, modularity, and hierarchy [Hevner93].

**Why Integrate the Techniques of Both?**

There are some excellent ideas that have evolved from the practice of object-orientation and of Cleanroom. OO methods provide valuable techniques for analyzing problem domains, both for a specific application and for a family of applications. These methods also provide techniques for the design and development of systems using reusable classes, where methods from a class may be inherited by another and specialized as required to satisfy processing needs. Cleanroom has produced proven techniques for (1) specifying the precise behavior of a proposed system (2) validating system specifications against their requirements, (3) verifying the correctness of the implementation of the external and each internal box structure design, (4) modeling the behavior of the system on the basis of the system’s intended use, and (5) certifying the behavior of the software increments with respect to its intended use. Although there are areas of overlap between OO methods and Cleanroom, several of Cleanroom’s strengths complement OO methods. If one considers the questions presented in the discussion of why OO alone in not sufficient as a systems development method from a Cleanroom perspective, the need for Cleanroom and OO integration becomes clear. Cleanroom has answers to these questions.

**How much of the system’s behavior do we need to understand before a system may be designed?** The Cleanroom answer to this question is to iteratively develop a system-level black-box specification from existing and discovered system requirements, and other requirements sources, until the specification precisely describes the behavior that a proposed system must exhibit. Black box specification work is often supported by the development of prototypes to help system specifiers better understand and accurately define system and user requirements. One of the purposes of any analysis phase is to identify and synthesize the requirements for a system and engineer them into a precise behavioral specification or model. The goal of any specification is to be
complete, so that once design work begins in earnest, developers will discover few new system behaviors that the system must support.

How much does it cost us to learn system behaviors and requirements as we design and develop systems, and how can this learning be minimized? The Cleanroom answer to this question is to minimize the learning of system behaviors during development, by performing proper analysis up front. It has been shown that when missing requirements are discovered well into system design and development, they are more expensive to address. Will preparing a system-level black-box specification guarantee that missing requirements will not be found? Of course not - but, one can be almost certain that there will be fewer surprises during development with a system-level black-box specification than without.

Without a documented set of requirements for a system, how may we validate that the system specification or specification model satisfies the requirements for the system developed? The Cleanroom answer to this question is that we must prepare a system-level black-box specification that precisely describes the behavior the system is to exhibit. A system-level black-box specification must include a validation argument that describes the traceability of every system stimulus and response to a system requirement and its source.

How may we certify the correctness of a system with respect to its proposed use, such that we are satisfied that the system addresses the needs of its users, on the basis of our knowledge of how each system user will use the system? The Cleanroom answer to this question is to prepare a model that describes how the proposed system is intended to be used by all of its external users. The resulting usage model supports system certification and the estimation of the system's reliability with respect to the system's intended use. Certifying a system in this way directly addresses the issue of whether the system addresses the needs of its users, given that the usage model accurately represents how users will use the system.

Objectory and Booch described the importance of collecting measurements and data to support the periodic process improvement. All three methods could benefit from examining the Cleanroom process. The Cleanroom process defines protocols for the review of each process product. Cleanroom also requires that a periodic process review be performed on the application of Cleanroom techniques and their performance results. Cleanroom certification provides natural measurements of software product quality in terms of errors discovered and software reliability. Cleanroom process and certification ideas may be combined with OO process performance measures to define and instrument a process for performing each OO method.
Cleanroom and OO Method Integration Investigation

Study Approach

Many studies comparing the tools and techniques of the studied OO methods have been published. To provide a new dimension to this body of work, the focus of the study was placed on comparing the Booch, Objectory, Shlaer-Mellor, and Cleanroom methods from a process perspective.

To ensure that the documentation baseline that described each method to be studied was accurate, all three OO method authors were contacted. Each method author cited the books, technical reports and papers that accurately described their method. After examining the documentation baseline for each method, a composite of the phases, activities, and work products were drawn from to define a generic process to support the study. The generic process was used to examine the life cycle coverage of the selected methods. This composite view defined a fairly complete system development life cycle definition that was suitable for supporting the study's method analysis and mapping efforts.

After the documentation baseline was established and the generic process was defined, each method was described in terms of its phases, activities and work products. These method descriptions were used to support the mapping and analysis work of the study. This work resulted in the following artifacts, which are included in [Ett95]:

- Documentation of each method that includes a glossary, and a description of the phases, activities, and work products of the method.
- A mapping of the phases and activities of each studied OO method to Cleanroom. Commentary regarding potential Cleanroom integration with each method. An example page is included in Appendix A of the paper.
- A mapping of the phases and activities of each studied method to the generic OO process. Each mapping of a method's activities and work products was examined as possible candidate techniques that could be employed to tailor an instance of the generic OO process. Commentary on the mapping from a method's activity and work products to and support for a generic OO process activity was also prepared. An example page is included in Appendix B of the paper.

The commentary from [Ett95] associated with the mapping of OO and Cleanroom method activities identifies areas that should be closely examined, when considering integrating object-oriented methods and Cleanroom to prepare an integrated process. Each activity from the generic process is identified, along with the mapping discussion from [Ett95].

Commentary Regarding Method Applicability to Generic Process Activities
1. Concept Definition - Generic Process Activities and Commentary

<table>
<thead>
<tr>
<th>1.1 Mission Statement</th>
</tr>
</thead>
<tbody>
<tr>
<td>There is nothing object-oriented about concept definition. It is an important step, however, in establishing the context for systems analysis. Booch's &quot;Vision of a Project's Requirements&quot; and Objectory and Cleanroom early requirements statements all address concept definition.</td>
</tr>
</tbody>
</table>

2. System Analysis - Generic Process Activities and Commentary

<table>
<thead>
<tr>
<th>2.1 Analyze Problem Domain</th>
</tr>
</thead>
<tbody>
<tr>
<td>Booch, Objectory, and Shlaer-Mellor all have work products that describe the environment in which a system will operate and the domain objects of that environment. Objectory employs a particularly popular approach for describing &quot;use cases&quot; from which domain objects are identified.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>2.2 Analyze Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Objectory's Use-Case Model is thorough, formal, and in the customer's language. It may be supported by Booch micro-process activities for exploratory prototyping.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>2.3 Plan Specification and Design Activities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Although all the methods address planning, Objectory provides the most comprehensive planning recommendations. Objectory relies on the completion of Use-Case analysis to scope the remaining analysis and design effort. A risk assessment should be incorporated in the planning process, as does Booch.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>2.4 Review Analysis Phase Work Products</th>
</tr>
</thead>
<tbody>
<tr>
<td>Booch, Objectory, and Shlaer-Mellor define criteria for examining their analysis products. Objectory's review criteria are the most comprehensive of the three processes for reviewing the results of a requirements analysis.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>3.1 Specify User Interface</th>
<th>Early specification of the user interface is extremely important. Objectory addresses user interface design in requirements analysis, and Cleanroom does so in top-level black-box specification. Booch also suggests that executable prototypes be developed to demonstrate interface concepts to users.</th>
</tr>
</thead>
<tbody>
<tr>
<td>3.2 Describe Usage Scenarios</td>
<td>Booch, Objectory, and Cleanroom call for the development of models that describe usage scenarios. The Cleanroom Usage Model is formalized as a Markov chain of usage states and transition probabilities between states. Either Objectory Use Cases or a Shlaer-Mellor system-level Object State Model could be used to prepare a Cleanroom Markov Usage Model. As a well-understood formalism, a Markov chain usage model can be analyzed to optimize development and testing resources and can be used as a test-case generator.</td>
</tr>
<tr>
<td>3.3 Specify Software System</td>
<td>The Objectory Use Case Model and the Cleanroom Box Structure Specification together are excellent (and complementary) approaches for specifying the external behavior of a system. An Objectory Use Case Model may be formalized in a Cleanroom black-box functional (mathematical) specification that maps sequences of external stimuli to external responses.</td>
</tr>
<tr>
<td>3.4 Review Specification Phase Work Products</td>
<td>Both Objectory and Cleanroom present criteria for reviewing the correctness, consistency, and completeness of specifications. Booch also identifies the importance of validating aspects of the specification for a system by conducting scenario walkthroughs.</td>
</tr>
</tbody>
</table>
4. System Design Generic Process Activities and Commentary

<table>
<thead>
<tr>
<th>4.1 Identify Logical System Objects</th>
</tr>
</thead>
<tbody>
<tr>
<td>All methods have activities for modeling logical software objects and their characteristics. Notable approaches to this activity are Objectory, which requires objects to be identified as to role (i.e., interface object, entity object, or control object), and Cleanroom, in which internal state objects are the explicit encapsulation of an object's external stimulus history.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>4.2 Prepare Implementation-Independent Software Design</th>
</tr>
</thead>
<tbody>
<tr>
<td>All methods have techniques for implementation-independent logical design.</td>
</tr>
<tr>
<td>Cleanroom further enforces the mathematical properties of referential transparency and functional verifiability.</td>
</tr>
<tr>
<td>Any of the methods would be reinforced by verification as a Cleanroom Box Structure Design.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>4.3 Develop Software Architecture</th>
</tr>
</thead>
<tbody>
<tr>
<td>All the methods provide for defining the software architecture. All have formalisms for depicting architectural structures and their relationships.</td>
</tr>
<tr>
<td>Booch class diagrams, Objectory subsystem/package diagrams and Shlaer-Mellor Class Diagrams and Structure Charts appear equally useful for supporting architectural representations.</td>
</tr>
<tr>
<td>Cleanroom architecture is represented as the top-level clear box at the highest level and the full box structure hierarchy in complete form. A Cleanroom architectural description has the merit of functional (mathematical) verifiability of designs to specifications throughout the hierarchy.</td>
</tr>
<tr>
<td>Without further study and the comparison of actual examples, it is difficult to recommend any one of the approaches over others.</td>
</tr>
</tbody>
</table>
4. System Design Generic Process Activities and Commentary (Continued)

| 4.4 Specify Subsystems | A Cleanroom black-box specification completely specifies an object's external behavior. In an architecture of communicating objects, black-box specification of objects (in this case, subsystems) ensures the mathematical principle of referential transparency in system design.

Referential Transparency - an example: Once an entity is defined as the number "8," it may be implemented as (6 + 2), (7 + 1), (3 + 1 + 4), or any other equivalent representation of the number "8" without regard to how the number "8" will be used. |

| 4.5 Review of Design Phase Work Products | All of the methods provide some guidance for the review of the implementation-independent design and the system architecture.

Of these, Objectory, Shlaer-Mellor, and Cleanroom have well-documented review criteria. |

5. System Implementation Generic Process Activities and Mapping Commentary

| 5.1 Plan Increments | Booch, Objectory, and Cleanroom all address increment planning.

Of these, the Objectory and Cleanroom methods are described most fully. |

| 5.2 Develop Increment | Objectory and Cleanroom offer the most cohesive approaches to designing and implementing software increments. Shlaer-Mellor uses a "translation" approach, where generic mechanisms and structures in the architecture (referred to as "archetypes") are completed for the application.

Overall, Cleanroom appears to minimize the risk of defects in implementation, and Shlaer-Mellor appears to maximize the potential for reuse. |
5. System Implementation Generic Process Activities and Mapping
Commentary (Continued)

<table>
<thead>
<tr>
<th>5.3 Test Increment</th>
<th>Cleanroom is the only method to support statistical certification of software. Cleanroom certification views software testing as a statistical experiment, and yields a scientifically valid estimate of reliability.</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.4 Review Increment Work Products</td>
<td>Objectory and Cleanroom are the only processes to identify protocols and review criteria for reviewing the results of software increments.</td>
</tr>
</tbody>
</table>

The Shared Leveraging of Cleanroom and OO Techniques

Shared Fundamentals

Cleanroom software engineering and the studied OO methods are complementary. There is broad agreement that:

- objects are defined by their external behavior and their internal data and access programs;
- systems are defined by their external usage scenarios and heir internal organization of object accesses; and
- abstraction, decomposition, hierarchy, and other strategies are all important in identifying and relating the parts of a problem.

Furthermore, there is no more difference between a particular OO method and Cleanroom than there is between the particular OO methods studied — in some cases the differences are less. There may be more difference between the Objectory and Shlaer-Mellor approaches, for example, than between Objectory and Cleanroom.

Difference in Focus

The OO and Cleanroom methods focus on different aspects of software quality. OO is generally focused on reusability, and Cleanroom is generally focused on reliability. Indeed, all OO and Cleanroom practitioners are concerned with both these aspects of software quality and more, but the aforementioned difference in focus is significant.
The study report, the "Guide to Integration of Object-Oriented Methods and Cleanroom Software Engineering" is not about resolving conflict between OO and Cleanroom, but about identifying the leverage that each can find in an explicit alliance with the other.

**OO Leverage for Cleanroom**

For those whose base is Cleanroom, the alliance is simple: add the OO analysis phase activities (in any of the methods in this Guide) to the Cleanroom process prior to Specification. The "thought models" in OO analysis aid in problem understanding and will set the stage for a rigorous Cleanroom specification.

**Cleanroom Leverage for OO**

For those whose base is an OO method, the alliance with Cleanroom has several points of leverage. The following aspects of Cleanroom are not typically found in OO processes, but could be included to support the studied methods:

- a system-level black-box specification
- a black-box specification of every object as a mathematical function
- system decomposition under the mathematical principle of referential transparency
- team verification that an object's implementation is a correct realization of the object's mathematical function specification
- use of usage models for statistical test case generation
- statistically valid reliability certification
- process review and improvement.

For more detailed discussion of these leverage points, see section III of [Ett95].

**Potential Cleanroom Leverage for OO**

The alliance with Cleanroom may have other points of leverage. But, these must be investigated further before their integration can be recommended. They are identified here because they were not examined or identified in the study report:

- use of Cleanroom certification techniques to certify design models
- use of Cleanroom certification techniques to independently certify software objects with the potential for widespread reuse, or access volume, i.e., a software component is frequently accessed by some or all of the components of a system
- analysis of defined objects for transaction closure.
Certifying Design Models. Although this would require further analysis and investigation, usage models constructed to support statistical test-case generation could be used both, (1) to support certification testing of software releases and (2) to certify an OO machine-independent logical design of a proposed system. Such testing could support certification of design models that represent the processing a system is to perform, such as a Shlaer-Mellor OO analysis model. This is especially important where these OO design models will be processed by CASE tools and translated into code.

Certifying Reusable or High-Use Software Objects. Usage models are developed to support the testing of a system on the basis of its intended use. All objects have users and exhibit black-box behavior. As a result, usage models could be independently prepared for software objects, and they could be independently certified. In the case where an object is to be reused, the accompanying usage model would support independent verification of the object’s expected reliability.

Analyzing Objects for Transaction Closure. Regardless of whether box-structure techniques are employed to specify and design software objects, the Cleanroom concept of transaction closure is an important principle against which a software object could be analyzed. To examine a software object for transaction closure, one must determine first, whether the transactions the software object must process are sufficient to generate all required state data, and second, whether the state data within the object is sufficient to support all of the transactions. The second condition may be true only if the software object encapsulates the message (stimulus) history that is needed to process its transactions.

The Limits of Integration

Each of the methods addressed in [Ett95] has its own conceptual foundation:

- For Booch, "software growing" occurs through the iterative and opportunistic interplay of macro and micro processes in "round-trip Gestalt design."

- In Objectory, a set of "use cases" that define all system behaviors is elaborated to a fully traceable design that is implemented through staged incremental development.

- In Shlaer-Mellor, domain partitioning drives analysis activity, and domain-specific OO analysis models are translated to code using generic architectural components ("archetypes") [Shlaer93].
• In Cleanroom, engineering formalisms underlie incremental development; mathematical formalisms underlie specification, design, and correctness verification, and statistical formalisms underlie certification testing.

Integration (or any other form of combination) of the processes must occur with the same concern for conceptual integrity that must be observed in software product development.

Conclusions

A variety of approaches to integrating OO and Cleanroom are offered in [Ett95]. It was not a study task to remake or modify the methods developed by their distinguished authors. It was a study task to explore integration possibilities. From the work performed on the study, a conclusion about the viability of the approaches may be drawn. [Ett95] states: "Cleanroom is more like OO than OO is like Cleanroom, from the perspective of OO's underlying software fundamentals of abstraction, encapsulation, modularity, and hierarchy. It would be far easier to add an OO analysis to the front-end of a Cleanroom process than to insert the key Cleanroom characteristics (above) into an OO process."

Despite the complementary relationship between Cleanroom and OO methods, and processes derived from them, there are adoption barriers to this integration. These adoption barriers do not appear to be technical. But because Cleanroom engineering is new to many object-oriented method practitioners, compelling evidence must be provided that demonstrates that the integration of Cleanroom and OO methods will lead to highly reliable and reusable systems. These barriers include:

• the lack of a head-to-head comparison and analysis of the results from employing the studied OO methods and Cleanroom to develop complete solutions to a standard problem
• the lack of a formal analysis of the conceptual model upon which each OO method is based. It may only be through an understanding of the conceptual and mathematical basis of each OO method, that a determination can be made whether fundamental Cleanroom concepts may be practically integrated with the OO method, without re-engineering the method.
• the lack of support by tool vendors for Cleanroom software engineering techniques.

Addressing the first two items in the list may provide the justification for CASE tool vendors to consider providing support for Cleanroom Software Engineering. But, work needs to be performed to demonstrate to the OO community, on the basis of practical results, that such integration is both necessary and practical. Where Cleanroom techniques may be easily added to the stated OO methods,
technique integration may depend on successful demonstration, cost-benefit analysis, and the desire and will to improve software quality.

IA09 Report Availability

The final STARS Task IA09 Report, "A Guide to Integration of Object-Oriented Methods and Cleanroom Software Engineering," will be available for review on the World Wide Web, on March 1, 1996. The URL for the report will be:

http://source.asset.com/stars/oral/cleanroom/oo/guide.html

The reader also may wish to review the STARS Cleanroom tutorial, also available for review on the World Wide Web. The URL for this tutorial is:

http://source.asset.com/stars/oral/cleanroom/tutorial/cleanroom.html
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Appendix A: Cleanroom/Method Integration Discussion Sample

Included is a sample page from [Ett95], illustrating the mapping of Objectory activities to Cleanroom activities, and the commentary regarding Cleanroom-Objectory integration.
CLEANROOM EXTENSIONS TO THE OBJECTORY PROCESS

The Objectory process is given in the left column as the "base" process, and the Cleanroom process in the right column is mapped to the Objectory process. Comments that straddle the columns are recommended Cleanroom extensions to Objectory. Cleanroom extensions are given immediately after the Objectory activity to which they apply.

<table>
<thead>
<tr>
<th>OBJECTORY PROCESS</th>
<th>CLEANROOM PROCESS</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Project Planning</td>
<td>1. Project Management</td>
</tr>
</tbody>
</table>
| 1.1 Objectory Process Configuration  
  *Development Case Description* | 1.5 Tasking  
  *Tasking Records* |
| 1.2 Objectory/Project Management Integration  
  *Tailored Project Management Process* | 1.3 Schedule Development and Maintenance  
  *Project Schedule* |
| 1.3 Objectory/Configuration Management Integration  
  *Tailored Configuration Management Process* | 1.4 Training |
| 1.4 Project Scoping |  
  1.1 Customer Interaction  
  *Customer Requirements* |
| 1.5 Project Organization  
  *Project Technical Staffing Requirements* | 1.2 Process Control  
  *Process Control Standards* |
| 1.6 Project Planning  
  *Project Plan* | |
| 1.7 Development Case Installation  
  *Trained Personnel* | |

Cleanroom extension: Include Cleanroom Process Control ideas in project management process.

Rationale: Objectory has comprehensive instructions for tailoring the process for a software project. Provisions for process control would be a worthwhile addition.
Appendix B: Generic OO/Cleanroom Integration Discussion Sample

Included is a sample page from [Ett95], illustrating the matrix prepared to discuss the coverage provided by each of the three methods and Cleanroom to support a generic process activity and showing where one or more of the selected methods are the most suitable candidates for preparing an integrated generic object-oriented process.
## Generic Object-Oriented Cleanroom Process

The Generic Process is given in the left column, and the other processes in the rightmost four columns are mapped to the Generic Process. The shaded activities in the Generic Process column represent the work to be done, and the shaded work products in the other columns represent options for performing the work. Comments that straddle the columns provide perspective on the options.

<table>
<thead>
<tr>
<th>GENERIC PROCESS</th>
<th>BOOCH</th>
<th>OBJECTORY</th>
<th>SHLAER/MELLOR</th>
<th>CLEANROOM</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Conceptualization</td>
<td>1. Conceptualization</td>
<td>Prestudy; Feasibility study</td>
<td>-</td>
<td></td>
</tr>
<tr>
<td>2.1 Requirements Analysis</td>
<td>([3], p. 443)</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>1.1 Define the Mission</td>
<td>Micro Process cycle to implement concept prototype</td>
<td>Develop &amp; evaluate project needs and ideas; ([3], p. 444)</td>
<td>-</td>
<td>1.1 Customer Interaction</td>
</tr>
<tr>
<td>Mission Statement</td>
<td>Executable Prototype</td>
<td>High level requirements needs statement; ([3], p. 444)</td>
<td>-</td>
<td>Customer Requirements (initial)</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

There is nothing object-oriented about concept definition. It is an important step, however, in establishing the context for systems analysis. Booch's "Vision of a Project's Requirements," and Objectory and Cleanroom early requirements statements all address concept definition.