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BATBook: An Online Book and Problem Solving Environment for the Study of Skill Acquisition
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Brian J. Reiser
Princeton University

Abstract

BATBook is an online book and problem solving environment that facilitates students' use of examples in a text book and use of their own solutions to previous problems. BATBook contains facilities for reading and searching text and examples within the text, for working on problems and storing solutions, and for searching through past solutions. All interaction with the system is recorded, and thus BATBook serves as an experimental tool for studies of the use of examples in learning. BATBook has been used for studies of skill acquisition in the programming domain, and can be used in similar fashion for other domains such as statistics, mathematics, or physics.

1 Introduction: The role of examples in learning

An important focus of research on skill acquisition is the role of examples in learning. Students rely heavily on examples in instructional text to learn procedures for solving problems in new domains (e.g., Chi, Bassok, Lewis, Reimann, & Glaser, 1989; LeFevre & Dixon, 1986; Sweller & Cooper, 1985; VanLehn, 1986; Zhu & Simon, 1987). Research on the early stages of learning has investigated how students use text examples and their own memories for previous solutions to adapt for new problems (e.g., Anderson, 1987a; Escott & McCalla, 1988; Faries & Reiser, 1988; Pirolli & Anderson, 1985; Reed, Dempster, & Ettinger, 1985; Ross, 1984; 1987; 1989). Research on analogical reasoning has considered the mechanisms that access potential analogues from memory and evaluate them for their application to a current situation or problem (e.g., Gentner, 1988; 1989; Holyoak & Thagard, in press; Thagard, Holyoak, Nelson, & Gochfeld, 1989). Recent work on case-based
reasoning has explored models of expertise consisting of an organized memory for individual cases, rather than merely consisting of generalizations (Hammond, 1989; Kolodner, 1983; Riesbeck & Schank, 1989). Research has also focused on the types of features that govern memory search for previous examples (e.g., Faries & Reiser, 1988; Gentner, 1988; Ross, 1987; 1988; Seifert, 1988; Seifert & Hammond, 1989).

Several difficult issues face research on the use of examples in learning. First, if the goal is to characterize how examples are used to learn rules, plans, or procedures, then it is important to study the use of examples during the problem solving process. Therefore it is necessary to have subjects learn to solve problems in a new domain, and to examine the learning in a period that is long enough to include a sequence of problems in which earlier solutions are relevant for later problems. It may be difficult to generalize from experiments giving subjects only material to read and remember to what happens when students are learning to solve new types of problems. Second, in many experiments it may be difficult to determine when subjects are using an example in a text. Some method is required for monitoring which pages of a text and which portions of the pages subjects are currently using. Third, even videotaping students' use of a text does not make available the information the subjects used to access previous text. Fourth, it may be difficult to distinguish a case in which a subject has retrieved a memory of a past solution and applied it to a new problem from a case in which the subject has learned a general procedure and then applied that to the target problem. In general, an optimal methodology for the study of examples would make it possible to investigate in an extended problem solving context the information subjects use to access examples and past work as well as to monitor what information from the text or past work subjects use in a new problem.

One answer to several of these problems relies on protocol analysis, in which subjects are asked to talk aloud while trying to solve a problem or understand an example in a text. Protocol analyses are one approach to gathering more fine-grained data for use in building and evaluating learning models (Newell & Simon, 1972; Ericsson & Simon; 1984). For example, Anderson and his colleagues have studied students learning to write computer programs or to solve geometry proofs and have examined 30-40 hours of learning time per subject (Anderson, 1982; Anderson, Farrell, & Sauers, 1984), and Chi and her colleagues have made a similar study of students' elaboration of examples of worked solutions while reading instructional text (Chi et al., 1989). However, it is often desirable to both restrict the range of data gathered and to find a somewhat less intrusive method for collecting the data.

In this paper, we describe the Behavioral Analogy Tracing Environment (BATBook), a computer-based environment in which students can learn to solve problems in a new domain. BATBook is an online book and problem solving environment that makes the search behavior of students explicit and provides a general method to ex-
amine how students use examples in text and memories for their previous solutions during learning.

2 BATBook: Facilitating and Monitoring the Use of Examples

BATBook is an electronic book and problem solving environment designed to facilitate and monitor students' use of text, examples, and their own previous solutions to problems. Thus, BATBook is designed to be both a pedagogical tool and an experimental tool for the study of skill acquisition.

2.1 Functionality of BATBook

BATBook can be used in skill acquisition experiments to present instructional material and monitor students' problem solving behavior. The basic paradigm is that students read a textbook on the computer screen, interspersed with example solutions to problems and with problems for the student to solve. Students progress forward and backward through the text by pages and can search the expository text and worked solutions for any particular content they can specify. While working on exercises, students are free to search the instructional material in the text, the examples contained in the text, and their past work. Students store their completed solutions and can request to see a previous solution at any time. BATBook records all interactions, including the time spent reading each page, all the successful and failed searches, all problem solving work, and searches of examples and previous solutions.

We have used BATBook to study the use of examples by students learning to write computer programs (Faries, 1988; Faries & Reiser, 1988; Faries & Reiser, in preparation). This version of BATBook contains the text of the first three chapters of Essential LISP, a textbook on the LISP programming language (Anderson, Corbett, & Reiser, 1987), and a problem solving environment consisting of a LISP interpreter, a simple editor, and facilities for checking the students' solutions for correctness and providing simple feedback. In addition to searching the text, the examples, and previous completed solutions, students can also search their interactions with the LISP interpreter. In this way, the BATBook environment makes explicit a large portion of the student's problem solving behavior, providing a rich record for analyzing when and how students access the written instruction and their previous work. Students learned to use the BATBook system with little trouble following a short demonstration of its capabilities, and worked with it between 10
and 15 hours to learn the three chapters worth of material, making effective use of the searching capabilities the system provides to help use the text material and their own solutions when working on new problems. The following sections describe the various components of the BATBook environment.

2.2 Implementation

The BATBook environment runs on Sun workstations in the SunView window system. BATBook is written in C, Franz LISP, GNU Emacs LISP (Stallman, 1987), and the Lex lexical analyzer (Lesk, 1975). The majority of the interface for displaying and searching text is written in C, using Lex string handling functions. The problem solving environment for LISP is written in Franz LISP, including a modified LISP interpreter that records the student's interactions and checks completed solutions. The current version of BATBook contains a total of 5800 lines of C code, 3200 lines of Franz Lisp and GNU Emacs Lisp code, and 90 lines of Lex code.

We have used several different versions of BATBook in our experiments. The exact configuration of windows and the searching options available to the students differ from one experiment to the next. In the following sections we characterize the various options available in the systems used to date, which are designed to include a LISP programming environment, but we also describe how BATBook can be used to teach topics other than programming.

2.3 BATBook Windows

The standard BATBook screen contains a Text Window, an Exercises Window, a LISP Interpreter Window, and a Problem Submission Window that appears when the student stores a completed solution (see Figure 1). The textbook is read and searched in the Text Window. The book and chapter title are displayed as the title of this window. The Text Window is replaced by a Previous Problems Window when students want to look at text examples or previous solutions (see Section 5). The Exercises Window presents problems for the student to solve. In the LISP domain, students construct their solutions and test them in the LISP Interpreter Window. For other domains, this window would be replaced by another type of interface for constructing solutions, such as an equation editing interface or a simple text editor for constructing verbal answers to problems.
Local and Global Variables

Parameters are typically the hardest thing to grasp in defining new functions. Remember that parameters are actually variables. However, we do not assign these values within the function itself. Instead, each parameter is assigned a value automatically when the function is called. Specifically, each variable is assigned the value of one of the arguments in the function call.

Since parameters are variables, parameters are always stored, regardless of whether the value of the argument that will be assigned to them is a list or a number or a non-numeric value.

There is another important distinction between parameters and the variables we discussed in Chapter 1. Parameters are local variables, while the variables in Chapter 1 are global variables. Parameters are called local variables, because they only have values within the context of the function. Consider the following example:

```lisp
LISP Interpreter Window

(defun double (num)
  (+ num 2))
double
> (double 7)
14
> num
Unbound variable.
> (car cities)

> (defun triple (num)
  (+ num 3))
triple
> (setf num (triple (+ 5 10)))
45
> num
45
> num

Figure 1. Reading text in the BATBook electronic book and problem solving environment.
```
3 Reading the Text in the Online Book

3.1 Reading and Paging

The Text Window is positioned on the left half of the screen, and displays the equivalent of approximately one page of text from a printed book. The text is displayed in the window in a 12 point font, and may contain boldface characters for marking key words, for displaying chapter headings, and for emphasis.

Students can read and page through the text using simple mouse commands. When finished reading a page, the student can select the page forward button, labeled "+", whereupon the next page of text is displayed. Students can also page backward using the button labeled "-", and can return to the first page of the chapter by selecting the "Page 1" button. The design of the Text Window was loosely based on the Superbook electronic book environment (Remde, Gomez, & Landauer, 1987).

The input text consists of a simple ASCII file and is set up like the input text for formatters such as Troff. BATBook will fill the text, insert section headings, insert paragraph and page breaks, switch between the Roman and bold font, and perform other simple formatting using Troff-like commands.

Each section ends typically with a series of examples for the student to read or exercises to solve. In most of our experiments, students are not permitted to page forward to read the next section of text until they have completed the problem set.

3.2 Searching the Text

Students frequently need to refer to previous sections of an instructional text while reading or solving problems. With BATBook, students can search through the current chapter of the text using a search capability similar to that provided in most word processing programs. The student types a target of one or more words after the "Target" prompt and then selects the "find first" or "find next" button. The "find first" button searches the text for the first occurrence of the search string. The "find next" button searches the text beginning on the current page. If the cursor is currently residing on a match, then it finds the next occurrence of the string, otherwise it simply searches for the string from the top of the current page. If the search succeeds, the page containing the target string is displayed in the Text Window, and the string is displayed in reverse video. An example of a student's search for a string in the text is shown in Figure 2.

A string of any length may be typed as the search key. The string may include spaces. Thus students may search for phrases such as "last element of a list."
Figure 2. Searching the text and working on a problem in BATBook.
search routines are insensitive to font changes so that students can search for a phrase that was printed in boldface, such as technical terms or chapter headings. Searches are also insensitive to case changes, so searches will not fail simply because the target word began a sentence. Finally, searches are also insensitive to line breaks and page breaks, so a search for a phrase that is broken across a line or a page will succeed.

The search in BATBook differs from the search in some word processing programs in that the displayed material in BATBook is always a single page. Unlike word processing programs which display a "window" on the file, BATBook always displays pages. These page breaks are constant — if students search or page through the text, a given page will always be displayed with the same material and containing the same page number. In this way, BATBook pages are as much like physical book pages as possible, with the added advantages for the student that they can be easily paged and searched, and the advantages for the experimenter that it is possible to know at any point in the problem solving what page the subject has available for reading and exactly what target information led the subject to that particular page.

Another way that students can search previous text in a less directed fashion is to use the page forward and backward buttons to simply flip through the text until a useful section is found. In some experiments, it may be desired to restrict paging of the text while working on problems. BATBook allows the experimenter to disable paging while the student is working on a problem set. In this way, if students want to find something in the text, they must type an explicit search key instead of just paging forward or backward until they find a useful section.

Students find the ability to search text quite useful and often use it while working on exercises, particularly in the earlier portion of each chapter. This enables them to access and review text presenting new concepts required in the exercises and to find examples demonstrating the use of these concepts. Students are typically quite effective in using the search capabilities. The majority of searches are successful, and students typically follow unsuccessful searches with a successful search for a different key. In most cases students appear to recognize the context for which they were searching. A typical search pattern begins with a "find first" followed by several "find next" clicks in very quick succession, followed by the student's resumption of work on the problem using the information contained in the resulting page displayed in the Text Window.

The assumption in the design of BATBook is that the student is using the system to learn the new material contained in the instructional text rather than as a tool for browsing reference material. For this reason, search of the text is restricted to the portion of the text the student has read so far; the search will not find occurrences of the search key beyond the farthest page that has been read.
It is important to note that any of the content of the instructional text may be used as a key to search the text. This use of full text indexing in BATBook is similar to the search facility in the SuperBook system (Remde et al., 1987). Remde et al. argued that the ability to use any content of the text as a keyword for retrieval is an important feature of electronic books. A difficulty facing information retrieval is that users often describe targets in different terms from those built into a system. The disparity of terms naturally chosen by users of systems creates problems for information retrieval systems and for naming commands in computer systems (Furnas, Landauer, Gomez, & Dumais, 1984). Therefore, students are much more likely to be successful in retrieving a target portion of text if they can use whatever aspects of the text they remember, rather than relying on an index of keywords that the author has selected as important.

The approach of full text indexing differs from Hypertext systems currently receiving much attention (e.g., Conklin, 1987; Halasz, Moran, & Trigg, 1987; Robertson, McCracken, & Newell, 1981). Hypertext requires author-generated links between screens of information. In Hypertext, certain words or phrases in the text are marked, indicating that a related section of text is available and can be accessed if desired. Our goal in BATBook is to provide the students the freedom to pursue their own paths through the material. We do not want to draw the associations between potentially related sections through hypertext links. Instead, we are interested in seeing what paths the students themselves choose to follow and which sections or problems trigger access of previous sections. Furthermore, in our experiments students are learning to solve problems in a new topic. An important component of the target skill is knowing what information is relevant in each problem situation. Therefore, we want the responsibility for accessing relevant text to be in the hands of the student.

We feel that BATBook provides an interesting extension of the concept of an "electronic book" that has been suggested as a revolutionary new communication medium (e.g., Weyer, 1985; Yankelovich, Meyrowitz, & van Dam, 1985). It has been argued that electronic books and hypermedia provide readers access to information of various media enabling them to pursue their own paths through "webs" of connected information. BATBook enables students to access information they themselves have generated, along with what is already encoded in the book. Students using BATBook can retrieve solutions of problems along with the text when useful in solving new problems.
4 Solving Problems in BATBook

In this section, we describe how we have used BATBook to teach students to program in LISP. This version relies on a LISP problem solving environment. To use BATBook for another domain would require adapting this problem solving environment. For example, a simple interface could be added to enable students to enter equations instead of LISP expressions to work on algebra or physics problems. Completed solutions to word problems could be stored away and searched just like the LISP problems we have discussed. Even without such an interface, however, it would be possible to use the current version of BATBook in other domains by having students write their solutions on paper and use the system to read and search the text and to access examples contained in the text.

4.1 Constructing a Solution

When the student completes the reading for a section, BATBook presents the associated set of exercises. The student initiates the problem sequence by selecting the "Start Problems" button in the Exercises Window, whereupon the first problem in the set is displayed. In the LISP domain, these problems require writing LISP programs. Students have access to a LISP Interpreter Window which contains a specially written Common LISP interpreter. This interpreter prevents certain types of drastic errors (for example, accidentally redefining built-in LISP primitives or getting trapped in infinite loops) and contains a simplified error handler that avoids the standard LISP "break loop" which is often confusing for novices. The interpreter, like the other facilities in BATBook, also records every student keystroke and mouse click, as well as the resulting system response.

The environment also contains an extremely simplified Emacs-based editor which can be invoked from the LISP Interpreter Window to edit a function definition. The editing commands are invoked from labeled function keys on the keyboard. The editor contains commands to delete a character, delete a line, and insert a deleted line. The arrow keys can be used to move left and right one character and up and down one line. The editor also contains commands to save the function and enter the revised definition into LISP, and to abort the edit with the definition unaltered. The editor prevents the student from saving an illegally parenthesized expression. Students find this editor relatively easy to learn. The typical scenario for solving problems in the environment involves typing a function definition into the LISP Interpreter Window, trying the function on some examples, and then repeatedly editing the definition and trying it on examples until it works properly.
4.2 Submitting a Completed Problem

When each problem is completed, the student submits the solution in order to store it for future use. In our experiments, the submission procedure also included an analysis of the solution to determine whether it was correct. However, this is an option that can be manipulated. In some circumstances it may be desired instead to accept all student solutions without checking their correctness.

The submission process is initiated by clicking the "Submit" button that appears beneath the problem statement in the Exercises Window (see Figure 2). BATBook then prompts the student to enter the name of the function he or she has written to solve this problem (see Figure 3). BATBook then checks the solution by running the student's program on several test cases associated with each problem. If the program does not produce the correct results for a test case, BATBook informs the student how the program behaved incorrectly and asks the student to try to fix the solution. The student is required to attempt to fix the function and submit a second solution. If the second submitted solution is still incorrect, the student is again informed but this time is given the option of continuing with the next problem or continuing to try to fix the solution (see Figure 4).

After the completed solution is submitted, a new problem is displayed in the Exercises Window. At the completion of the exercises within the problem set, the Exercises Window is cleared and the Text Window displays the page that begins the next section of text.

4.3 Labeling Completed Solutions

BATBook contains an option in which students are able to label their final submitted solution (whether correct or incorrect) for the problem. In this version of the system, when students submit each solution they are asked to type in a brief label to describe it. Students are told that the label can be used at a later time to retrieve the problem description and the solution. The procedures for retrieving solutions are described in the next section.

The facility to label a completed solution enables students to retrieve their past work according to their own description of the problem and solution rather than having to refer specifically to the content of the problem or the solution itself. We included this option because we are interested in seeing whether students can profitably use the labeling facility to encode their solutions selecting features useful for later retrieval.
Figure 3. Submission of a completed solution.
Chapter 2: Defining LISP Functions

### Additional List Manipulation Functions

Here are three new functions useful for manipulating lists.

<table>
<thead>
<tr>
<th>Function Calls</th>
<th>Value returned</th>
<th>Operation</th>
</tr>
</thead>
<tbody>
<tr>
<td>append '(a b) '(c d)</td>
<td>(a b c d)</td>
<td>put two or more lists together into a single list</td>
</tr>
<tr>
<td>reverse '(c d e a)</td>
<td>(a d c)</td>
<td>reverse the order of the elements in the argument</td>
</tr>
<tr>
<td>last '(d e f)</td>
<td>(f)</td>
<td>return the list consisting of the last item in the argument</td>
</tr>
</tbody>
</table>

There are some important points to be made about each of these functions. The function `append` is used to construct lists. It takes two or more arguments, each of which must be a list. The function constructs a new list containing the elements of each of the arguments. Consider the following examples:

1. `(append '(peas) '(carrots celery) '(broccoli))`
2. `(append '(Dave (Jack Sue)) '(Anne Ted) Handy Richard)`

Here, the elements Dave, (Jack Sue), (Anne Ted), Handy, and Richard were combined into a new list, but the elements Jack and Sue were not taken out of the second list (Jack Sue).

### Exercises

2.7 Due to cutbacks, the police force must ask its members to make twice as many stops at various stores which they patrol. However, whereas they used to start at the closest store and finish at the most distant store, they now must start at the most distant and visit the stores in the reverse order. They must do this twice whereas they used to make only one visit per shift.

Write a function that takes a list of store names -- e.g., (macy albertsons 7-11) -- as input and returns the revised order of patrol stops.

The main function `cutback` still doesn't work. I have tried the argument `((macy albertsons 7-11))` and it returns the value `((macy albertsons 7-11) (macy albertsons 7-11))`. It should return `((macy albertsons 7-11) (macy albertsons 7-11))`. I would like to continue please modify and resubmit.

(please press OK if you want to modify cutback.)

(please press SUBMIT ALL IS button if you can't solve this problem and would like to move on to the next problem.)

---

Figure 4. Feedback on a submitted incorrect solution.

---

### LISP history

Select: [ ] TEXT [ ] Previous Problems [ ] LISP history

Click button to change contents of left hand window.

---
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5 Retrieving Past Examples

There are several methods for retrieving examples in BATBook. Two basic types of examples can be retrieved: examples within the instructional text and the student's own previous problem solving work. The examples of worked solutions embedded within the text have a special status and can be searched using a method different from the keyword text search described in Section 3.2. The method of retrieving text examples is described in Section 5.1.

The method of retrieving the student's own work depends upon the options set by the experimenter or instructor. If the student has labeled the completed solutions, these labels are used to access previous solutions. This option is described in Section 5.2. If the students were not asked for labels, they can later access their solutions by using a probe from either the problem description or the content of the solution itself. This method is described in Section 5.3.

BATBook provides another method for retrieving previous work other than completed solutions. Students can also search through their interactions with the LISP interpreter. This type of search is described in Section 5.4.

5.1 Searching Study Examples

BATBook contains the option of embedding examples within the instructional text. We refer to these as "study examples" to distinguish them from the student's own solutions to problems. A series of study examples can be included in the text similar to a series of exercises for the student to solve. Each study example includes a problem description, a solution, and an explanation of the solution (see Figure 5). The examples are presented on the right side of the screen in an expanded Exercises Window. Rather than solving the problem, the student simply reads the example and proceeds to the next example by selecting the "Next Example" button.

The student can search through any of the previous examples at any time. To initiate a search of examples, the student first selects the "Previous Problems" button beneath the LISP Interpreter Window. This changes the Text Window from Text mode to Examples mode. The examples search is most useful while solving problems, so it is important that the Exercises and LISP Interpreter Window remain in view. For that reason, the retrieved examples are placed in the Text Window. The student then types a search key opposite the "Target" prompt beneath the window, and selects the "find first" or "find next" button. The "find first" button finds the first occurrence of the search key in any of the examples that have been read so far. The "find next" button can be used to find the next occurrence, starting from the currently displayed match. If the search succeeds, then the entire example
Study the following example to see how append is
distinguished from cons and list. It is important to be able
to choose the right function from among these three in constructing a
list.

\[
(\text{list} \; \text{'(a b) 's c d))
\]
\[
((a b) \; \text{'c d))
\]
\[
((\text{cons} \; \text{'(a b) 's c d))
\]
\[
((a b) \; \text{'c d))
\]

The function cons always takes two arguments and inserts the
first argument at the beginning of the second. The function list
can take one or more arguments, and makes a new list by "wrapping
parentheses" around its arguments. The arguments may be atom or
lists, and list preserves the elements; that is, if an argument
is a list, it creates an embedded list in the new list. The
function append makes a new list by "appending" the elements
from each of its arguments and putting all the elements
into one long list. (Actually, list and append can be called with
no arguments, in which case each would return the empty list, nil.
In addition append can be called with 1 argument, in which case it
just returns that argument. The occasions for calling these
functions in this way are rare. On the other hand, list can be
quite useful with one argument, because you might want to make a
list containing that argument.)

The function reverse takes one argument, which must be a
list. It returns a list in which the order of the elements has
been reversed. However, it does not reverse the order of any
embedded lists.

\[
(\text{reverse} \; \text{'(shirt dress socks shoes jacket))}
\]
\[
(\text{shirt dress socks shoes jacket})
\]
\[
(\text{jacket (socks shoes dress shirt))}
\]

The function mapcar also takes one argument, which must be a
list. It returns the tail of the argument consisting of the last list.
That is, it does not just return the last list. Instead, it returns a list with one element which is the last list of the
argument. Calling mapcar is equivalent to taking successive car's of
a list until only one element remains.

![Figure 5. Reading a study example in the text.](image)
A pollster has collected answers to a series of questions. These answers are in the form of a list. For a particular report she wants to collect answers for the first and last questions given. Write a function that will take a list of answers -- e.g., (21 yes renting democrat) -- and return the first and the last ones only.

```lisp
(defun best-worst (students)
  (cons (car students) (last students)))
```

This function takes one argument which is a list of student names. We can use "car" to get the first student's name and "last" to get a list containing the last student's name. Now we choose the function "cons" to put these two lists together because the first student's name is an atom and can simply be inserted into the list containing the last student's name. This will give us our single list of two names.

Then we can call the function "best-worst" as follows:

```lisp
(best-worst '(smith jones samuels blake))
```

Figure 6. Retrieval of a study example from the text.
is displayed in the Text Window. If the search key cannot be found, a message is displayed and the student can either edit the search key or abandon the search. A case in which the student has retrieved a study example while solving a later problem is shown in Figure 6.

Making previous examples in the text more easily available to students is an important facility of the BATBook system. Many types of instructional text contain examples to demonstrate a concept or solution method. The successful "Minimal Manual" approach for computer manuals developed by Carroll and his colleagues relies heavily on the use of examples to demonstrate the sequence of actions to achieve a particular text editing goal (Black, Carroll, & McGuigan, 1987; Carroll, Smith-Kerker, Ford, & Mazur-Rimet, 1987-1988). Students focus on examples in textbooks and manuals when learning new procedures (LeFevre & Dixon, 1986; Reder, Charney, & Morgan, 1986; Sweller & Cooper, 1985; VanLehn, 1986; Zhu & Simon, 1987). Furthermore, the type of elaborations students generate when understanding and reviewing examples strongly influences their success on later problems (Chi et al., 1989; Pirolli & Bielaczyc, 1989). Treating the example as a problem to be solved, in which each step can be "predicted" and the reasons for each step explained, leads to better learning. Consistent with these results, Charney and Reder (1986) demonstrated that students learn more by solving a corresponding problem than by simply following the step by step instructions in an example. The example searching capabilities of BATBook facilitate the process of learning from previous examples by enabling relevant examples to be more easily retrieved and used to solve new problems. As an experimental tool, the example searching capabilities of BATBook enable us to investigate when students decide to use previous examples and how they access them.

Another potential benefit of the use of examples in BATBook relies on the way in which examples are distinguished from regular expository text. This may serve to focus students on the examples and encourage them to process the examples more appropriately than treating them as additional expository text. Scardamalia and her colleagues have argued that making the understanding goals more explicit can encourage more profitable learning strategies (Scardamalia, Bereiter, McLean, Swallow, & Woodruff, 1989).

5.2 Searching Previous Solutions Using Labels

Students who store solutions using their own labels can later retrieve any problem and its solution using the label as a key. A search of previous solutions can occur at any point the student chooses. To search previous solutions, the student first selects the "Previous Problems" button in the LISP Interpreter Window. As in the
A professor wants to know the best and the worst student in each of the discussion sections of his class. He has the names of the participants of each discussion group in lists that start with the best student and end with the worst. Write a function that will take each of these lists — e.g., (math jones samuels blake) — and return another list containing only the names of the best and the worst student.

Your solution:

(defun best-worst (students)
  (cons (car students) (last students)))

2.15
A pollster has collected answers to a series of questions. These answers are in the form of a list. For a particular report she wants to collect answers for the first and last questions given. Write a function that will take a list of answers — e.g., ((21 yes renting democrat) -- and return the first and the last ones only.

(defun pollster (answers)
  (spool (car answers) (last answers)))

Figure 7. Retrieval of a previous solution using the student's label.
search of study examples, this replaces the Text Window with a Previous Solutions Window. The student can then type part or all of a previous label and select the "Label Search" button to initiate the search. If a problem with a matching label is found, the complete problem description and the subject's final solution to the problem are displayed in the Previous Solutions Window (see Figure 7). After finding a previous solution, the student can return to the LISP Interpreter Window to attempt to map a component of that solution to the current problem or decide to search for a different problem if the example retrieved turns out not to be useful.

Students find the ability to retrieve previous solutions a very useful feature of BATBook. The labeling facility provides pedagogical benefits similar to the facility for retrieving examples from the text. Much of problem solving early in a student's learning of a new topic relies on retrieving memories for previous solutions, adapting the procedure to fit a new problem, and generalizing the result. BATBook enables students to encode their solutions in ways that later can be used to retrieve them. The retrieval process is greatly facilitated — rather than having to recall a solution from memory, the computer enables students to accurately retrieve the complete problem description and solution. This type of assistance should facilitate the students' abstraction of general solution plans from the examples. This raises a number of important theoretical issues, which we are currently investigating using BATBook: What type of similarity causes a new problem to remind students of a previous solution? What aspects of a solution do students encode in memory?

There are potential pedagogical benefits in focusing students directly on the encoding and retrieval question. Students know when they label a solution that their labeling will affect how easy it will be to retrieve that solution at a later time. Requiring students to label their solutions may cause them to reflect on the solution and try to abstract what was important, interesting, or novel about this problem. This type of reflection is generally considered an important part of sophistication in a domain (e.g., Collins & Brown, 1988). BATBook provides a way to investigate these issues by examining students' choices of labels, whether the labels can be remembered and effectively used, whether the type of labels change with expertise, etc.

5.3 Searching Previous Solutions Using Problem or Solution Content

A different method for searching previous solutions is available to those students not asked to label their solutions when submitting them. These students can search by referring to any of the content of the problem or the solution. In this method, search is initiating by selecting the "Previous Problems" button. At that point, the student
During a political campaign, one of the organizational staff members decides that by campaigning only once in each district many contacts are missed because people are not at home. He decides that each person should backtrack after they have finished their routes and redo each district by revisiting the places they had missed the first time through. Write a function that would take the original list of districts -- e.g., (crestwood glenora belvedere) -- and return a list that contains the revised route.

YOUR SOLUTION:

(defun relations (familynamex)
  (append familynamex (reverse familynamex)))

Figure 8. Retrieval of a previous solution using content of the problem.
can type in the search target, and select the "find first" or "find next" button. BATBook then searches through the problem descriptions and their solutions for the first or next occurrence of the search string. If a match is found, the problem description and the subject's solution are displayed in the Text Window, just as for a Label Search. Only the problem and description for a single problem are displayed at a time. An example of this type of search is shown in Figure 8.

5.4 Searching the LISP Interaction History

We have discussed how students can search study examples embedded in the text or their previous solutions. Another potentially important type of information is the problem solving attempts made prior to a solution. Information such as understanding an obstacle encountered, explanation of why a plan failed, or other unexpected events in pursuing a plan may play an important role in providing access to the event in memory and may determine what can be learned from the problem solving episode (e.g., Carbonell, 1986; Hammond, 1989; Seifert & Hammond, 1989). For this reason, BATBook provides students the ability not only to search complete examples or solutions but also to search the record of their problem solving interactions. In the LISP domain, this is accomplished by a facility for searching interactions with the LISP Interpreter.

Students can search the history of their interactions with the interpreter by selecting the "LISP History" button. At that point, the student can type a search string and select the "find first" or "find next" button. As in search of the text, this search finds the first or next occurrence of the search string in the log of the student's interaction with the LISP interpreter for that chapter. The log is displayed in the Text Window with the target string in reverse video. An example of this type of search is shown in Figure 9.

Students find the search of the LISP history to be a useful feature while solving problems. Students frequently search for previous episodes in which they encountered an error similar to one appearing in the current problem or for cases when they correctly used a construct relevant for a current problem.
During a political campaign, one of the organizational staff members decides that by campaigning only once in each district many contacts are missed because people are not at home. He decides that each person should backtrack after they have finished their routes and redo each district by revisiting the places they had missed the first time through. Write a function that would take the original list of districts -- e.g., (crestwood glenora belvedere) -- and return a list that contains the revised route.
Conclusions: The Study of Complex Cognitive Skills

In this paper, we have described the BATBook electronic book and problem solving environment. BATBook has been designed as both a pedagogical and an experimental tool. The pedagogical benefits of the system derive from the way in which BATBook facilitates students' use of examples. Study examples within the text can be easily retrieved and used when the student faces similar problems later on, or accessed in order to contrast a study example with a problem in which a somewhat different solution technique is required. The student's own completed solutions can be easily retrieved so that past successes can be applied to new problems. In this way, students can see what is similar between problems and abstract more general strategies and plans. Students can also retrieve a previous solution to contrast it with a current problem to consider why the previous technique cannot apply to the current problem. Furthermore, focusing students on the encoding and retrieval process itself may produce pedagogical benefits. When asked to label a solution, students must reflect on the problem solving episode and extract features useful for indexing it. In general, the problem solving environment encourages students to process examples differently from text, and to consider when solving a problem how it relates to other problems.

As an experimental tool, BATBook enables us to examine a number of important research questions facing theories of learning from examples. By making the students' use of examples overt and the process by which they retrieve examples explicit, we can examine in greater detail the role that examples play in learning. In particular, we are investigating the reminding and use of examples. What type of similarities between problems cause students to be reminded of a previous solution? Are students distracted by superficial similarities, or do they recognize structural similarities between problems with different surface content? At what point during problem solving do remindings occur? What type of information is encoded in memory from a problem solving episode?

We have constructed BATBook to examine the reminding and use of examples in a situation in which students are engaged in learning a new domain and solving problems. Retrieving a study example, an example of a bug encountered previously, or a successful solution are all methods in the student's battery of learning strategies. In this way, we can examine the use of examples in a natural context, where the examples are used as part of the problem solving. This approach differs from one in which the reminding is a goal explicitly posed by the experimenter, for example if the student were asked to describe similarities between problems or recall information that was only encoded for the purpose of recalling it. If the goal
is to characterize how people remember and use information to accomplish goals, it may be difficult to generalize from laboratory tasks in which the subjects are not given problem solving goals (Seifert, 1988; Seifert & Hammond, 1989). In order to investigate empirically the types of complex learning now facing cognitive science theories, it will be necessary to move beyond simple one-hour laboratory studies of simplified material with simple “percent correct” performance tests. Instead, much finer grained analyses will be required to evaluate learning models. Anderson (1987b) has argued that interactive problem solving environments that record and track students’ reasoning are an optimal methodology for the study of learning. Experiments such as our BATBook studies (Faries, 1988; Faries & Reiser, 1988; Faries & Reiser, in preparation) and instructional experiments based on intelligent tutoring systems (e.g., Corbett & Anderson, 1989; Pirolli, 1986; Reiser, Ranney, Lovett, & Kimberg, 1989; Singley & Anderson, 1989) provide such intensive analyses of students’ learning.
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