CONTRACT REPORT NUMBER 8-89
PREPARED FOR THE
HUMAN ENGINEERING LABORATORY

BY
COMMUNICATIONS DESIGN CENTER
CARNEGIE MELLON UNIVERSITY
PITTSBURGH, PA 15213

HELP DESIGN SOFTWARE PROJECT
30 NOVEMBER 1988

DAAA1-86-K-0019AC85

Approved for public release; distribution is unlimited.

ABERDEEN PROVING GROUND, MARYLAND 21005-5001
Help Design Software Project

researched, designed and written by

Thomas M. Duffy, James Palmer, Brad Mehlenbacher, Guojun Zhang, Ann Aaron, Maria Truschel, Karen Denchfield

Communications Design Center
Carnegie Mellon University
Pittsburgh, PA 15213

November 30, 1988

Funded in part by the United States Army
Human Engineering Laboratory, Aberdeen Proving Grounds, MD
under contract # DAAA1-86-K-0019 AC85.
Contract monitor: Maureen Larkin.
Help Design Software Project (Unclassified)

Thomas M. Duffy, James Palmer, Brad Mehlenbacher, Guojun Zhang, Ann Aaron, Maria Trusche, Karen Benchfield

Interim

FROM 4 Apr 87 TO Nov 88

1988, Nov. 30

270

On-Line Help, HELP Systems, human-computer interface, human factors

Interactive computer systems were once used only by highly-trained specialists. Today, complex computer systems are used by people with varying levels of skill and experience. Adequate on-line help systems must be designed so new or infrequent users will be able to effectively use the systems without lengthy training or experimentation. The purpose of this project was to perform a systematic investigation of on-line help and to develop guidelines for the design of on-line help systems for interactive computer systems. Three topics were hypothesized and investigated:

1. The help database should be arranged so that it can be efficiently maintained without sacrificing the capacity for many kinds of access and it should appear consistently so that entries can be added or amended easily. Alternate organizational strategies that balanced user-friendliness with ease of maintenance were developed and tested.

(continued on reverse side)
Each entry in the database should be structured for effective scanning and interpretation. Alternate presentation formats for on-line help information were evaluated. Optimal display strategies are reported.

The type of information in the database should be specific to the users for which the on-line help system is designed. Procedures for assessing the kinds of information that will be useful were developed. Access channels to the on-line help database were designed.
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Our contract, Online Help for Interactive Systems (DAAA1-86-k-0019) began March 7, 1986. This report is a summary of the second year of activity.

One of the major products planned for in this project was the development of a kit of help design tools that can be used to evaluate any online help program. This was to include the development of a prototype help system.

The first year of this contract focused primarily on defining and refining the problem domain. We initiated a major literature review, collected online help design guidelines, reviewed existing help systems, and interviewed professionals who had developed help systems. That work contributed substantially to the data base developed during the second year. Perhaps, more importantly, the work contributed to the development of a conceptual and theoretical framework on the definition of online help and the design and evaluation of help systems. This framework has been central to the work during this second year.

There were also very frustrating aspects of the first year of work. We were ready to begin building model help systems and a design aiding system, but we simply could not identify any tools to support the effort. We lost significant time trying to locate tools for building and testing prototypes. This lost time included three months of frustration in trying to use the most widely recommended rapid prototyper, Rapid-Use. At the end of year one we recommended scaling down this component of the contract because there were not any tools available to support that goal of the contract within the cost and time constraints.

The second year of effort to build the design and evaluation system has been as fruitful as the first year of effort on that task was frustrating. We have made tremendous strides in implementing the system much along the lines originally planned. Indeed, developing the systems, and documenting the conceptual underpinnings of the products has been the major focus during the second year.
The progress has been made possible in large part by the introduction of HyperCard by Apple Computer. HyperCard is an object oriented programming system, supported by a very natural programming language, for the development of relational databases. Because of the success of our work with HyperCard, we have begun to replace our Sun Microsystems with Apple Macintoshes.

The work during this year had included front end analysis to contribute to the refinement of the project goals, experimental evaluation of alternative design strategies, and the development of the design and evaluation tools that are the primary focus of the contract. The major focus during the last several months has been on the design and evaluation tools. We feel we have made substantial progress in developing the theoretical underpinnings of these tools and in the actual tool development. The system that we are developing has three basic components:

- **Help Design System** to assist developers in incorporating sound design principles in their online help.

- **Help Evaluation System** to assist developers and end users in diagnosing the strengths and weakness of any online help system.

- **Help Prototype Testing System** to assist in testing alternative design strategies for components of online help.

We have provided papers describing the conceptual basis for each of these systems, as well as prototypes of the actual systems. We also briefly describe each component later in this overview.
Deliverables

Deliverables included with this report or to be submitted before 1 May are as follows:

Reports

• The Design and Evaluation of Online Help for Unix EMACS: Capturing the User In Menu Design. James Palmer, Thomas M. Duffy, Kathleen Gomoll, Jessica Richards-Palmquist, John Trumble. (delivered)

• Developing the Help Design Software. Thomas M. Duffy, James Palmer, Brad Mehlenbacher, Guojun Zhang, Ann Aaron, Maria Truschel, Karen Denchfield. (delivered)


• Theory and Methodology of Evaluating Online Help. Thomas M. Duffy, James Palmer, John Trumble. (delivered)

• The Help Design Evaluation Survey (Versions A&B). Thomas M. Duffy. (delivered)


• An Analysis of Online Help Programs. Thomas M. Duffy, John Trumble, James Palmer. (available 1 May)
Software

- The Help Design System. Thomas M. Duffy, James Palmer, Brad Mehlenbacher, Ann Aaron, Maria Truschel, Karen Denchfield. (delivered)

- The Menu Tester (Experimental Version). Brad Mehlenbacher, Thomas M. Duffy, James Palmer. (delivered)

The Online Help Team

We have been lucky to have a very strong development team working on the project this year. The staff funded at least partially through the contract are:

- Tom Duffy (Principal Investigator)
- Jim Palmer (PhD student and Associate Principal Investigator)
- Brad Mehlenbacher (PhD student)
- Guojun Zhang (post doctoral student)
- Maria Truschel (Masters student)
- Karen Denchfield (Masters student)
- Ann Aaron (Masters student)

We have also had an enthusiastic response to a course offering on the Design of Online Help during the spring 1988 semester. Our team has been very effectively augmented by the following people enrolled in that course.

- Bill Hefley (project manager, Software Engineering Institute)
- Alan Houser (CMU staff, Computer Science)
- Debbi Smelson (senior)
- Shari Miller (senior)

Presentations

We have made or are scheduled to make presentations on the Help Design Software at the following places.
Online Help Defined

Online help is a very broad term that has been applied to label many different aspects of the computer system. One of the first requirements in this project was to define the term and thereby specify the domain of our efforts. We define online help as a program and database that is a resource for using an application program or some piece of hardware (Duffy and Langston, 1985). That is, it is a program that, at a minimum, permits access to and navigation through a database. The program and database are functionally distinct from the application software and access to the database is initiated by the user.

Online help is distinguished from error correction or error feedback in that error correction is: a.) typically a part of the application program, rather than a separate program; and b.) system, rather than user, activated. Thus, online help is a computer based information system accessed by a soldier and designed to provide the soldier with assistance in completing a task within another computer program.

The goal for online documentation is job aiding; it is a source of reference information and procedural instructions. We distinguish online help from tutorials or training on the basis of this job aiding vs instructional function. The user of online help is seen as a soldier in the middle of a job rather than a soldier learning about a job.
We do not distinguish between online documentation and online help. We will classify a system as online help as long as it is a functionally distinct program and database and the goal in the design is to aid job performance. If a technical manual that was designed to aid a soldier in using a computer system were placed online, we would classify that online manual as an online help system. We would hasten to add, however, that we would expect such an online help system to be ineffective: the design of an online help system is quite different from the design of a technical manual (Duffy, Gomoll, Gomoll, Palmer, Aaron, 1988).

With this definition of online help in mind, we now review the status of our work in developing the help design and evaluation systems.

**Help Design and Evaluation Tools**

**The Help Design System**

The Help Design System is being developed as a job aid to be used in the software engineering environment for planning and designing online help programs. The goal of the system is to both present sound guidance on the design of online help and to help developers incorporate that guidance in their product. The intended audience for the tool is writers, programmers, system developers or any other professional involved in the development of a help program.

The Help Design System (HDS) reflects an approach to job aiding that is innovative in both concept and application. Most guidance systems simply provide the developer with a list of discrete guidelines or rules to be used in the design. They pay little if any attention to how the developer can utilize the guidance. At best, they provide examples to aid the developer in understanding or interpreting the particular guideline.

However, design is not the serial application of independent guidelines. A help system is an integrated whole. The problem is not just instantiating a particular guideline in terms of a particular help design context. It is also the integration of guidelines that are often in conflict.
The strategy in HDS is to focus on aiding the developer to transfer the guidance to his or her application. There are two major components to the HDS. The first level consists of fully functional model help systems. The models are instantiations of not only the individual guidelines on help design but also the integration of those guidelines. The developer can enter a model help system, navigate through it, and get a complete sense of a good help system. The designer can then adapt that model (conceptually) to his or her own application.

We currently have one model help system -- help for a mock word processor called "Not Write". However, a product ready for deployment would have several models each representing different sets of hardware and software constraints on the possible design. See Figure 1 for a visual representation of the Not Write online help system:

![Diagram of Not Write online help system]

Figure 1. Components of the Not Write online help system.
The second level of HDS provides assistance in transferring or adapting the models. If the designer wants to see more explicit statements of the design strategy for any screen in a model, he or she can enter this second level for advice. There are a variety of aids provided as is shown in Figure 2.

Figure 2. Components of the HDS system.

The idea is to provide more and more detailed information, ranging from an overview statement that basically points out the important features of the screen to more specific principles and other examples of those principles, and finally to detailed guidelines and even to references where the designer can go for more information.

The design aiding component now consists of 39 principles, 192 guidelines, and 198 references.
Using HDS. Includes brief written instructions on working with HDS. Other than that, the system should be self explanatory. Select "How to Use" HDS on the main menu.

As a part of HDS we have included a draft of a presentation on why online help is important. This may be accessed through the "The Importance of Online Help" selection on the main menu. This is meant to be a tool for HEL to communicate the importance and value of online help (as compared, e.g., to hardcopy documentation). We hope to have all the graphics for the overview completed by 1 April.

The Help Evaluation System.

This system is designed to aid the evaluation of existing online help programs. Thus, it is for use by end users of software as well as by software engineers. The goal in developing the evaluation system was to provide an objective and valid tool that would provide diagnostic information on the strengths and weaknesses of a particular help program as well as permit comparisons between help systems.

The need for the evaluation tool is obvious when one attempts to compare help programs or even describe a given help program. While we can talk about this or that feature of a help program, there is no system available for the systematic description of a help program. Since a given help program cannot be systematically described, help programs cannot be systematically compared. The comparisons are always on the basis of one or another feature.

Clearly, before we could evaluate a help system we had to be able to describe it. Thus the initial work on this project focused on a method for describing a help system. We used an information processing analysis of help to build a taxonomy of help tasks. That is, at the top level of our system are eight tasks that a person must do in getting help. The tasks range from formulating the help requirement and accessing the help system to comprehending the information and applying it.
Our criterion for a good help system is one in which the user can get and apply the help information in a minimum of time and cognitive effort. That is, a good help system minimizes the distraction from the primary task at hand -- using the application program. If a system minimizes time in completing each of the information processing tasks involved in getting help, then the system is maximally efficient. Figure 3 gives a summary of some of the key cognitive issues an effective online help system should address:

<table>
<thead>
<tr>
<th>Information Processing Task:</th>
<th>Help System Feature:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Access help system itself</td>
<td>application interface</td>
</tr>
<tr>
<td>2. Select a potential topic</td>
<td>menu or keyword search</td>
</tr>
<tr>
<td>3. Locate information within a topic</td>
<td>format of text or screen</td>
</tr>
<tr>
<td>4. Understand help information</td>
<td>comprehensibility of text</td>
</tr>
<tr>
<td>5. Decide if information is relevant</td>
<td>type of information, content</td>
</tr>
<tr>
<td>6. (possibly) Go to related topics</td>
<td>navigation through help</td>
</tr>
<tr>
<td>7. Apply help information to situation</td>
<td>windows, link to application</td>
</tr>
</tbody>
</table>

Figure 3. Information Processing Tasks and Help System Features.

Thus, our approach to evaluation is to assess the degree to which a help system is efficient in supporting each of the information processing tasks. This immediately suggests performance testing to gather speed ad accuracy measures on a help system. However, if we are to achieve our goal of a tool that permits a comparison of help systems, performance testing is not feasible. The complexity of the application program being supported will affect the complexity of a help program. Thus, even the best designed help program for a large application will result in slower performance times and probably more errors than almost any help program for a small application.

We have turned instead to the use of ratings. Experts rate the help system in terms of particular strengths and weaknesses. The ratings are organized into
eight categories reflecting the eight information processing tasks involved in using help.

There are two evaluation instruments. The first one, the Help Design Evaluation, looks at the features of the help program that are provided to promote effective completion of each of the information processing tasks. We have completed two versions of this evaluation instrument and are in the process of collecting reliability and validity data on each one.

The second evaluation instrument, Help Content Evaluation, examines the accuracy and completeness of the information in help. The focus is the degree to which the information available will actually support the completion of tasks in the application program. This evaluation instrument is still in development.

**Use of the Evaluation.** Full instructions for the use of the Help Design Evaluation instruments are included with the rating scales. Over the next two months we will be applying these instruments to 25 help programs to provide a comparative database as well as reliability and validity data.

**The Prototype Testing System.**

The goal of this system is to facilitate the testing of different design strategies in an experimental setting. There will be two testing tools, a Menu Tester and a Navigation Tester.

The Menu Tester is partially developed and is currently supporting an evaluation experiment. The current form is a very specific tool. There are two menus in the system and three sets of menu cues (items to find on the menu). A full experimental design is implemented in which a subject receives cues and then makes the proper menu selection over a series of five blocks of 10 trials. The system collects all time and accuracy data in a format ready for submission to a statistical package.

In the full implementation, a developer will be assisted in putting the menus and stimuli of his or her choice and specifying the sequence of trials.
The Navigation Tester is still in the planning stages and the feasibility is still being assessed. However, the basic goal is the same as for the Menu Tester: a system that will support the design and data collection of experimental comparisons.

**Use of the Menu Tester.** This is really the presentation software for an experiment in progress. It is not a generalized tool. Use, outside of data collection, is primarily for demonstrating the Menu Tester concept.

**Plans for the Final Year**

The work for year three will consist primarily of completing the three evaluation and testing systems. This includes both completing the product development and elaborating upon the conceptual framework. We will discuss the plans for each system in this section. However, there is more general and futuristic planning that is also required.

In the conclusion of the report on the "Help Design Software" we discuss two possible directions that the HDS system could take in the future. Both of the considerations involved adding an intelligent component to the system. In one case it was to provide an intelligent job aid while the alternative was an intelligent trainer. A third alternative is to expand the definition of help encompassed by our system.

The HDS system was originally conceived of as a job aid that a designer could use in planning his or her help program. There are model help systems that the designer can adapt and there are help design aids to assist in that adaptation.

An extension of the system as a job aid could involve making it a more intelligent assistant. Under this conceptualization, the designer could work within HDS, modifying and adapting the model (or even the supporting examples) to fit his or her system. The design aiding system would then provide feedback on the quality of the adaptation, making suggestions, as appropriate, for modifications.
An alternative to job aiding is to adapt the system to the **training of help program designers**. In this extension of HDS, a model help system would serve as a simulation environment. The trainee would be given design tasks requiring either building a component of the help system or diagnosing and repairing "faults" in the help system. The simulator would, of course, be modified by adding the appropriate faults or deleting the system feature necessary to support the task.

The design aiding component would be the feedback system for the trainee. That is, the system could provide feedback on completed tasks (diagnoses or component building) or it could provide advice and hints during the course of the task.

The third alternative is to extend our work to **new issues in the design of help**. Our work focused on help as job aiding (aiding the end user, not to be confused with aiding the designer which is the goal of HDS). Our theory and the HDS system, could be extended to included the use of tutorials in online help. Extending the work in this direction would involve developing model tutorials as a part of (or alternative to) job aiding and, most importantly, developing principles, guidelines, and procedures for the design of tutorials.

Now let us turn to the more immediate future and present our plans for completing each of the design and evaluation tools.

**Help Design Software.**

We have been developing one model help system. We will **complete the development of that model**. This will involve adding components that are still missing: some command and task help text, the rest of help on help, and the map of the help system. We will not write help text for all commands and tasks. Since the model is only meant to be illustrative (a model), we only need enough text to make navigating meaningful and to provide multiple examples of the content, layout, and style for presenting help.
We will also test and revise the model, to ensure that it really does provide a solid model of what help should be. We have already done some testing and know that the navigation system needs to be modified.

We will complete the help design aiding system. There are several components entirely missing from the aiding system: examples of principles, design strategies, and design procedures. These need to be added. We also need to add to the reference list and to the guidelines.

Finally, we will test and revise the design aiding system. The design aiding system is a level in the HDS, and it, in turn, has many levels. As a consequence we will need to ensure that the system has very distinctive guideposts and directions to support not only navigation but also the effective use of the design aids. User testing has already suggested many revisions we can make to aid the designer.

We will complete the "How to use HDS" component that is accessed through the main menu.

We will complete the "Importance of online help" component that is accessed through the main menu.

We will provide a new introductory screen.

Finally, we will be preparing more technical reports documenting the system and elaborating upon the theoretical underpinnings of the system.

Help Evaluation Surveys.

We will complete the assessment of the reliability and validity of the Help Design Survey. We currently have two versions of the Help Design Survey. The selection of the final version will be based on the reliability and validity assessment. Validity will be based on construct and content analyses. That is, the validity of the Survey will be based on the theoretical soundness of the approach and the adequacy of the particular items as judged by experts outside of our project area.
The reliability assessment will be done by having two expert raters use each instrument in evaluating 25 different online help programs. Interrater reliability will be calculated.

The reliability assessment will also provide a data base of ratings that can serve as a basis of comparison in applying the survey to other help programs.

We will assess the feasibility of the Help Content Survey approach to evaluating accuracy and completeness. If it is feasible, we will develop a draft of the Help Content Survey instrument and conduct initial testing of it.

Finally, we will be preparing more technical reports documenting the reliability and validity of the system and elaborating upon the theoretical underpinnings.

**Prototype Testing System**

We will complete the development of the Menu Tester. The final version will permit designers to enter menus of their own design (including hierarchical menus), enter stimuli to be presented, and specify a test sequence. In the final version, the end user will work through an experimental session totally presented in the Menu Tester, and accuracy and time data will be saved.

We will assess the feasibility of the Navigation Tester and if feasible we will develop a prototype system. The Navigation Tester, if developed, will have the same functionality as the Menu Tester.

Finally, we will be preparing more technical reports documenting the testing systems.
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You Have Received Three Diskettes

You require a Macintosh Plus, SE or II with a hard disk to run the Help Design Software.

Installing the Help Design Software

To install the complete Help Design Software package on your hard disk, follow these instructions step by step:

Use the "New Folder" command under the "File" menu to create a new folder.

Name the folder HDS.

Insert the "HDS Help Design Software" System Disk into the Macintosh disk drive.

Copy the contents of the disk "HDS System" into the folder "HDS" which you created on your hard disk.

Eject the disk "HDS System" by dragging it into the trash can.

Insert the disk labelled "HDS Help Design Software #1" into the Macintosh disk drive.

Copy all the files in the disk "HDS #1" into the "HDS" folder on your hard disk (the "Select All" command in the "Edit" menu is helpful to use when doing this).

Eject the disk "HDS" by dragging it into the trash can.

Insert the disk "HDS Help Design Software #2" into the Macintosh disk drive.

Copy all the files on the disk "HDS" into the folder "HDS" on your hard disk.

Eject the disk "HDS #2" by dragging it into the trash can.

Choose the "Restart" command under the "Special" menu to restart you Macintosh.

Running the Help Design Software

You are now ready to run the software: open the "HDS" folder and double-click on the file "Home".

Do not click on any other files. The Home file contains all the major functions used by all the other HDS files.
A Brief Summary of the Help Design Software

Once you have started the program, an introductory screen will appear. Click once anywhere on the screen and you will be taken to the credits page. Clicking on this page takes you to the "Help Design Software Main Menu".

The Main Menu should give you the best sense of the functionality of HDS. After making a selection you will be taken to one of the various components of HDS. And the Main Menu is always with you,

Note that in the Model Help System (which is a mock application supported by a "good" and functioning Online Help System) the HDS functions are not available to you; in order to return to the HDS support functions, choose either "Quit" under the "Control" option or "Map of HDS" under the "Help" option.

The first two choices are "The Importance of Online Help", which describes online versus hardcopy help presentation of guidelines, and "How to use the Help Design Software", which gives a short description of each component of the software you are using. These should be reviewed first, and should give you an overall view of the software.

The third choice is "Map of the Help Design Software" which is both a visual representation of the overall system and a navigation aid (you can click on any part of the map to go to that component of the system).

The fourth choice, "Examine Model Help Systems", takes you to the Model Help Systems Menu. Select the "Word Processing Application" to explore a functioning help system for our mock word processor, Not Write.

You can also select the "Browse Guidelines", "Browse References" and the "Browse Design Principles" to view the extensive support material behind the building and presentation of the Model Help System.

The Help Design Software is designed for use without extensive hardcopy documentation. If you have any questions or concerns feel free to contact be Tom Duffy at the Communications Design Center, Carnegie Mellon University.

Running the Menu Order Experiment

Open the "HDS" folder and double-click on the file "Menu Order".

You will be presented with an introductory screen and a menu bar at the top of the screen. This screen is where you choose the condition you want to test. The two selections, MenuType and TaskType, are the main experimental variables: there are two types of menus, alphabetic and functionally organized, and three types of tasks, direct match (find bold on a menu with
the item bold on it), synonym match (find heavier on a menu with bold on it)
and picture match (find a before-after representation of bold on a menu with
bold on it).

Make a selection from both the MenuType and TaskType menu bars, and the
experiment will begin.

To quit the "Menu Order" program, press Command-Q at any time.

See the paper "Finding Menu Information: Linking Menu Organization to
the User's Goals" for a detailed description of the theoretical issues being
addressed by the "Menu Order" software.
Developing the Help Design Software
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The Help Design Software was developed for use in the software engineering environment to aid in the design of online help systems. We define online help as a program and database that is a resource for using an application program or some piece of hardware (Duffy and Langston, 1985). That is, it is a program that, at a minimum, permits access to and navigation through a database. The help program and database are functionally distinct from the application software and access to help is initiated by the user.

Online help is distinguished from error correction or error feedback in that error correction is typically a part of the application program, rather than a separate program and is system, rather than user, activated. Thus, online help is a computer-based information system accessed by a soldier and designed to provide the soldier with assistance in completing a task within another computer program.

The goal for online documentation is job aiding; it is a source of reference information and procedural instructions relevant to specific tasks or jobs. We distinguish online help from tutorials or training on the basis of this job aiding vs instructional function. The user of online help is seen as a soldier in the middle of a job rather than a soldier learning about a job. (Intermediate needs vs. long-term needs.)

We do not distinguish between online documentation and online help. We will classify a system as online help as long as it is a functionally distinct program and database designed to aid job performance. If a technical manual that was designed to aid a soldier in using a computer system were placed online, we would classify that online manual as an online help system. We would hasten to add, however, that we would expect such an online help system to be ineffective: the design of an online help system is quite different
We are using "software engineering environment" in a broad sense to include all efforts to develop application software. The intended users of this design tool are contractors or DOD personnel involved in the design or evaluation of a help system for application software. Because these users come from a variety of disciplines, we make few assumptions about their skills and knowledge. A user may be a technical writer, computer programmer, systems engineer, or a human factors specialist. More than likely the online help designers will be a team consisting of personnel from several of these disciplines.

Existing Strategies for Aiding

Guidance on the development of online help, technical manuals, or the user interface is typically provided in the form of a series of verbal statements of detailed design and content requirements: the ubiquitous "guidebook" or "specification." There is a long history of presenting these discrete chunks of verbal information as a means of guiding the writing process, as is evident in the examination of almost any guidebook for writing, e.g., Strunk and White (19). It is also commonplace in guiding interface design, as can be seen in the comprehensive guidebook recently developed by Smith and Mosier (1986). Indeed, the Department of Defense exerts control over its contractors through these discrete verbal statements presented in the form of military specifications and standards.

While there has been an insistence on developing guidebooks, there is a vast array of evidence indicating the failure of this approach to aid the development process. Perhaps the most intuitively appealing evidence is the continuing difficulty in producing effective documents in spite of the availability of guidelines and the imposition of specifications. More specific
evidence comes from a survey by Duffy, Post and Smith (1987) of publication houses producing technical manuals for the Department of Defense. They asked writers and managers to list the problems they confronted in producing effective manuals. Their difficulty in understanding and applying the specifications was near the top of that list.

In part, the problem with guidelines is that they are generalizations that must be interpreted for the particular instance. The concepts in a guideline tend to be stated abstractly, and thus the interpretation requires skill and experience. If the guidelines were accompanied by training in which the writers practiced discriminating between the proper application and violation of the guideline, then they could develop the ability to apply the guideline in new situations (see, e.g., Merrill and Tennyson, 1979).

Developers of guidelines have attempted to overcome the problem of instantiating guidelines by providing examples. The Department of Defense Handbook 761, for example, presents examples of each of the guidelines. While this may help in applying a given guideline in isolation it does not assist in the coordinated application of the guidelines. Guidelines are a decomposition of a text. That is, while a text is a whole, guidelines function only as a series of independent statements about that text and cannot possibly capture the interaction of principles and design strategies that resulted in the final product.

The fact that guidelines cannot capture the essence of good documentation is reflected in Klare's (unpublished) analysis of fifteen different guidebooks. He found that there was seldom agreement between the guidebooks; different writers viewed the critical attributes of good documentation differently. More importantly, Klare found many conflicting guidelines within any given guidebook. As a simple example of that conflict, many guidebooks advise writers to "be concise" and also "be complete." These guidelines are clearly in conflict: when the inclusion of a piece of information is debatable do we include it to be complete or do we exclude it to be concise? It is in the
resolution of these conflicts and integration issues that lists of guidelines, even with examples, fail.

Rationale for the HDS Approach to Aiding

Our approach is based on two considerations. First, the same principles for the design of a help system apply to the design of our Help Design Software. The designers are very much goal-oriented and want help with a minimum of distraction from the design process.

Second, people learn most readily from modeling. They don't use manuals (text) to assemble a bike, repair a car, write to a specification, or design a display. Rather, they look for a model to imitate. They look at another car, they find another manual written to the specification, etc. (see, e.g., Kern 1985).

These factors both suggest that the most effective method for aiding designers is to provide a model. Examining a model is less distracting then reading text on guidelines or design procedures. It also provides an integration of the design principles more nearly approximating the goal of the user, i.e., a help system. Thus while we focus on the use of examples, it is on example help systems not examples of guidelines. We thereby attempt to bridge the problem of interpreting and applying conflicting advice as well as abstract advice.

While we are attempting to aid job performance (i.e., designing a help system) the basic psychological goal is one of learning. That is, the use of guidelines, the HDS or any other aiding system is to help the individual develop a representation of a well-designed document and the conceptual skill to generate such a document. An examination of instructional theories (both cognitive theory and the more traditional behavioral theory) provides very
strong support for example based learning. In cognitive science, the use of examples and analogies is seen as essential to efficiently building a representation or schema of the problem domain and the solution strategies (Glick and Holyihok, 1985; Anderson, 1987).

In behavioral theories of instructional design, also, there is no question as to the importance of examples. The only controversy has been the proper sequencing of the presentation of the concrete examples and the abstract principles or concepts. Presenting guidelines without examples aids the person in remembering the guideline, i.e., remembering the verbal statement of the guideline. Aiding an individual in using the guideline requires the availability of examples of its application.

As we noted above, if we want the individual to use the document design principles then we must present examples of effective documents -- not of isolated guidelines. Spiro (1987) has recently made a strong case for an instructional approach that is based on presenting complex, integrated examples. He argues that almost any knowledge domain is ill structured when it is considered in the context of real-world applications. By ill structured he means that there are no algorithms or direct paths to the solutions of the problems (to a good design). This lack of a directly reached solution is exemplified in medical diagnosis, economic forecasting and other complex domains, domains in which we find that instruction is based on analyzing case studies. However, the issue also arises even in learning or applying a simple concept like a game. Imagine trying to tell a creature from outer space what a "game" is so that it can view any event and classify it as a game or not a game. The task is not possible since there are no clearly-defined attributes of a game that will apply to all instances of games. There are a wide variety of attributes of games and only some subset of those attributes will apply to any particular game. Any particular attribute may or may not be a relevant feature of a given game. Learning the list of possible attributes will therefore not lead to the ability to recognize a game.
Spiro's argument applies to document design; for the reasons discussed above, guidelines cannot be applied directly in the real world of writing. They must be interpreted in the context of the particular application and they must be integrated (including the resolution of conflicts between guidelines) to produce a final design. Just as games may be competitive or cooperative, a particular segment of a document may be concise or complete. Presenting guidelines with examples is much the same as presenting individual characteristics of games with examples of games where the characteristics apply. That sort of advice cannot lead to the learning (and hence the production) of what constitutes a good document any more than listing all the possible features of games (include competitiveness and cooperation) can lead to an understanding of games or the ability to produce games.

 Spiro argues that the development of the ability to transfer knowledge in ill structured domains, such as document design, will be supported most effectively through case based examples. That is, the focus is on the presentation of complex, real world cases that represent the integration of the principles and guidelines. Principles and guidelines are presented in the context of the cases. Not all principles will apply to all cases nor will they apply in the same way to each case. In this way, the learner can see instantiations of the principles as well as the integration of, and tradeoffs between, principles.

Our approach to aiding online help designers follows very closely the instructional model presented by Spiro. The top level of the aiding system consists of model help systems that the designers can examine and use. The systems are fully functional and thus instantiate the integrated application of guidelines. However, the aiding system is not based on the use of models or cases alone, as that would not provide assurance that the designers could transfer the proper principles to their help systems. The models do present the integration of design principles, but they do not assist the designers in focusing on and understanding those principles.
The second level of the Help Design Software (HDS) provides the principles and guidelines that are presented implicitly in the model. For any one screen of a model help system the user can obtain the principles and guidelines that supported the design of the screen and can obtain additional examples of the application of the principles. Thus, while the focus is on an integrated instantiation of a help system, there is a support structure to provide the guidance for implementing the design strategy.

In summary, we see that the most effective way of aiding the help design process is to provide model help systems that represent the integrated application of sound design principles. Ideally, the model will closely approximate the constraints of the developer's help system. That is, the model will reflect help for an application of the same degree of complexity and delivered under the same general hardware and software constraints that the developer is facing. To the extent that this is the case, a developer can easily adapt the model help system to his or her own application.

To the extent that the model does not represent the constraints of the developer's application, he or she may have difficulty transferring the principles embodied in the model. Therefore, principles, guidelines, development procedures, and examples of principles are provided to further support the development process.

The HDS Design

**The model help systems.**

At the top level of HDS are several fully functional help systems. These help systems are meant to serve as models that designers can adapt to fit the requirements of their specific application.
A critical design feature of the model component of HDS is that at least one model closely approximate the constraints of the designer's application. There are at least two implications of this design objective. First, the help systems should not incorporate elaborate or complex design features. We want to present design features that designers can actually adopt, not features they can only wish they had the time, money, or system capabilities to incorporate. Thus, we will not look to natural language mediation, collecting elaborate user histories, incorporating artificial intelligence, etc. Rather, we want "model A".\textsuperscript{1} approaches to design; good, solid and basic designs that are easy to use.

The second implication of the design objective is that a designer should be able to find a model that approximates the constraints under which he or she is developing a help system. These constraints are characteristics of the content and complexity of the application, the capabilities of the delivery system, software, and the features of the delivery hardware that will significantly impact the design of the help system. In essence the design of this system of models requires us to answer the question, "How many basic help system designs are necessary to reflect the essential features of the variety of help systems in use?" Alternatively, the question might be phrased as asking for the number of kernel or primitive help systems that are necessary to reflect the universe of help systems. We see this as a question, or perhaps a philosophy, that guides our design of HDS. We do not see it as a question for which we will provide a comprehensive answer.

Key to the consideration of the number of kernel help systems is an analysis of the number of system constraints that will affect the design of a help system. When we refer to "accomplishing their goal" or "using the application software" the user may be in the actual execution of a plan or he or she may be developing a plan. It makes no difference. The important point is that they need assistance in bringing the plan to an acceptable state (I say it that way because he or she may be looking for a more efficient plan or to use a particular system feature.

\textsuperscript{1} We thank M. David Merrill for this metaphor for the design strategy.
system. Our earlier work, for example, found that screen size is a critical feature in the design of help systems. Developers working at large screens tend to focus on the development of continuous text that a user scrolls through. Developers working on small screens, in contrast, emphasize the use of brief, highly formatted help texts that a user pages through (Duffy, Gomoll, Gomoll, Palmer, and Aaron, 1988).

We would also expect the characteristics of the application program to significantly impact the design strategy. For example, a program with a large number of commands will require a menu hierarchy whereas a small program can work from a single menu. A program that is a general tool used for many tasks may require more conceptual and heuristic presentations in the form of prose whereas a very specific application program can be supported by more procedural instructions. Finally, a program that has many modes (or uses), e.g., a spread sheet, can best be supported through context sensitive help while a modeless system, e.g., a simple editor, cannot be supported with context sensitive help.

This issue, the constraints on the design of help systems, will be a continuing conceptual focus in our work. At a more practical level, we are beginning with the development of one model help system. The help will be for a mock word processor that has a total of sixty commands that support editing and formatting. The delivery system is a small screen (a Macintosh screen) with a mouse, menus, and overlapping windows.

**The design aiding system.**

The design aiding system is meant to provide two types of support. First, it can be used by itself as a resource of principles, guidelines, and references to the literature on the design of online help. A designer can use the design aid resource to review design issues or to locate relevant discussions of those issues in the literature.
The second use of the design aiding system integrates it with the model help system, allowing the designer to request guidance that is specific to any screen of the model. We see this as the conceptually more important application. It reflects our view of how to give advice effectively, and it is a step toward an intelligent advisor or analyzer.

In this approach to aiding, the HDS system helps the user understand and transfer the design strategy presented in the model help system. In essence, while exploring the model help system, the designer can ask for advice on the strategies used in developing any one of the screens in the model. The user then enters the aiding system not as a "browser" free to roam, but rather in a mode that will provide principles, guidelines, examples, and reference relevant to the particular help screen.

The aiding system is hierarchically organized to provide more and more detailed advice. That organization is illustrated in Figure 1. If the designer asks for advice on a particular help screen, he or she will first see a narrative description of the design strategy that governed the design. The narrative will focus the designer's attention on the critical design features and present the rationale for those features. It also describes alternative designs that were considered and rejected. Thus, this top level provides a general rationale.

Given the general rationale, the user then has two options. First, he or she can ask for any methodologies that were used in achieving the design. For
Any screen in the model help system

General Rationale
A narrative presentation of the approach to designing the screen.

Design Methodology
Procedural instructions on how to achieve the design.

Principles
More abstract statements of the design strategy.

Examples
Help screens illustrating other applications of the principle.

Guidelines
Specific design characteristics on which the principle is based.

References
Citation and abstract of literature supporting the guideline.

= not implemented yet

Figure 1: Hierarchical Organization of the Design Aiding System
example, if the designer is asking about a menu screen and the strategy was to provide a functionally oriented menu, the methodology support will provide the designer with the steps for obtaining a functionally organized menu.

The alternative path from general rationale is to ask for the specific design principles that governed the design of the help screen. The principles are basically more abstract, or generalizable, statements derived from the general rationale. If the constraints on the designer's help system are considerably different from the constraints underlying the model, the designer may have difficulty transferring the general rationale to his or her application. The principles, being more general statements, are meant to aid the transfer process for this situation.

In addition to this, there are also examples (not implemented yet) which are full screen layouts that reflect the application of that principle. In generating examples, we have tried to provide widely varying contexts to illustrate the principle. Thus, the content, the complexity of the system, and the particular strategy for applying the principle will vary between examples. In this way the designer may find an example more closely related to his or her application or, at a minimum, will be better able to understand the principle (see Merrill and Tennyson, 1979 re the presentation of examples).

There is also supporting information accompanying the statement of each principle. The category box tells the user what taxonomic category the principle is concerned with (that is, did the guidelines on which this principle is based have to do with perception, decision making, understanding, motor activity, or system response time?). The principle number box, appropriately enough, tells the user the number of the principle that he or she is on. This orients the user as to his or her current position in the Principles database relative to the first principle.
As well as the examples for any one principle, the designer can also ask for the guidelines on which the principle is based and which are relevant to the help screen. The guidelines were gathered through a review of the literature on interface design, online help design, and document design. Being more specific statements of what the help system should look like, the guidelines are meant to help the user interpret the principle and thus more readily apply it to his or her application.

The database of guidelines captures the following information:

- the guideline or rule itself;

- the rationale for following the guideline (specifically, does it affect perception, decision making, understanding, motor activity, or system response time?);

- the information processing task (referred to as a "taxonomic category" in the guidelines database) to which the guideline applies. That is, is the user involved in accessing the help, characterizing the task, moving around in the help, easily reading the help, finding all the necessary information in the help, being able to understand the content, or quickly applying the information to his or her problem? (In the guidelines database, these processing tasks are labelled: access, menus, navigation, format, content, comprehensibility, or link to the application.);

- whether the guideline refers to the evaluation of the surface appearance of the help system (referred to as "product" in the guidelines database), or to the act of producing some aspect of the help system (referred to as "process" in the guidelines);

- the design parameter to which the guideline specifically applies (screen format, text density, etc.);

- the basis on which the author has formulated the guideline (either personal research, cited research, or observation);
additional comments by the HDS designers about the guideline or about the source from which the guideline was gathered.

This information is presented entirely on one screen in individual boxes. The user may click on these boxes to get information about what the information labels like basis, product, and process mean. As with all components of the Help Design Software, the guidelines database is linked to the database of reference citations, as well as to the more general levels of HDS like the design methodology and the principles.

The designer can ask to see the references on any guideline by choosing the appropriate menu option. The request will take the user to the relevant set of references and provide him or her with the full reference citation and an abstract of article as it is relevant to the design of online help.

The system as described above is focused on aiding the designer in transferring the design strategy reflected in a particular screen of the model help system to his or her own application. The designer will only see the principles relevant to the particular screen in the model, the guidelines that are applicable to both the help screen and the principle, and the references that are relevant to the guideline.

The alternative mode, browse mode, for using the aiding system, provides more open access to the information. The user in browse mode can enter principles, guidelines, or references and freely browse through them. There are search and sort capabilities for each of these sets of material. Thus the designer can sort on some characteristic of set of material, e.g., sort the guidelines or principles in terms of the user task that is most relevant, and then examine all of the principles or guidelines relevant to any particular task, e.g., navigating. Alternatively, the designer can use a keyword to search, for example, for a reference by a particular author or for guidelines on a particular screen element.
The design strategies and design methods are not available in the browse mode since they reference particular screens in the model. Also, the examples cannot be browsed freely. Since the example is only meant to illustrate a particular principle, the examples can only be accessed through the principles and only examples on the particular principle selected can be viewed.

**Summary**

The HDS system provides formal guidance to the designer by providing a model help system that, more or less, approximates the design constraints under which the designers' help must be developed. Transferring or adapting the model to the designer's application is seen as the primary approach to aiding.

A hierarchy of design aids are available if the designer has difficulty in interpreting or transferring the design principles. The aiding system is individualized to each screen in the model help system so as to provide screen (or component) specific information. The hierarchy ranges from a narrative presentation of the design strategy and more formal statements of principles to references in the literature that support a particular aspect of the design strategy.

In addition to this formal guidance, the HDS can also be used as a resource for the designer. He or she can browse the model help systems, principles, guidelines, and references in support of planning a particular application or as a checklist in evaluating work accomplished.
Current Status of the HDS System

The Not Write help system.

The first prototype or model help system is for a word processor we have titled "Not Write". A beta version of the architecture for the help is complete and approximately 80% of the content is written and in place. Not Write is an EMACS-like word processor, presented on a small (11") screen. It has menu bars and commands can be issued through either keystrokes or menu selections.

The goal in designing the help for Not Write was to present a model help system. Therefore, there is no reference to the design aiding system in the help. Rather the designer is notified upon entering the model that he or she should press "control ?" any time information on the design strategy is desired.

We will now review some of the features of the help system. The review is organized in terms of the tasks a user must perform in using a help system. (See the Theory and Methodology for Evaluating Online Help report included in this binder for a discussion of the task analysis).

Formulating the help requirement. The user must first formulate a statement as to just what help information is required -- what he or she will search for in the help system. Experts will likely formulate their needs in terms of specific commands. However, other users may think in terms of the real world task they are trying to do or in terms of some computer task. Furthermore, the users may or may be using the terminology as it is used in Not Write.

Most help systems require the user to use the system terminology, i.e., the user must adapt to the semantics of the computer. However, an effective
help system must be able to capture the users expression of needs. In help for Not Write we have provided two support systems. First, we have a task menu in which the entries are not computing tasks but rather the real world task the user wants to perform. That is, the menu reflects editing and formatting tasks as a person in a noncomputer environment would characterize them, e.g., comparing two documents.

The second support is a keyword search capability (not yet implemented) that includes a wide variety of synonyms for commands and tasks. Since the keyword list is not shown to the user, it can contain extensive fully and partially redundant terms reflecting the names novices, experts, and transfer user might give to tasks or commands.

Access. Given the formulation of an information need the user must access the help system. Some programs make accessing help unbelievably difficult, e.g., one system we reviewed required the user to type "control -j" to enter help (Duffy, Trumble, and Palmer, 1988).

The user of HDS enters the Not Write model on a screen of Not Write with some text on the screen. Thus the designer enters the model help through the mock application. We have placed help as an item on the Not Write menu bar so that it is always visible. Furthermore, there are three alternative selections one can make from that menu, that help place the user in the most relevant area of the help system. Two of the access choices are to alternative menus in the help system. The user can choose to go to a task menu or to a command menu. The third access is through a previously specified bookmark in the help system. If the user has been in help before and there is a particularly difficult or important topic he or she can mark that place with a bookmark. Then, any time they need access to that information while working in Not Write they can simply select the bookmark and go directly to the relevant screen.
**Topic selection.** Once in the help system the user must select a topic to examine. The help provides both task and command menus to support that selection. The menus were designed to emphasize breadth rather than depth. That is, we attempted to avoid creating menu hierarchies as much as possible. If all of the commands could fit on a screen they were placed there. If not, we used pop up menus attached to items on the main menu. Thus a user can search for the relevant topic without leaving the main menu. Also, avoiding a menu hierarchy also keeps the user from going down a garden path (making several selections to get to help only to discover it is not the right information) and having to retrace and potentially get lost.

The menus are organized into groups of related commands or tasks to support the user’s search for a semantically relevant entry. The command menu mimics the structure of the Not Write command menu thus supporting learning of the Not Write organization. Selection of an entry on the command menu leads to command help.

The task menu is organized into related kinds of tasks and the subsets of tasks have a category title (the titles are not yet implemented).

The **index** option in the Help System Functions gives the user an alphabetical listing of the application program commands which the user then may click on to get help on a particular command.

Finally, a keyword system, accessed through the **search for** button, serves as a back up selection strategy that a user can employ when a relevant item cannot be found either on the menu or in the index.

**Format.** The next information processing task for a user accessing help is to scan the screen on which the information is presented. Here, issues of layout, design, and readability are of importance. HDS addresses these issues in
several ways. Users are presented with a help screen which is esthetically pleasing—and the bold title area placed on a medium gray background reduces eyestrain as well. Examples and explanatory text are presented in boxes that "pop up" when the user clicks on a prompt, thus preventing screen clutter, and at the same time allowing a great deal of information to be accessed from one screen. In the same vein, permanently displayed information boxes are scrollable when it is necessary to display more information than can be contained on one screen. Typefaces such as Palatino and Athens were chosen for their legibility on screen.

Content. Once the user has reached the information in the help system, several questions arise: Is the information presented in enough detail to answer the user's question? Is the information presented in context? Is the information geared toward job-aiding (i.e., task-oriented)? The HDS answers these concerns in several ways. Within the help, users can click on an examples option to access an example of the particular command or task they are seeking help on. This example presents, in a real-world context, how the command is used and what the result will be. In addition to this, the example aids the user in accomplishing his or her task because it shows exactly how to implement the command.

Users also have the choice of seeking even more information when they are in the help system by clicking on such options as defaults, which tells them about the default settings of the particular command; warnings, which alerts users to potential problems when using the command; related commands, which give users a chance to recover if they mistakenly chose a command which did not quite meet their needs but a related command would work; read me, which alerts users to any changes or updates that have been made to the command; and send a comment, which allows users to send comments and suggestions to their system administrators (not implemented yet).

Comprehensibility. Assuming that the user has characterized his problem, accessed the help, located the first level of information and within that,
located information specific to his problem that will aid him or her in completing some task, the next step for the user is to understand what is presented. This is accomplished in HDS by writing that follows the conventions of style and grammar as well as reflecting the current thinking on technical and procedural writing. To ensure understanding for users who may be less computer literate, a glossary option (not implemented yet) will take the user to a database of definitions for the application program commands.

Navigation. Navigation, or the method of moving from one place to another, in the HDS is still in the development stage. The Help System Function options at the bottom of the screen provide several methods for moving about in the Not Write help system (see figure 2 for an example of the appearance and placement of the HSF options). These navigation options are always displayed while the user is in help. Thus he or she can choose to go to a different menu, to help on help, the glossary, the index, toggle to Not Write, go to the previous help screen, or exit help. These options can be selected at any and from any place in help. The options specifically related to moving around within the help system operate in the following way:

- **using help** provides the user with information about how to use the help system to locate information. It describes all of the features of the help system and how to get around in the system.

- **map** provides the user with a map of the application help system. The user may click on any portion of the map to go to that section of the help. If the user is in the design aiding portion of HDS, the map will show the entire HDS system.
Help on the Not Write™ Commands

Pull down a menu item and choose a command to receive help on. The menubar works just as it does in Not Write.

<table>
<thead>
<tr>
<th>Help System Functions</th>
<th>Help Menus</th>
</tr>
</thead>
<tbody>
<tr>
<td>using help</td>
<td>Not Write™ Tasks</td>
</tr>
<tr>
<td>glossary</td>
<td></td>
</tr>
<tr>
<td>map</td>
<td>Not Write™ Commands</td>
</tr>
<tr>
<td>index</td>
<td></td>
</tr>
<tr>
<td>search for...</td>
<td></td>
</tr>
<tr>
<td>bookmarks</td>
<td></td>
</tr>
<tr>
<td>toggle</td>
<td></td>
</tr>
<tr>
<td>Go Back</td>
<td></td>
</tr>
<tr>
<td>quit help</td>
<td></td>
</tr>
</tbody>
</table>

Figure 2: Placement of Help System Function Options
Link to application. After the user has read the information in the help and understands it, the next information processing task he or she must attempt is to transfer the knowledge to the problem at hand in the application program. Because information such as command syntax, or how to implement a command is stored in short term memory, it is essential for the user to transfer this information as quickly as possible before it is forgotten. The HDS handles this requirement with two Help System Functions:

- **bookmarks** lets the user mark the place where he or she "left off" in the help system, and return to the application program. When the user reenters help, it will be at the point where the bookmark was placed.

- **toggle** provides the user with a way of quickly switching back to the place in the application program where she "left off" to access the help. Unlike bookmarking, it does not mark the place in the help system, when the user reenters the help, it will be at the beginning.

The design aids.

The design aid system is outlined in figure 1 and discussed in the previous section. The details of that discussion will not be repeated here. In this section we will describe the status of each of the information sources.

Principles. We have developed 32 design principles. We think that the list is complete, but we will continue to seek input on more principles. The most relevant information processing task that the principle support is included with the statement of the principle and is a basis for organizing the principles.

The user can ask to see the guidelines relevant to any given principle by selecting that option on the menu bar. If the user makes this choice, he or she
Guidelines. We have a list of 192 guidelines. This list was developed through our own design knowledge and beliefs as well as through a review of the literature on document and interface design. For each guideline, we identify the sources in the literature that proposed the guideline and we note whether it is supported by research, observation or expert judgement. We also specify the interface feature and the user task to which the guideline applies. These classifications are supplied to support the designer in searching for guidelines on particular issues.

The guidelines can be searched for particular information or they can be sorted on a variety of features to support the particular review goals of the designer. The sorting and searching is accomplished through menu selections using the top menu bar.

The guidelines are also linked to references and principles. A designer can ask to see the principle from which this guideline is derived (not yet implemented). When this option is selected, the system will toggle the user to the principle and then back to the guideline.

The user can ask to either see the references relevant to the guideline or can simply ask to move to the references to browse them. If the former choice is made, the system will take the person to the first of the relevant references and then permit him or her to toggle to each of the other references and finally back to the guideline.
References. We currently have 198 references online. However, there is still considerable updating and editing of the references to be done. The references provide a full citation and an abstract. Users view one citation at a time.

The references can be sorted and searched in the same way as was described for the guidelines. The sorting can be done by author, source, or year. Searching is by keyword and any occurrence of that word will be identified.

The citations are cross referenced (partially implemented). If a reference is cited in the abstract of a paper, the user can click on that reference and, if it is in our system, he or she will go to it.

Examples. Not yet implemented.

Design Method. Not yet implemented.

Design Strategy. Not yet implemented.

Authoring

The model help systems are designed for browsing only. Users can not add to, copy, or otherwise modify the models.

The design aid system has two modes: browsing and authoring. Normal use is in the browse mode. That is, the user is simply using the information provided. However, by resetting the user level to 5, the user can enter the authoring mode. Authoring will only apply to principles, guidelines and references. When the user is in author mode and in one of these domains, there will be a new top menubar. The menu will provide the ability to add
new items in the domain or delete existing ones. When a new one is added, the basic form appears on the screen and the individual simply types the specific information. Standard Macintosh procedures for entering text apply, e.g., the user clicks in at the place where he or she wants to add information.

Existing information can also be modified while in the authoring mode. If the user is in authoring, the cursor will change to the text icon (I) when it is in a region where text can be entered. When the text icon appears, the user simply click the mouse at the particular place where text is to be entered and begins typing.

Conclusions and Plans

We have tested the Help Design Software with six professionals using a Macintosh II with a 40 Mb hard disk. The tests last about 90 minutes and consisted of a mixture of tasks the subject was given to complete and requests for open-ended review of the system. The professionals included an interface designer from Symbolics Inc., a developer of help systems at Oracle Corp., a human factors/ interface designer, a cognitive scientist, a technical writer, and a designer specializing in interface design.

The reviews were generally very favorable. There was unanimous agreement that this was an excellent approach to aiding designers. The subjects found the help system easy to use and reflecting sound design principles according to high praise. However, it was clear that more models are needed to reflect the variety of system constraints these subjects encountered in their work.

While the help design system received praise, it was also the part of the system that users had the most difficulty with. The problems were mainly in terms of terminology (e.g., the category names on the guideline cards) and
navigation ("going back" and understanding options at a particular place presented considerable difficulty). We are currently working at revising these aspects of the system.

We hope to have completed the Help Design Software, with one model, by June of 1988. We see two possible paths for future work with the system. First, the approach represents a new and exciting model of job-aiding strategies. We could continue to develop that aiding model. This would include the study of the help design process in which we would work with professional help system designers in the industry. We would examine their design strategies in the industry context using ethnographic methods and we would evaluate their designs in experimental situations using HDS as a tool. This would all feed into the extension of both HDS and the theory on which HDS is based.

The culmination of the design aiding approach could be the development of an intelligent design aiding tool. That is, a user would be able to actually modify a model in HDS to reflect his or her own design and content requirements. The design aiding component would then provide advice on the strengths and weaknesses of the modification and offer alternative design strategies as appropriate.

The second path we could take would be developing HDS as an instructional system. Under this approach the model systems provide a simulation environment and the design aiding system provides the feedback on performance. A trainee could be provided with design goals or with a model that has "bugs" in it. His or her task would be to either debug or to design to meet certain goals. The design aiding system would monitor performance and provide guidance and feedback as appropriate.
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The importance of high quality documentation for computer software and hardware is now fully recognized. The quality of the documentation is typically a part of any software or hardware review and some magazines even give annual awards for "best documentation". This is a dramatic change for the attitude of just seven or eight years ago when the documentation was considered as an after thought and manuals tended to be written by programmers and considered system documentation rather than a tool for the user.

Just as the industry has come to develop effective, or at least reasonable, documentation standards, we see a new documentation challenge on the horizon: online documentation. By online documentation we mean a program and database that is a resource for using an application program or some piece of hardware (Duffy and Langston, 1985). The goal for online documentation is job aiding. Thus regardless of whether it is a the hardcopy manual placed online or it is separately designed documentation, the focus is on providing procedural and reference information. We are not considering computer-based instructional or tutorial materials as online documents since they have the goal of teaching rather than job aiding.

There are several reasons why online documentation is becoming increasingly common. Partly there is simply a greater urgency in insuring that computer users have the necessary documentation available. With the tremendous growth in computer users, companies are finding it increasingly difficult to provide the necessary technical support. Furthermore, the increasing variety of competitive applications and computer systems makes it difficult to find a fellow user who can provide on the spot advice.

As 800 number hotlines disappear, and developer support comes only through a long distance call, if at all, the software and hardware developers must insure that users have documentation available. While hardcopy manuals could fill the necessary information role, they are not always available. With site licenses and networking it is common to find the number of users outstripping the number of manuals. More basically,
however, manuals are not attached to the equipment and thus get misplaced or are simply inconvenient to access.

Cost and efficiency is a second reason for the move to online documentation. Online documentation is easier and cheaper to store, to distribute, and to update. This is a general issue with technical documentation, and there are numerous efforts outside of the computer industry to provide computer based documentation delivery for a wide variety of technical equipment. We might expect hardcopy manuals to be absent from the industry's ideal world.

While we see an increase in online documentation and we can anticipate that online support will soon be very common, we see very little in the way of guidance on the preparation of the documentation. An informal survey of several writers in the computer industry indicate that standards for online help are rare. Additionally, a review of the literature shows very little work aimed at providing guidance to the online developer.

One line of research has compared the presentation of the same documentation online or in hardcopy. Invariably, the findings have been that performance is more efficient and more is learned with the hardcopy document (Shneiderman, 1987; Cohill and Williges, 1987). However, these effects can be attributed to factors. First, in virtually all the research, the user could not simultaneously view the online document and the application program it was supporting. Thus, there were greater demands on short term memory when using the online document. Second, people read more slowly from a computer screen. In general this seems to be due to perceptual factors involved in screen vs print presentation (Rubens and Krull, 1987) but there is also some evidence that online screens are read more thoroughly (Duffy, et.al. 1987). While this research identifies issues that must be addressed in the presentation of online documentation, it does not provide guidance for the developer.

A second line of research has focused on perceptual and typographic issues in presenting text on the screen. These are general issues in designing a human computer interface, but they also tend to be the focus of discussion on online documentation (see, e.g., Brockman, 1986). This research has demonstrated
that online presentations require more white space, require more leading between lines, and careful attention to the selection of fonts (Rubens and Krull, 1985; Brockman, 1986). Bradford (1984) outlines the use of emphasis devices (blinking, reverse video, color) and issues in positioning information on the display screen. However, there is precious little information beyond these basic perceptual issues.

We know that readers do not feel as comfortable reading through and editing a document online as they do in hardcopy (Haas, 1987), but we do not know how to organize the information to reduce that effect. There is little guidance and even less data on how to organize information in the overall database or even on how to present information on the screen.

Shneiderman (1987) in his excellent book on the human computer interface describes online documentation as "making technical manuals available on the computer"(p. 374). His only cautions in doing this have to do with the limitations of screen size on the amount of information (both application software information and documentation) that can be seen at once and on the greater difficulty of reading from a screen display. Thus one might suppose that technological improvements (screen size and resolution) are the only impediment to simply transferring hardcopy manuals online. There seem to be no new design or writing requirements.

Many online documentation systems, in fact, do involve simply placing the hardcopy manual online. However, most researchers and writers now agree that as documentation moves from paper to the screen there should be a basic conceptual change. It is vital that developers and writers see online information as software and not as electronically stored pages (James, 1985; Price, 1981; Richier & Thompson, 1974). Brockman (1986) notes that we cannot naively switch from writing paper manuals to writing online manuals without some added care, attention, and without acquiring skill in new techniques.

It seems clear that writers will have to develop new skills to meet the demands of writing this online information. But what are these new skills? What are the new guidelines? Many potential design features for online
documentation have been described or demonstrated in a prototype (Borenstein, 1985; Brown, 1985; Rothenburg, 1979; Engle and Granda, 1975; Price, 1986; Relles, 1979; Shneiderman, 1987; Walker, 1986; Houghton, 1984). However, our concerns are more basic. We do not want to know what could be part of an online documentation system but rather we want to identify the necessary design requirements.

Shneiderman (1987) and Borenstein (1985) indicate that the quality of writing is an important determinant of the effectiveness of online help. Of course, writing quality is an issue in the usability of any text. The question is, what is high quality writing in online documentation. Perhaps the most common advice is that the online documentation must be written more concisely and fitted to the screen (Brockman, 1986; Walker, 1986; Price, 1986; Houghton, 1984)

The goal of this research is to probe expert opinion on the issues and principles in the development of online documentation. In particular, the goal was to identify the training requirements for document developers new to online documentation and to identify the critical design principles that distinguish online and hardcopy documentation and the basis for those principles. We hope that the identification of this expert judgement will provide some guidance for writers and will identify key research issues in evaluating documentation strategies.
**Method**

**Participants**

Nine professional writers, working in the computer industry, were interviewed. Preliminary screening of the writers established that they all had at least five years professional experience in writing computer documentation and had had primary responsibility for developing at least one online help system for a commercial software product. The participants came from 4 different hardware and software companies in the United States. Participation was voluntary.

**Procedure**

An initial phone conversation with the participants was used to establish their eligibility, based on experience, for inclusion in the study and their willingness to participate. A time when the formal interview could be conducted was established.

Seven of the interviews were conducted over the telephone and two were conducted in face to face meetings. All participants were informed that the interviews were being tape recorded but they were assured that the data from all of the participants was being pooled and no response would ever be associated with a particular individual or company. The interviews lasted approximately 1 hr.

**Interviews**

The interviews were semi structured. They began with two questions establishing number of years of experience as a writer and the amount and type of experience in developing online documentation.

The participant were then told that we did not want to know what they did in the past in developing online documentation. Rather, we asked them to consider the following scenario in discussing online documentation with us.
Assume the following situation: You have just been given the responsibility for creating the online documentation for [whatever product they last developed help for]. The technical manuals for the product have already been written. A team of writers have been assigned to you to prepare the online documentation. They are experienced in writing technical manuals and they are experienced with [the product being documented]. However, they do not have any experience in preparing online documentation.

Given this scenario, the participants were asked to discuss what orientation and training the writers should be given in preparation for the project. It was explained that we wanted them to discuss in detail what was different between preparing hardcopy and online documentation and what sort of training was required to prepare the writers for those differences. The interviewer probed for more details on each training issue the participant raised so as to be sure that the issue was fully explained or described.

The interviewer had a list of issues to be covered in the interview. If the participant did not address those issues in the initial discussion of the scenario, the interview raised them as formal questions and probed for more details during the participants response. The list of questions are presented in Table 1.

**Results and Discussion**

The tape recording of the interviews was transcribed and the participants comments were segmented into topic statements. A topic statement was any statement that mentioned training or skill required of the writers, a computer system or application software characteristic that affected the design of the online documentation, a design characteristic of online documentation, or a characteristic of the users of online documentation.

Two of the interviews were then used to develop a list of core topics. That is, the topic segments in the interview were grouped into categories. Thus, for example, a segment that stated the audience for online documentation is more in need of immediate assistance and another statement that users of hardcopy documentation are more willingness to read through the text
would both be classified under the same core topic: Two raters worked together to develop the classification scheme or list of core topics. Reliability of the coding was then assessed by having the coders independently rate the segments in another interview transcription. There was an 82.5% agreement between raters in terms of the frequency with which each core topic was mentioned. Each researcher then coded half of the remaining interviews using the master list. When we completed coding all the interviews, our final coding agreement was 90.1%.

The list of core topics and the frequency with which each topic was mentioned is presented in Table 2. While the respondents referred to many similarities between online and hardcopy documentation the focus of the interview, and the emphasis in their comments, was on the new issues to be considered when writing online information. Eight of the core topics accounted for 46% of all of the comments made by respondents. These eight topics, in turn, reflect the importance of the constraints of the computer system and of the perceived goals of the users on the the design strategy. The eight most frequently mentioned core topics were:

1. **Access mechanisms** (9%). The experts stressed the importance of determining how information will be accessed. Clearly there are a wide variety of options available in designing access to a topic and navigation between and through topics in an online system that simply are not available in hardcopy: menus, keyword, hypertext, automated indexes, etc. And there are numerous variations on each of these options. Thus this becomes an important training issue for writers new to online documentation. It is not just that there are more options available. The writers emphasized the importance of the speed of the access and navigation system, how intuitive it is to the user, and how appropriate the structure is to the user's needs.

System speed, navigation, and the "visualness" of **online information** were also major concerns in the process of designing access mechanisms for online documents.

2. **Modularity or chunking information** (7%). Eight of the nine experts (89%) stressed the importance of producing chunks of information that are self-
contained (each piece of information can stand alone). By using self-contained chunks of information, users can ask to see any particular topic without having read any other part of the online information. Each chunk, or module, includes a strong topic sentence so the information can be read out of context (no introduction). Online help systems that rely on a database structure for retrieving information (as opposed to a file of running text) generally include modular text or chunks.

3. **Screen size as it affects the format of information (6%).** All of the experts identified screen size as a major factor constraining the design of online documentation. They all felt that the writer must know the size of the screen their text will be displayed on. There were differences between the experts in terms of how screen size should affect the design of the documentation. These differences will be discussed in the next section. The majority, however, stated that writing and formatting information for the screen affects the usefulness of the information. When well done, this writing and formatting can make the information more concise, more visually pleasing, and more readable. It appeared that most of the writers found that the screen size of online documentation is more of a constraint than the page size is in hardcopy perhaps because of the more visual nature of online information.

4. **Organization/structure (6%).** Five of the nine writers emphasized the importance of structuring information for online use. For example, using tables, bulleted-lists, headings, etc. are common ways of physically organizing information online. They insisted that a screen demands physical structuring as well as conceptual structuring even more than the page does because of the "disorientation" that many users experience when using an online document. They also discussed parallel information structure for online information; for example, this means using the same organization for every command that is described (i.e., include the same parts: summary, example, problems, related topics).

5. **Screen design/format (5%).** Writers stressed how screen design should differ from page design. They mentioned differences in layout that are required by the screen. For example, because readers cannot tell where they are in an online text simply by looking at it, writers often use grid formats to
place information consistently on the screen (i.e., Page 1 of 2). Writers also need to consider what information will be displayed on every screen, such as the command line or selections for the user's next action.

6. **Conciseness (4%)**. Five of the nine experts said that online information should be more concise than hardcopy information. They claimed that people do not want to read lengthy texts online. So, on a small screen, some suggested the main goal is to get the message across in as few words as possible. One possible strategy is to use tables and lists as replacements for straight text.

7. **Levels/hierarchies (4%)**. This refers to the global organization of online information. Generally, online information is organized hierarchically with several different levels and maps provide an overall picture of the hierarchy. Writers felt that the optimum number of levels in an online hierarchy was fewer than four. They noted that there was no parallel navigation problem in a hardcopy hierarchy because the physical manual provides a "compass" with which users can orient themselves relative to other sections of the documentation (e.g. "Now I am in the front of the book. Now I am in the second chapter," and so on).

8. **Type of user (4%)**. Most of the experts indicated that they thought the user of online help differed from the user of hardcopy documentation. The users approach online help in a different frame of mind--they want answers immediately and do not care to read lengthy texts. This, then, has implications for the content and the style of online information: information must contain consistent terminology, must be concise, must treat each topic as separate paragraphs with clear topic sentences. Some would argue that these are also concerns of the hardcopy documentation writer, but the experts felt that such concerns were magnified in an online presentation mode.

These eight most frequently mentioned topics indicate that there are significant differences between preparing online and hardcopy documentation. One could look at the design issues and suggest that there is nothing new; the guidelines are simply those for good technical writing. However, the comments of the experts suggest that what is new are the
constraints in the delivery system and in the goals of the user. The shift in these audience and presentation characteristics are what lead to a significant shift in emphasis in the design strategy for online help. The simple statement of the guidelines may not have changed, but the goals in applying the guidelines and hence the way in which the guidelines are applied has changed significantly.

Perhaps one of the most important considerations in these comments is the impact of the new (relative to hardcopy documentation) approaches to access and navigation. Familiarity with the options for access and navigation and an understanding of the consequences of each option on user performance is an important new learning requirement for writers new to online documentation. In addition, however, the nature of the access and navigation can have a significant impact on the structure of the online information.

Constraints on the design of Online Documentation

The delivery system and the nature and needs of the audience are two of the primary factors or constraints affecting every aspect of defining the content and structure of information. Two of these constraints -- screen size and the goal orientation of the users -- were among the most frequently mentioned topics in the interviews. However, there were a number of other constraints identified by the experts. In this section we will describe the constraints on the approach to design that were identified by the experts.

System Constraints

Writers consistently mentioned four major constraints caused by displaying information on a computer system:

1. Screen size. All of the writers surveyed agreed that they write or format information to fit the screen. However, the guidelines for the format and content seem to change dramatically as a function of screen size. Five of the experts had worked almost exclusively with small screen (9"-12") presentation while the other four were working with large screen (19"-21")
delivery. Those who write for small screens tended to view each screen as independent. They agreed that:

- Writing must be very concise so the most important information can fit on the screen. Longer explanations are left out -- only the most vital information is included.
- Topics should be limited to 1-3 screens, and each screen should be able to stand alone. In other words, one screen does not run over onto the next.

In contrast, the experts who write for large screens generally compared the screen to a page in a book. While they saw screen format as important, it was in terms of the general screen design. They worried much less about tailoring the information for specific screen size, but instead emphasized the importance of including the information the user will need. Thus their design strategy leads to online documents that are generally more complete (not as concise), with more examples and other support information, more like a book.

It is not that the large screen developers did not emphasize format. Rather, they focused on text based rather than screen based formatting. They saw format as very important to the usability of the text. Format should support the coherence of the text and thus should be based on the content rather than the screen. One navigation implication of this approach is that while users of the screen formatted text must page through the information, the text formatted material may be either paged or scrolled.

We asked two questions after the expert completed comments on screen size to probe further as to the importance of screen size in the design process. First, we asked how the design strategy would change if there was a large (or small) screen display. Second, we asked how they would design online documentation for a system which gave the user control of the size of the window.

Those experts who wrote for large screens maintained their same design philosophy in considering small screen applications. That is, while they thought the amount of information on a topic would have to be reduced,
they still proposed a text like presentation with text based formatting. In contrast, four of the five experts who write for small screen had trouble imagining writing for a different screen size. They were not sure what design principles would apply, and thus were suggesting that their design principles could not be generalized. In contrast, one small screen writer argued that the online document should always be presented on a small screen. Thus, even with a large screen system the online document would be presented in a small window following the same minimal text and screen based formatting principles.

There was unanimous agreement among the experts that variable window sizes presented a major design problem. In general it was argued that the window size should be controlled by the developer; the user should not be permitted to modify the size of the online documentation window.

2. Access mechanisms. The limitations and possibilities for accessing topics and navigating through topics were identified as major determinants of virtually all aspects of the design of the online documentation. It is also a major factor in user acceptance of the system. That is, the experts indicated that the designer must be particularly concerned in developing access and navigation systems that are easy and intuitive to use, prevent the user from getting lost, and are structured so as to reflect the kinds of information and the links between information needed by the user. The experts all agreed that the writer should have some control over the design of the access and navigation systems, though most of them did not have such control when they developed an online documentation system.

3. Memory of the system. Although it is a problem which is rapidly disappearing, some writers pointed out that they weren't able to produce full-blown help text because of memory limitations. When given unlimited memory, writers stated that online help should include everything that a hardcopy manual does. However, when memory is limited, writers are forced to prioritize information: most agreed that online help should always include procedures and task-oriented information.
4. **Lack of context.** The need to contextualize information was reported as a major issue in the design of online documentation. The user can only see what is on the screen and thus it is essential that the designer provide the user with a sense of the whole text on a topic, the placement of the topic in the overall documentation, and of related topics. Mechanisms like structure maps ("you are here"), previewing, and presentation of parallel and hierarchically related headings were seen as useful mechanisms for providing context.

**User Constraints**

1. **Quick Solution.** Most of the experts stressed that people who read online information have very immediate needs; they are usually experiencing a problem, and they need a quick solution. Hence, online information must be more concise than hardcopy information and more geared to solving problems. Writers must constantly be aware that their readers will be in a problem-solving state.

2. **Variability in User Sophistication.** This is a problem in the development of hardcopy documentation as well, but the experts reported one issue particular to the online delivery. The variability in audience sophistication affects not only what information they need but the technological features they must use to get at the information. Designers may be tempted to use very sophisticated access and navigation strategies that highlight the capabilities of the computing system. Sophisticated users will be impressed by the tools and may well find them useful for accessing and navigating. However, the less sophisticated user frequently does not have the conceptual basis to easily use the tool in a productive manner and may be put off and reject the system because of the number or complexity of the navigation and access options.

**The Relationship Between Online and Hardcopy Documentation**

At the end of the interview, we asked the experts to discuss how they thought hardcopy and online should be linked in the development process. We found widely differing attitudes on this issue.
Four of the experts felt that online information should be written after hardcopy information. Their rationale was that hardcopy is more extensive and contains many different structures—introductory material, procedures for completing tasks, examples, a glossary, a reference section, etc. They felt that the online document would be a subset of the hardcopy and thus could be easily extracted from these structures and pared down. These experts also tended to believe that that online information is frequently an after-thought: it is often "tacked-on" at the end of the documentation process.

Three of the experts proposed that online and hardcopy information should be written independently. They believed that the constraints in the delivery system and the users goals were sufficiently different that the online and hardcopy had to be considered as independent documents. They felt that online information should be written in a different style or tone, formatted differently, and accessed differently thus required an independent development process.

Finally, two of the experts argued that a single database should be developed and both hardcopy and online information should be derived from that database. Considerations of both online and hardcopy use should determine the structure and the content of the database. The rationale for this proposal tended to be based on the ease of maintaining the documentation. That is, using a common database reduces the effort involved in updating and also insures the consistency of online and hardcopy information. However, the argument also tended to include the views that the hardcopy manual should follow the modular style and format usually seen in online information and that the common database permits cross referencing between hardcopy and online documents.

**Training Writers to Write Online Information**

The initial scenario presented to the experts asked them to identify the training they felt writers new to the design of online documentation would require. The training issues and the percent of experts identifying each issue is presented in Table 2.
Table 2.  
Training Requirements for new online documentation writers that were identified by the experts.

<table>
<thead>
<tr>
<th>skill</th>
<th>% of writers who mentioned it</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ability to write concise, often stand-alone chunks of information that fit a predetermined screen size</td>
<td>89</td>
</tr>
<tr>
<td>Conceptual understanding of databases and how to link different pieces of information</td>
<td>78</td>
</tr>
<tr>
<td>Ability to use graphics effectively</td>
<td>78</td>
</tr>
<tr>
<td>Understanding of the entire online help system the information will be displayed on, including how the information will be retrieved</td>
<td>78</td>
</tr>
<tr>
<td>Planning and organization skills</td>
<td>44</td>
</tr>
<tr>
<td>Programming skills</td>
<td>22</td>
</tr>
<tr>
<td>Strategies for usability (human factors) testing</td>
<td>22</td>
</tr>
</tbody>
</table>

We identified the new online documentation writers as being experienced technical manual writers. Given this context it is surprising that the most frequently mentioned training requirement was the ability to write short, telegraphic chunks of information. Eight of the nine experts identified this as a skill that should be part of a training program, underscoring the greater importance of efficiency in online, as opposed to hardcopy, presentation.
Even those individuals writing for large screen displays felt that this was an important skill in writing online documentation.

Seven of the nine experts identified knowledge of databases and of database linkages as a critical skill to be trained. This is really the skill of being able to understand the structure of a database so that segmentation and linking required for the users can be achieved within the database. Thus the training issue includes principles of access and navigation, the important core topic discussed earlier. Seven of the nine experts also identified the development of graphics skills as an important training requirement. In part this seems to be due to the increased need for efficient presentation, i.e., much technical and procedural information can be more efficiently presented in a table or graph. However, they also suggested that the computer medium is more visual and graphically-oriented than the paper presentation.

The remaining training requirements were for planning and testing skills and some skill in programming. The emphasis on planning and testing simply reflects the difficulty of organizing a segmented database to accommodate the constraints of the computer system and meet the needs of the user. Interestingly, only two experts suggested that the writers should have programming skills when preparing online documentation. And those two individuals emphasized that it was only enough skill so as to allow the writer to communicate effectively with the programming supporting the online documentation system.
Writers' Responsibilities

Finally, we asked the experts to identify what writers were responsible for in the online documentation projects they had experience with. They identified eight responsibilities as shown in Table 3. They all indicated that the writers are responsible for editing the documentation, however, only seven experts indicated that the writers were responsible for the initial writing. In the other two cases subject matter experts or system programmers prepared the documentation for the writers to edit.

Table 3.
Responsibilities of writers identified by experts.

<table>
<thead>
<tr>
<th>Area of Responsibility</th>
<th>% Identifying it</th>
</tr>
</thead>
<tbody>
<tr>
<td>Editing</td>
<td>100</td>
</tr>
<tr>
<td>Menu Design</td>
<td>89</td>
</tr>
<tr>
<td>Content of online info</td>
<td>78</td>
</tr>
<tr>
<td>Screen design</td>
<td>78</td>
</tr>
<tr>
<td>Database links</td>
<td>67</td>
</tr>
<tr>
<td>Graphics</td>
<td>56</td>
</tr>
<tr>
<td>Naming conventions</td>
<td>22</td>
</tr>
<tr>
<td>Error messages</td>
<td>22</td>
</tr>
</tbody>
</table>

The writers have a wide range of design responsibility. While they seldom have responsibility for naming commands (22%), they are almost always responsible for the design of the menu (88%) and the display of the documentation on the screen (78%). Importantly, they also frequently (67%) have responsibility for specifying the links in the database. Thus, the writers tend to have overall responsibility for the organization, structure, and display of the online documentation. The experts did not indicate specifically
indicate how much latitude the writers had in these areas. For example it is not entirely clear if they could request programming modifications. However, the comments in general suggested that the writers were structuring information within the given capabilities of the software capabilities.

It is interesting that error messages are still considered as part of the application software and thus are seldom (22%) the responsibility of the writer. Perhaps that is the reason error messages are the way they are.

**Conclusions**

The goal of this investigation was to assess the new skill and design requirements called for in the development of online documentation. By online documentation we mean a computer database that is separate from another application program but is designed to assist users in effectively using that program. We turned to experts, experienced in preparing both online and hardcopy documentation, for their judgements and experience regarding these issues. The data suggests that there are significant differences in both the skills required and the design strategy.

The new requirements and strategies derive from two factors. First writers of online documentation while having pretty much the same responsibilities as hardcopy writers but they have many new options within those responsibilities. That is, the writers of online documentation tend to be responsible for the identifying the content and structure of the menu system and the information, including graphics, presented on any menu topic. They also tend to be responsible for the structure of the database. While this is similar to the hardcopy documenters responsibility for the index and table of contents, the book plan, and the page format and content, there are many new options in the menu and database structure and linking.

The second factor, that leads to new training requirements and design strategies, is the constraints on the context in which the information is used. There are two sets of constraints that differ from the context of using hardcopy documentation: the user's goals and the delivery system. Users are seen as more goal oriented and less tolerant of irrelevant information when
using online documentation. The delivery system constraints differ from the manual in that only the screen is present and thus the context surrounding the particular screen of information is not always clear. Additionally, and perhaps because of the lack of context, the screen size is seen as a major constraint on design strategy. Finally, the access mechanisms available to the designer will constrain the organization and design of the documentation.

Given these new constraints and the new options the writers identified three primary skills in which developers new to online documentation should receive training: writing concise and modular chunks of documentation; using graphics effectively; and, a conceptual understanding of databases including strategies for linking nodes.

The experts also identified several design strategies that either differ from hardcopy design or receive a different level of emphasis than in hardcopy design. The agreed upon design guidelines were:

1. **Prepare modular documentation so that the presentation on any one topic can stand alone.** Strategies for doing this include:
   a. Either avoid using or define terms the user may not know.
   b. Clearly label the goal in presenting the information.

2. **Be concise.** While almost trite in the world of technical writing, conciseness of the information is seen as more important in online than in hardcopy presentation. The important considerations in thinking about writing concise units of documentation are: the greater procedural goal orientation of the users' goals, the impact of the small screen on the perceived amount of information being presented, and the effects of the lack of context on how easily the user gets lost.

3. **Minimize the amount of time or effort the user must expend in finding information.** Users tend to be in the midst of task on the application software when they enter the on-line documentation and thus they will be less tolerant of time delays. Also, perhaps because they can not see the entire database and can not easily skip around as they want to the way users of hardcopy documentation can see and leaf through the book, online users will
also rebel against unnecessary or confusing database linkages. Thus it is important that:

a. The menu and the structure of the database reflect the users needs and way of thinking about the topic.

b. The number of tasks (menu selections, keystrokes, etc.) the user must engage in to get to a topic are minimized.

c. Navigation aids like bookmarks, backtracking, and jumping to the main menu or out of the documentation are available.

4. The size of the window in which the online document is presented must be fixed -- it should not be under user control. All of the experts saw screen size as a major factor determining the design of the online documentation. Screen size has "be fixed in order to fix on the format and the amount of information to be presented.

The experts also disagreed on two major principles.

1. Should the formatting be screen based or text based? Individuals writing for large screens indicated that while the writing should be concise and modular, it must be complete and well written. They centered on the text based communication, viewing the screen more as a window. In contrast, writers for the small screen argued for screen formatted text, i.e., the text information was designed to fit on the screen, formatting focused on screen placement, and all screens should have the same basic design. If screen based formatting is used, the users must page from screen to screen. Scrolling would destroy the effectiveness of the formatting. Because the screen is the basis of the format any variation in screen size may result in a major revision of the formatting strategy. Thus, the design strategies of the screen based designers can be generalized far less than those for the text based formatters.

2. How should the development of the online and hardcopy documentation be linked? The experts were widely divided on this issue, advocating there very different strategies.
a. **Hardcopy is written and the online is abstracted from it.** The basis for this view is that the hardcopy is more extensive and is a more central focus in the development process. The online is a subset of the hardcopy and thus can be easily abstracted after the hardcopy is written.

b. **Hardcopy and online are written independently.** The basis for this view is that the content, organization, and format of a document is determined by the needs of the audience and the constraints of the delivery system. Since both of these factors are so different for online and hardcopy, they simply must be developed independently.

c. **Hardcopy and online should be developed from a common database.** There are two bases for this argument. First, from a management perspective, it is far easier to maintain a single database and when updates occur they will be consistently made in both online and hardcopy. Second, the modular style dictated by a database was seen as appropriate to both online and hardcopy delivery.

In sum, the design of online documentation is different from the design of hardcopy documentation. There are new training requirements and there are different constraints on the design strategy. The design guidelines arising from these differences do not appear, on the surface, to be very different from hardcopy guidelines. However, it is the details of how these guidelines must be applied, the extent to which they must be applied, and their criticality in determining the usability of the document that distinguished online and hardcopy document development.

If we are to develop an understanding of the writing and design process that can be usefully applied in real world situations, then it is essential that there be a two way flow of information between researchers and practitioners. The data reported here is expert opinion based on practical experience. It identifies what appear to be critical variables in the real world experience and thus should provide direction for the research community. Systematic research evaluation of these guidelines is required to more fully establish the importance of these guidelines as well as to more precisely identify the critical variables and the basis for their effect.
Appendix A
Core Topics by Interview
Core Topics by Interview

The following tables show the emphasis that each expert placed on the core topics. The tables give the expert's online information experience with different hardware and software and a general statement of the expert's background. Each table includes:

1. The core topics mentioned during the interview.

2. The relative number of times each topic was mentioned during the interview (percentage of total topics mentioned).

The core topics are arranged by frequency.
Table 1: Master List of Core Topics

<table>
<thead>
<tr>
<th>Topic</th>
<th>% of Total Topics Mentioned (Total = 524)</th>
<th>% of Participants Who Mentioned Topic (N = 9)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Access mechanisms</td>
<td>9.17</td>
<td>88.8</td>
</tr>
<tr>
<td>Modularity of online information</td>
<td>6.68</td>
<td>88.8</td>
</tr>
<tr>
<td>Screen size affects format of online information</td>
<td>6.30</td>
<td>88.8</td>
</tr>
<tr>
<td>Organization/structure of online information</td>
<td>5.53</td>
<td>77.7</td>
</tr>
<tr>
<td>Screen design, format of online information</td>
<td>5.34</td>
<td>88.8</td>
</tr>
<tr>
<td>Conciseness of online information</td>
<td>4.39</td>
<td>88.8</td>
</tr>
<tr>
<td>Levels, hierarchies, maps</td>
<td>4.20</td>
<td>77.7</td>
</tr>
<tr>
<td>Type of user (mood of user when using online information)</td>
<td>3.82</td>
<td>88.8</td>
</tr>
<tr>
<td>Writer's responsibilities in the software engineering process</td>
<td>3.63</td>
<td>77.7</td>
</tr>
<tr>
<td>Screen size affects writing</td>
<td>3.44</td>
<td>77.7</td>
</tr>
<tr>
<td>Writer needs to know how the online system works</td>
<td>3.44</td>
<td>77.7</td>
</tr>
<tr>
<td>Different writing style for online information</td>
<td>3.24</td>
<td>55.5</td>
</tr>
<tr>
<td>Online information is a different medium: Visual/graphic medium</td>
<td>2.67</td>
<td>77.7</td>
</tr>
</tbody>
</table>
Table 1: Master List of Core Topics

<table>
<thead>
<tr>
<th>Topic</th>
<th>% of Total Topics Mentioned (Total = 524)</th>
<th>% of Participants Who Mentioned Topic (N = 9)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Online information has very little surrounding context</td>
<td>2.49</td>
<td>66.6</td>
</tr>
<tr>
<td>Scrolling through online information</td>
<td>2.49</td>
<td>77.7</td>
</tr>
<tr>
<td>Content of online information is different from hardcopy</td>
<td>2.29</td>
<td>55.5</td>
</tr>
<tr>
<td>Hypertext strategies</td>
<td>2.29</td>
<td>66.6</td>
</tr>
<tr>
<td>Immediacy of online information</td>
<td>2.10</td>
<td>55.5</td>
</tr>
<tr>
<td>Content of online information is same as hardcopy</td>
<td>1.91</td>
<td>55.5</td>
</tr>
<tr>
<td>Online information should be non-linear, stored in a database</td>
<td>1.91</td>
<td>44.4</td>
</tr>
<tr>
<td>Online information should be small chunks of text</td>
<td>1.72</td>
<td>33.3</td>
</tr>
<tr>
<td>Using cross references in online information</td>
<td>1.72</td>
<td>33.3</td>
</tr>
<tr>
<td>Memory/hardware constraints</td>
<td>1.72</td>
<td>66.6</td>
</tr>
<tr>
<td>Using windows/writing for a default window size</td>
<td>1.53</td>
<td>66.6</td>
</tr>
<tr>
<td>Never put the hardcopy manual online</td>
<td>1.53</td>
<td>66.6</td>
</tr>
<tr>
<td>Put the hardcopy manual online</td>
<td>1.15</td>
<td>22.2</td>
</tr>
<tr>
<td>Topic</td>
<td>% of Total Topics Mentioned (Total = 524)</td>
<td>% of Participants Who Mentioned Topic (N = 9)</td>
</tr>
<tr>
<td>----------------------------------------------------------------------</td>
<td>-------------------------------------------</td>
<td>---------------------------------------------</td>
</tr>
<tr>
<td>Online and hardcopy information should both be written at the same time</td>
<td>1.15</td>
<td>44.4</td>
</tr>
<tr>
<td>Use guidelines to write online information</td>
<td>0.95</td>
<td>22.2</td>
</tr>
<tr>
<td>Writing process differs for online information</td>
<td>0.95</td>
<td>33.3</td>
</tr>
<tr>
<td>Online information should be written and stored as one large text</td>
<td>0.95</td>
<td>22.2</td>
</tr>
<tr>
<td>Screen size does not affect writing</td>
<td>0.76</td>
<td>44.4</td>
</tr>
<tr>
<td>Hardcopy should be written first</td>
<td>0.76</td>
<td>44.4</td>
</tr>
<tr>
<td>Writing style is the same for online information</td>
<td>0.76</td>
<td>11.1</td>
</tr>
<tr>
<td>New skills required to write online information: planning/organization</td>
<td>0.76</td>
<td>44.4</td>
</tr>
<tr>
<td>New skill required to write online information: usability testing</td>
<td>0.76</td>
<td>22.2</td>
</tr>
<tr>
<td>New skill required to write online information: graphics</td>
<td>0.57</td>
<td>33.3</td>
</tr>
<tr>
<td>New skill required to write online information: programming</td>
<td>0.57</td>
<td>22.2</td>
</tr>
<tr>
<td>New skill required to write online information: media</td>
<td>0.57</td>
<td>22.2</td>
</tr>
<tr>
<td>Use examples in online information</td>
<td>0.57</td>
<td>22.2</td>
</tr>
<tr>
<td>Topic</td>
<td>% of Total Topics Mentioned (Total = 524)</td>
<td>% of Participants Who Mentioned Topic (N = 9)</td>
</tr>
<tr>
<td>----------------------------------------------------------------------</td>
<td>-------------------------------------------</td>
<td>----------------------------------------------</td>
</tr>
<tr>
<td>Online information is easier to maintain</td>
<td>0.57</td>
<td>22.2</td>
</tr>
<tr>
<td>Writer's do not need to know how the online system works</td>
<td>0.38</td>
<td>11.1</td>
</tr>
<tr>
<td>Online information should be written first</td>
<td>0.38</td>
<td>22.2</td>
</tr>
<tr>
<td>Immediacy of hardcopy information</td>
<td>0.38</td>
<td>22.2</td>
</tr>
<tr>
<td>Use a template to create online information</td>
<td>0.38</td>
<td>22.2</td>
</tr>
<tr>
<td>Online writing process is the same as hardcopy process</td>
<td>0.38</td>
<td>22.2</td>
</tr>
<tr>
<td>Use color for online information</td>
<td>0.38</td>
<td>22.2</td>
</tr>
<tr>
<td>Screen size affects the usefulness of online information</td>
<td>0.19</td>
<td>11.1</td>
</tr>
</tbody>
</table>
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Abstract

The goal of this paper is to present a strategy for evaluating online help systems that will provide feedback on the usability of a help system, either in development or in the field. By online help we mean a program with a database that is designed to provide assistance in using another program. Our focus is on job aiding information rather than tutorials and other instructional material. In addition to the normal psychometric qualities desirable for any evaluation tool, we want the evaluation system to be usable by experienced end users regardless of their expertise. We also want an evaluation that provides diagnostic information about a given help system and permits comparisons between help systems.

The approach we took was to develop rating scales for objectively assessing a wide range of features of a help system. Two different rating instruments are being developed: Help Design Evaluation and Help Content Evaluation. The Help Design Evaluation focuses on the access to information and the comprehensibility of information in the help system. It can be used without using the application program -- it does not depend on the content or structure of the application program. The Help Content Evaluation focuses on the accuracy and completeness of the information presented. Since the goal of a help system is to aid job performance, accuracy and completeness are in reference to the information a user needs to support the kinds of tasks he or she does in the application program.

An organizing principle in developing both evaluation instruments was a focus on minimizing the processing time and effort required in getting help. Thus the items in each rating system are organized into eight categories reflecting the eight tasks a person engages in when seeking and applying help: formulating the specific need for help, accessing the help system, selecting a topic, scanning the help text for relevant information, identifying the correct type of information, understanding the information presented, navigating to other or related topics, and, finally, applying the help information to the application. Within each of these categories there are questions about the presence or adequacy of features that will facilitate or hinder the performance of the task.

The report includes two versions of the Help Design Evaluation instrument. Future work will include completing the Help Content Evaluation System, developing an example database to assist in judgement based ratings, developing a database of ratings on different help systems, and assessing the reliability and validity of the instruments.
Computers and computer software are becoming common components of virtually all military jobs. They are used for storing and accessing personnel records, for performing a wide variety of office activities, in training programs, and in the operation and maintenance of materials. Obviously, the quality of the user interface of these computer systems is critical to the effectiveness of the systems. The interface includes the software interface, as well as the technical manuals and the online help supporting the software.

Standards exist for the design of the software interface (Shneiderman, 1986) and there are a wide variety of specifications for the design of technical manuals (Hatterick and Price, 1981). However, standards for the design or evaluation of online help systems have yet to be developed. The problem is more general than the lack of an Army or even a military standard. Attention to the design and to the evaluation of online help systems is so recent that little in the way of guidance exists anywhere.

Perhaps the clearest indication of the lack of attention to online help is the confusion over just what is meant by the term. In some sense every aspect of the software interface can be considered help. The placement and nature of the prompts, the availability and structure of menus, the placement of information, the use of signals to indicate that the program is doing something during wait times are all "helpful" components of the program. But even outside of the interface, we hear the terms "online help"; "online documentation"; "context sensitive help"; "error correction"; "tutorials"; etc. Sometimes these terms are used synonymously and sometimes they refer to distinct systems.

**Defining Online Help**

In this work we define online help as a program and database that is a resource for using an application program or some piece of hardware (Duffy and Langston, 1985). That is, it is a program that, at a minimum, permits access to and navigation through a database. The help program and database are functionally distinct from the application software and access to help is initiated by the user.
Online help is distinguished from error correction or error feedback in that error correction is typically a part of the application program, rather than a separate program and is system, rather than user, activated. Thus, online help is a computer based information system accessed by a soldier and designed to provide the soldier with assistance in completing a task within another computer program.

The goal for online documentation is job aiding; it is a source of reference information and procedural instructions relevant to specific tasks or jobs. We distinguish online help from tutorials or training on the basis of this job aiding vs instructional function. The user of online help is seen as a soldier in the middle of a job rather than a soldier learning about a job.

We do not distinguish between online documentation and online help. We will classify a system as online help as long as it is a functionally distinct program and database designed to aid job performance. If a technical manual that was designed to aid a soldier in using a computer system were placed online, we would classify that online manual as an online help system. We would hasten to add, however, that we would expect such an online help system to be ineffective: the design of an online help system is quite different from the design of a technical manual (Duffy, Gomoll, Gomoll, Palmer, Aaron, 1988).

We learned long ago from attempts to transfer manuals to microfilm and microfiche that the transfer of a document to a new delivery system can present substantial redesign requirements. Each delivery system imposes a particular set of design requirements and opens new design opportunities. The efforts by all three services to develop computer-delivered technical documentation indicates the complexity of the task of transferring hardcopy manuals to computer-based delivery. The design of online help is a segment of the overall goal of delivering technical documentation over the computer. It is distinguished from the other components in that it is designed to support the performance of tasks on the same computer system through which it is delivered.
Our Goal

The goal of this paper is to present a strategy for evaluating online help systems that will provide feedback on the usability of a help system, either during development or in the field. That is, we are providing an evaluation system that will help to insure that help systems provide the soldier with ready access to job-specific reference and procedural information in a way that will support effective and efficient performance.

The intended users of this evaluation tool are DOD personnel or contractors involved in the design or evaluation of software interfaces. They may be part of a formal development effort in a software engineering environment or they may be engaged in a less formal, field-based evaluation of existing software. Because individuals involved in these design and evaluation efforts come from a variety of disciplines, we make few assumptions about their skills and knowledge. A user may be a technical writer, computer programmer, systems engineer, human factors specialist, or a widely experienced end user. However, we do assume that all of the users have wide experience with computer programs, that they are not computer novices.

If this tool is to meet our goals for this audience it must have the six features outlined in Table 1 on the following page. Most importantly, the system must provide comparative, diagnostic information. That is, not only must it provide information on the strengths and weaknesses of the help system but it must assess the relative importance of those strengths and weaknesses. If the intended audience is to use the system, it must also be efficient and must not require extensive expertise in any of the disciplines related to design. Finally, as with any assessment instrument, it must be valid and reliable.
Table 1
Goals for an Online Help Evaluation System

- **Efficient.** It is simply a fact of life that few people are willing to spend the time or money on a lengthy and detailed evaluation unless it is an evaluation of a feature that is obviously system-critical, i.e., life threatening. Thus, if we expect designers to use the evaluation tool, it must be inexpensive to apply and require minimal time.

- **Diagnostic.** An evaluation that simply states that the help system is "difficult" or "easy" to use is inadequate. The evaluation tool must identify the features of the help system that make it difficult or easy to use and indicate which features the developers should revise.

- **Comparative.** There must be standards by which we can compare help systems. We will never have the "perfect" help system. There will always be features we can criticize. We must know the relative importance of the criticisms -- how important is the deficiency, how much can it impact the usability of the system. The way to provide that data is to develop a database on a wide range of help systems, especially systems that have a history of heavy use.

- **Minimizes the need for discipline-specific expertise.** We have defined the audience as coming from a variety of backgrounds. If a tool is to be usable by all the members of that audience, it cannot call upon detailed technical skills in any one area. What expertise is demanded can be satisfied through the use of examples as a basis for comparison. We should emphasize, however, that while our goal is to avoid the need for discipline-specific expertise, this should not imply that anyone can go out and evaluate a help system. There will most certainly be a requirement for broad experience and expertise as an end user of the system being evaluated and of help systems in general.

- **Valid.** The evaluation system must have both face validity and predictive validity. Face validity is essential for user acceptance. Users simply will not use an evaluation tool unless it appears to them to be assessing relevant features of the help system. Because the primary goal in applying the evaluation tool is to ensure that help systems are usable for the intended end user, the tool also must be able to predict those systems (or system features) that will be more or less difficult to use.

- **Reliable.** The evaluation tool should yield the same relative score and diagnosis of a help system regardless of which help designer uses it.
Existing Strategies for Evaluating Online Help

We examined the literature on evaluating or guiding the design of help systems to see if an evaluation system already existed that could be easily adapted for our application. This included the literature on the design and evaluation of human-computer interfaces in general, of technical manuals, and of online help systems. In this section, we review five strategies identified in that literature review. However, all five strategies as they have been implemented fail to meet all of our criteria.

The problem in developing an effective evaluation instrument is inherent in the help system itself. That is, a help system is designed to aid an individual in using an application program, so the size and the complexity of the help system are partly determined by the complexity of the application program. There are three characteristics of the application program that will affect the ease of using the help system: size, complexity, and the range of tasks for which it is used. First, a small program, one with only 20 commands, will require a far less complex help system than a large, 100 command system. Second, the help system for a single mode application program, like a simple word processor, generally will be less complex than the help system for a multimode system where the options available to the user depend on the particular program context. Finally, the help system will increase in complexity as the versatility of the application program increases. For a single task application program -- even if it is a complex task -- the designer can create a flow chart of the system and write task-specific instructions. There is obvious potential for designing intelligent help that would lead the person through the task. However, it would be very difficult to capture the user's needs and tasks in a multitask, open-ended system, like an operating system.

This relationship between the complexity of the application program and the complexity of the help system presents the primary obstacle in evaluating help systems. Clearly, we need a system that can factor out the influence of the complexity of the application program while providing diagnostic information on the usability of the help system. With this issue in mind, let us now review the alternative evaluation strategies.
User Testing

One of the most common approaches to evaluating the usability of technical manuals is user testing. In using this approach to evaluate online help systems, we would give the user a task to do in the application program and we would provide the help system as an information resource. Errors (reflected in actual performance as well as in "think aloud" statements) and performance time would be used to index effectiveness.

User testing provides very effective diagnostic information. Think aloud protocols provide a detailed record showing where the information is incomplete, difficult to understand, inaccurate, or misleading. Research findings suggest that the user testing yields more effective revision data than expert review. Although it provides superb diagnostic data to support revision, there are two major shortcomings, which we discuss below.

First, user testing is not efficient. It is a very time consuming and hence costly process for which developers are hesitant to invest the necessary resources. In spite of the evidence for the diagnostic value of user testing, the only significant movement toward testing has been in the computer industry and this has been very recent and focused mainly on end-user manuals. This application in the computer industry seems to be largely a function of the loss in sales many companies have suffered due to inadequate documentation. In areas where there is less of a market factor, there is little support for user testing. For example, even though DOD contracts for the development of technical manuals typically require user testing, the testing seldom occurs (Duffy, Post, and Smith, 1987).

Second, and more importantly, user testing does not provide comparative information. It is simply an empirical methodology for collecting error data; there is no basis for categorizing types of errors or identifying the relative importance of errors. If two systems are being compared, we have simply two lists of errors with no means of comparison. Since the complexity of the help system is in part a function of the complexity of the application, we cannot even use the simple metric of number of errors to compare the two help systems.
Time is another important criterion of help systems that user testing measures. Even if performance were error free, a help system would be unacceptable if it took too long to get help. Indeed, one might suspect that the time required to get information is a major factor in the rejection of help systems. But how much time is too much? Of course, it will depend on the complexity of the help system which, in turn, is dependent on the complexity of the application. Therefore, we cannot establish a time criterion for getting information; we cannot ever use knowledge of other systems as a base for establishing the criterion. Again, we are left with no basis for comparing two help systems.

An alternative user testing strategy might be to design tasks in which the user only works in the help system -- he or she never has to use the application program. However, if time is the measure, the same problems still apply. The complexity of the help system is a function of the complexity of the application program. Thus performance even within the help system will depend on the complexity of the application program.

**Critical Incident Testing**

This form of analysis is a variation on the user testing approach which has been used very effectively in identifying critical factors in performing a task. The basis is that, when redesigning a system or task, it is most efficient to focus on the critical factors affecting task performance. In using the approach to evaluate online help systems, a group of users would be given tasks to do using the application program and the help system. As they go about performing their tasks, they would be asked periodically to identify the most serious problem and the most helpful feature of the help system that they have experienced since last reporting. Their answers become the focus of the revision effort.

This approach better meets our criteria for an evaluation system, but it still has some shortcomings. It is more efficient than more traditional user testing since many users can be tested at once and the detailed think aloud reports do
not have to be analyzed. This efficiency is at the cost of a decreased level of detail provided.

The main problem with this approach is similar to the problem with user testing: the data are still very specific to the particular application. It is an empirical approach yielding system-specific information but not contributing to the growth of an evaluation database on design features or strategies. The complexity of the application program being supported is still a dominant influence on the outcome of critical incident testing.

**Key Task Evaluation**

This is a performance testing approach that has been used successfully to compare different programs for the same basic application, e.g., different word processors. Key to the technique is a detailed analysis of the tasks a person performs in the application program. Roberts (1986), for example, analyzed the tasks of word processing applications. The key tasks in word processing were defined in a matrix where the rows represented word processing actions and the columns represented the objects (text components) on which those actions occurred. The cells in the matrix represented basic and general word processing tasks.

Roberts next defined a methodology for testing a user's ability to perform a key task using a word processor. Given the task set and the testing methodology, any two word processors could be compared in terms of accuracy and time required to perform the key tasks. When a new word processor is developed it can be tested following the specified method and compared to the existing database on other word processors. There have been several evaluations since Roberts' initial work that have contributed to the word processing database.

This approach fits our needs. It is designed to provide comparative data, the goal that protocols and critical incident data could not meet. Furthermore, by evaluating performance on the specific tasks, one could generate diagnostic data. Finally, the ability to conduct group tests and to focus on performance time and errors means the system could be administered efficiently.
However, as discussed in the previous section, the use of a help system involves using the application program and the complexity of the help system depends on the complexity of the application program. Thus, straightforward performance testing using key tasks cannot provide a meaningful comparative database; time and errors on the help system will depend on the complexity of the application it is supporting.

We considered whether we could use the key task approach with a particular spectrum of application programs. For example, could we use the performance of key tasks to compare the help systems for word processing programs, much as Roberts compared word processors? However, it is clear that even this restriction does not permit the development of a comparative database of performance times. In Roberts' case, the key tasks are simple movement commands (delete, copy, etc.) applied to different size chunks of text. The difficulty or time required to accomplish these tasks should not be a function of the complexity or power of the program. Indeed, we might expect that these tasks would be easier to accomplish with a more powerful program.

However, the variation in complexity of the application program would, by necessity, affect the speed of finding information on those basic tasks. It will always be faster to find information in the help system when the application program consists of 20 commands than when it consists of 100 commands. Similarly a poorly designed application program will place greater demands on the help system: the word processor EMACS (Gossling, 19), with its idiosyncratic naming strategy and many alternative ways of doing the same thing, will require a more supportive help system than a more intuitive word processor. Thus the performance of the help system tasks will in large part be dependent on the system being helped.

**Ratings**

It is now commonplace to find computer magazines and evaluation groups rating online help and documentation as part of the review of a product. These are expert judgements either expressed as a simple commentary or made on a five or ten point scale ranging from very good to very bad. This is
the first evaluation strategy in our list that does not rely on performance testing and thus some of the problems associated with that testing do not exist. For example, ratings do permit the development of a comparative database: we can discuss the ratings for the help system for product A versus the ratings for the help system for product B. Additionally, ratings can be obtained very efficiently. This approach offers some potential in meeting our needs, although there are several problems with the ratings or the way we have seen them implemented.

The ratings are done by experts who have wide familiarity with application programs, help systems, and documentation. This experience is essential since the raters must have some sense of what is possible. However, it also presents a problem for obtaining valid evaluations. Hayes (1982) found that experts have considerable difficulty detecting potential user problems. In essence, the experts don't experience the problems because their expertise leads them to effective strategies for avoiding or easily overcoming the problems. We would expect that they are much more able to fill in missing information (both about the program as documented in the help system and about the use of the help system itself) and would not tend to notice incomplete information. This poses some questions as to whether expert ratings are a valid indicant of usability for the typical user.

A strategy for overcoming the detection problem is to provide explicit evaluation criteria for the expert to focus on. This includes identifying the features to be evaluated and objectively specifying the criteria to be used in each case. In essence, the rater is simply rating the presence or absence of explicitly identified features. This approach would certainly contribute to the reliability of ratings. Of course, the validity of the system will depend on the questions and criteria presented.

Unfortunately, none of the rating schemes provide detailed rating questions. There are typically only one or two questions on the help system or documentation (e.g., "Is it easy to use?" or "Is it complete") and never more than seven questions. While the approach of expert ratings has potential, the existing rating systems must be considered to be of questionable validity and
reliability. Furthermore, because the questioning tends to be very general, the approach has not provided diagnostic information.

**Specifications and Guidelines**

Military systems, including technical documentation, are always developed to contractual specifications. For technical manuals and for interface design, the specifications include detailed requirements for the content, organization, and layout of information. For example, Hattrick and Price (1981) report that there are well over 100 different specifications for the design of just one type of technical manual, the job performance aid. Those specifications can be very lengthy. In one case, the presentation of the specifications requires more than 40 pages and there are another two volumes providing guidance in how to meet the specifications.

Of course the Department of Defense is not alone in providing specifications for the design of documents. Guidebooks have been around for hundreds of years and are fundamental to writing. Guidelines represent a basic approach to aiding the design and development process. For example, Strunk and White (1979) presents basic guidelines for any type of writing, Hartley (1981) presents 80 rules for the design of instructional materials, and Smith and Mosier (1986) present thousands of guidelines for human computer interface design.

We reviewed the guidelines and specifications for the design of human computer interfaces, technical manuals, and online help systems. Our goal was to determine if the systems of design guides could be easily adapted to an evaluation system in which experts rate a help system on the basis of the presence or absence of design features. In conducting the review we were interested in both the specific guidelines as well as the organizational structure in which the guidelines are presented.

Our review did not lead to any existing system that could readily be adapted either in terms of the set of guidelines or in terms of their structure. There are a variety of sources that discuss relevant features of online help systems (e.g., Shneiderman, Brockman, Walker, 1987). However, these sources are
not comprehensive and what they do present tends to be a mixture of necessary features (e.g., factors related to screen design) and enhancing features (e.g., natural language or execution of the program activity through the help).

There are, of course, numerous guidelines for interface design in general. This includes the military standard recently developed by the Human Engineering Laboratory (1985). We turned to these guidelines and standards to see if we could simply abstract that organization (structure) for our help system evaluation instrument. The listing of guidelines tended to be exhaustive and very uneven. For example, the interface guidelines presented in Smith and Mosier (1986) are simply too extensive to be usable in an evaluation process. In addition, there is considerable unevenness in the relative importance and independence of items, so ratings could not simply be combined.

Most importantly, the organizational structures in the listings of guidelines did not reflect our goal for evaluating. Because we want to assess the usability of a help system, we are interested in design features as they relate to the performance of tasks within the system. We see an organization based on a task analysis of the use of the help system as the most relevant structure for evaluation. None of the sets of guidelines we reviewed met that criterion.

The most common structure was to organize by system components, e.g., screen design, keyboard requirements, error feedback, etc. This is a topic-oriented approach that simply does not focus attention on the proper issues. Smith and Mosier (1986), in contrast, do organize their guidelines by user tasks. However, because they are addressing interface design in general, their tasks simply are not appropriate for a help system evaluation. For example, three of their six categories are: data entry, data transmission, and data protection.

Finally, Marshall, Nelson, and Gardiner (1987) organize their presentation of over 100 interface design guidelines based on an analysis of cognitive processing requirements. The effects of a design feature on cognitive processing is a central issue, since the primary goal of designing a help system
is to minimize the cognitive demands placed on the user. However, the cognitive feature is not the appropriate system for organizing the presentation of guidelines. All of the cognitive issues are a part of the larger tasks a person must perform in a help system (or in any application). Thus the organization by cognitive principles must necessarily violate an organization based on user tasks. The user of such a system must understand cognitive structures to even begin the application, but even that knowledge would be inadequate for most applications. For example, what cognitive principles would one look under to find guidance on helping the user to locate relevant topics? Or, what cognitive principles would a designer look under to obtain guidance on the layout of a screen?

Summary

In summary, none of the existing evaluation systems are adequate to support our evaluation goals. Performance-based evaluations are very specific to the particular system being evaluated and are subject to the influence of the complexity of the application program. They do not provide a basis for comparing help system designs or for evaluating data independently of the complexity of the application program.

Expert rating systems tend to offer greater opportunity for meeting our evaluation goals. However, the rating systems that exist are either not very diagnostic or are very open ended, which makes their reliability questionable. Furthermore, there is some question that experts can accurately rate the difficulties nonexperts would have in using the system.

Providing the experts with explicit rating criteria is one strategy for overcoming the validity and reliability concerns as well as for enhancing their diagnostic capability. However, an examination of existing design criteria for user aiding systems failed to yield an appropriate set of design features to be included in the ratings or even a structure for presenting design features to be rated.
An Evaluation Strategy

None of the evaluation strategies reviewed above adequately meet our needs. However, by combining the strong features of each of the approaches, we feel we can develop an effective evaluation system. As we have already noted, any evaluation approach that relies on performance measures will not lead to the development of a comparative database. The complexity of the application -- and the consequent effects of that complexity on the use of the help system -- will significantly contaminate the evaluation of the help system's usability. For this reason, we developed a system that uses expert ratings of the help system.

Since the goal of the evaluation is to assess the usability of the help system, an analysis of the tasks that a user performs in seeking help is required. The major processing tasks, identified through an information processing tasks analysis, provide the framework or organizational structure for the ratings.

Lists of guidelines are the source of the features to be rated. As we noted in the review of guideline systems, there are thousands of guidelines for document design, interface design, and help system design. We selected design features that could be seen as facilitating the speed or ease of completing each of the tasks involved in obtaining help information. Thus, the guidelines were all interpreted in terms of their effect on information processing time or effort.

Of course there are still hundreds of relevant guidelines. We further reduced the number of guidelines by examining existing help systems to identify features that distinguished one from the other. That is, we did not want to include features that all help systems tend to have or that no help system has. Our review included existing, commercial help systems, as well as prototype help systems described in the literature.

In the sections below, we describe in detail the components of our evaluation strategy: the separation of usability factors, the task analysis that provides the structure for the system, the cognitive features used in selecting relevant
guidelines, and the specific features rated in each evaluation instrument. The structure and critical features of the discussion are presented in Table 2.

---

**Table 2**

**Summary of Critical Features of the Help Evaluation System**

**User Goal:**
Locate information to resolve an impasse or to perform a task more efficiently.

**Evaluation Goal:**
Assess the usability of the help system in terms of:
- Access
- Comprehensibility
- Accuracy
- Completeness

**User Tasks:**
- Formulate a goal of information needed
- Access help
- Select a help topic
- Scan the help for relevant information
- Select relevant content/representation
- Comprehend text
- Navigate to related topics
- Transfer the help information to the application

**Guideline selection criteria:**
Identify guidelines that minimize the amount of:
- Perceptual Processing (searching/noticing)
- Cognitive Processing (deciding)
- Motor Processing (acting)
- System Response Time (waiting in performing each information processing task).
Evaluation goal: usability

The goal of the evaluation is to describe the usability of a help system and thus we begin with the requirements for usability testing. The usability of any information resource can be described in terms of four components: access, accuracy, completeness, and comprehensibility. When a soldier turns to an information resource for assistance, he or she will find it usable to the extent that potentially relevant information can be easily accessed. Once the information is accessed, it will only be usable to the extent that it is easy to understand. Finally, the information will only be usable if it provides accurate guidance and all of the guidance the soldier requires to complete the task.

In our approach to assessing the usability of online help systems, we consider accuracy and completeness separately from access and comprehensibility. Accuracy and completeness refer directly to the degree to which the information provided in help is adequate to assist the user in completing tasks in the application program. These are features that must be evaluated in the context of using the application program. This does not necessarily mean that assessing accuracy and completeness requires user testing as described in the previous section. It can still be done through user ratings. However, it does require that the evaluator attempt to complete tasks in the application program based on the available help information, as a user normally would.

In contrast, access and comprehensibility are characteristics of the help system used independently of the application program. They address the issue of locating and understanding information regardless of whether or not the information is accurate or complete enough to support tasks in the application program. These issues involve the design or structure of the help system and they can be evaluated without using the application program.

This distinction between the usability factors in terms of whether or not they can be evaluated independently of the application program leads us to the development of two distinct evaluation tools. First, we have developed a
**Design Evaluation Instrument** that assesses the online help independently of the application program. It is a rating of the design features of the help system. Second, we have developed a **Content Evaluation Instrument** that assesses the ability of a user to complete tasks in the application program on the basis of the guidance in the help system. The focus in the content evaluation is on accuracy and completeness. The issue is, given the information, can the soldier complete the tasks in the application software?

**User Tasks**

What do users do with a help system? While it's obvious that the help system must be usable, we must be clear in answering the question, "Usable for what?" The answer begins with a consideration of the goals of the user -- the soldier's purpose in entering a help system. As described in the introduction, we view the goal of online help systems as job aiding. Therefore, our overall context of using a help system is a soldier who needs assistance in effectively using the application program to complete some task.

There are two reasons why the user may need assistance. First, it may be that he or she is looking for a more efficient way to do a task. That is, the soldier can perform the task in the application but is looking for shortcuts. Alternatively, the soldier may have encountered an impasse. He or she has the goal of performing a task in the application program but does not know what to do next. It may be that the soldier simply does not know the next step in the procedure or that he doesn't know any of the steps and needs complete information on the procedure.

In all of these cases, the soldier is searching for very specific task-oriented or "how to" information. The appropriate information may be a procedure, information on a step in the procedure, or reference information to aid the soldier in generating his or her own procedure.

Given this context, let us consider a "coarse grain" analysis of the tasks the soldier must accomplish in obtaining and using the help. By "coarse grain" analysis we mean an analysis of the major tasks involved in the effort. A
summary of the tasks and the primary features in the help system relevant to accomplishing the task is presented in Table 3.

Table 3

An information processing analysis of the primary tasks in using an online help system and the major help system features related to executing those tasks.

<table>
<thead>
<tr>
<th>INFORMATION PROCESSING TASK</th>
<th>RELATED SYSTEM FEATURE</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Formulating an information goal</td>
<td>Names of help topics</td>
</tr>
<tr>
<td>2. Accessing the help system</td>
<td>Application Interface</td>
</tr>
<tr>
<td>3. Selecting a potential topic</td>
<td>Menu/keyword</td>
</tr>
<tr>
<td>4. Locating the information within the topic</td>
<td>Format of the help text</td>
</tr>
<tr>
<td>5. Selecting the type of information needed</td>
<td>Categories of information on a topic</td>
</tr>
<tr>
<td>6. Understanding the information presented</td>
<td>Comprehensibility of the help text</td>
</tr>
<tr>
<td>7. Going to related topics</td>
<td>Navigation system and help on help</td>
</tr>
<tr>
<td>8. Applying the help information in the application program</td>
<td>Windowing and program links to the application.</td>
</tr>
</tbody>
</table>

When the soldier requires help, his or her first task is to formulate some goal that will guide the search for information. Basically, the user must generate names or labels for the information needed. This naming will be based on the understanding of the task to be performed. The relevant issue in supporting this goal formulation is the extent to which the help system represents the possible task names with which the user enters the system.

Given that a help information goal is formulated, the user must access the online help system. The soldier must find the route from the application program...
program to the online help and this will, in large measure, be a function of how help is identified in the application interface.

Once the soldier enters the online help system, he or she must identify and select a topic that may contain the relevant information. This selection task involves the use of menu and keyword systems.

After selecting a topic, the soldier will enter a help text on that topic. It is seldom the case that the help text will focus exclusively on the information relevant to the soldier's needs. Indeed, it is often the case that a user is uncertain whether the topic selected contains relevant information. Thus the first thing he or she must do in entering a help text is to scan it to determine where relevant information may be located. The format of the help text and the use of headings will be primary issues in that scanning.

If the soldier identifies potentially relevant text, he or she must read and comprehend it. The writing style and the graphic elements are important factors in this comprehension task.

While the text may be relevant to the general topic, the soldier must have specific information on the task. Thus, the specificity of the categories of information available on a topic will be vital to successfully getting the right type of information. Additionally the information must be accurate and complete.

Finally, when the soldier locates and understands the correct information, he or she must transfer that information from the help system to the application program. The linkage between application and help is the feature relevant to this task.

These eight tasks provide the primary structure for both our Design and Content evaluation systems, as these are the user's basic tasks in using help. The evaluation systems simply ask questions about the design and the information described in the previous section. The goal of accessing the needed help information includes a number of tasks, one of which is accessing the help system.
content of the help system, relevant to the successful completion of each of the tasks. The design questions will address the structure of the help system: what kinds of information are presented and how it is presented. The content evaluation will address the adequacy of the content for completing the tasks.\(^2\)

This structure of the evaluation permits us to compare different help systems. We can, for example, compare the ease of accessing help in Microsoft Word to the ease of accessing help in UNIX. Even though the applications are very different -- a word processor and an operating system -- access is still a basic task common to the use of both help systems.

Within this structure we could simply ask experts to rate how well the content and design of the help system support completion of each of the tasks. That is, ask them to rate how easy it is to access help or navigate through the system; to rate the ease with which the task relevant information can be selected, scanned, and comprehended; or to rate how accurate the information for the task is, etc. However, we are concerned that such open-ended ratings would have low reliability and validity. In essence, the rating would depend on what features the rater happened to focus on. We anticipate that we can increase validity and reliability and also increase the richness of the diagnosis by asking for ratings of very specific system features as they relate to a task.

**Guideline Selection Criteria**

Our goal is to specify design and content features that an individual will rate in evaluating the effectiveness of the help system. The effectiveness of the help system is defined as the amount of time and effort required of the user to resolve the information need that generated the help requirement in the first place. That is, we want to evaluate the degree to which the content and design of the help system allows the user to get and apply the information he or she needs.

---

\(^2\) "Content" refers to the content of application specific information. The content as it pertains to the structure of the help system itself, e.g., the command or name used for accessing help, is part of the design evaluation.
needs in minimum time and with minimum effort. More specifically, the
evaluation system will assess the time and effort required in each of the help
tasks outlined in the previous section.

How do we assess the effects of a design or content feature on time and effort?
Time is the amount of time it takes the user to perform each task. But, as we
discussed previously, the evaluation goals are not supported by performance
testing -- the most obvious way to obtain time and effort data. As an
alternative to performance testing, we will use a rational analysis to identify
design and content features that we may expect to increase time or effort in
performing each of the tasks. In particular, our approach is an adaptation of
the Card, Moran, and Newell (1983) model human information processor
developed as a part of their analysis of human computer interaction.

They postulate that an individual uses three processing systems in interacting
with the environment: perceptual, cognitive, and motor. Most every action
an individual takes requires a response or an activity within each system.
That is, the user must register a stimulus, link the stimulus to a response, and
execute the response. For example, pressing the return key in response to any
prompt requires registering the prompt (perception), "notifying" the motor
system to respond (cognition), and then pressing the the return key (motor
action). The number of activities will be increased to the degree that
complexity is added to the system. Thus, if there are several possible prompts
but only a particular one requires a "return", the user must register the
prompt that appears (perception), determine if it is the designated prompt
(cognition), notify the motor system to respond if it is (cognition), and press
the return key (motor). In addition to these processing tasks, time will also be
a function of the degree to which the user must wait for the system to
respond.

Following this approach, our evaluation goal may be reformulated to be an
assessment of the degree to which the help system minimizes the number of
perceptual, cognitive, and motor tasks that the user must perform and the
amount of time spent waiting for the system to complete each information
processing task (or "unit task" in the Card Moran and Newall, 1983,
formulation). We want to ask about design features that we can identify
appriori as increasing the number of these processing tasks. In the long term, we will want to complete the task analysis that will permit a detailed accounting of the task and time requirements. However, at this early stage of development such a detailed analysis simply is not feasible. Instead, we will use a gross consideration of the relevance of a design feature to cognitive, motor, and perceptual processing and to waiting. That is, inclusion of a design feature in the rating system will be rationalized based on the hypothesized increase or decrease in the amount of processing or waiting.

How might a design increase the amount of processing? There are four possible ways: the minimum number of processing activities may be high, the demands for recall rather than recognition may be high, the short term memory demands may be high, or familiarity of concepts and terminology may be low. We will briefly discuss each of these parameters in the following paragraphs.

First, a design may vary in terms of the minimum number of processing tasks the user must perform in order to get and apply the necessary information even when he or she knows precisely where to go for the information and how to get there. This may happen by increasing the number of stimuli to process (e.g., the number of items on a menu a person must search through), the complexity of the decision required to determine a response (e.g., the degree to which the user must interpret the appropriateness of a menu item or the help information), the number of decisions required to determine the particular response (e.g., entering a number or letter for a help topic vs clicking on it or typing it), and the number of keystrokes required in a response (e.g., the availability of word completion).

In addition to increasing the minimal number of required actions, the design feature may increase the likelihood of actions beyond the minimum by forcing the user to recall rather than recognize responses. If information is not visible on the screen, the user must generate an input. If there is not a match between the user's input and the label the system uses for the information, then the user is left in a loop of cognitive and motor activities, generating alternative strategies for obtaining the needed information. This could happen in accessing help (guessing what the entry command is vs
having it visible), in the selection of topics (having only keyword available), and in most of the other tasks.

Overloading short term memory is an obvious way in which the number of processing tasks can be increased. Presenting too much information and requiring the user to store it in memory will increase the likelihood of error and the need to either correct the error (if an action is taken) or to reprocess the information and develop a chunking strategy. The short term memory demands may be increased by presenting too many steps in navigating through the system, by requiring the user to remember one screen of information (application screen or help information) while looking at another, or by making unreasonable reading comprehension demands.

Finally, the number of steps may be increased by failing to accommodate the knowledge base of the user. If terminology and concepts are not familiar to the user, there is a need to search short term memory or to seek external sources of information to interpret the presentation. This potential problem is most obvious in the specification of help topics. That is, to the extent the help topics fail to reflect the user's representation of the information needed, he or she will have to search long term memory for synonyms that will link the representation to a listed topic or will have to review the problem and develop a new specification of the information need. Obviously, the link to long term memory is also important in comprehending the information presented on any one help topic.

In summary, design features of online help systems were identified in terms of their expected effect on the number of processing activities the user would have to engage in because of the complexity of the demand, the long and short term memory requirements, or the failure to support recognition. The items in the survey thus represent design guidelines based on a hierarchical information processing analysis. At the top level are the major tasks the user must perform. At the second level are design features that affect the number of processing activities the user will likely have to engage in in order to complete the major task.
Generation of items for the Evaluation Survey

We reviewed help system, interface design, and technical manual design guidelines to identify items for inclusion in the Evaluation Surveys. Each guideline was classified in terms of the information processing task it was relevant to and in terms of how it impacted processing activity.

This procedure resulted in a very large list of guidelines. Inclusion of all of them would make it infeasible to actually use the evaluation system, so we attempted to restrict the features to be evaluated in three additional ways. First, we examined a reasonable sample (25) of help systems for commercial software to identify those design features that are distinguishable between systems. Second, we attempted to consolidate guidelines that were closely related in terms of design characteristics into a single guideline or evaluation statement. Finally, we only addressed design features that one could reasonably expect in most help systems. Thus, for example, we did not include guidelines that addressed natural language processing or other features relevant to intelligent help systems.

Design Evaluation and Content Evaluation Instruments are being developed based on these criteria. We are still drafting the Content Evaluation Instrument, but we have completed two alternative Design Evaluation Instruments. The alternatives address the same basic design features, but represent the features in different formats. Design Evaluation Survey A presents each design feature as an individual item and the user simply rates the presence, absence, or inapplicability of the feature in the help system under review. It is an all or nothing rating. Design Evaluation Survey B attempts to address the degree to which a design strategy is implemented. Related design features will be grouped in a single item and points are awarded according to the degree to which the design features are implemented. These survey instruments are presented following this report. We are currently assessing the reliability and validity of each approach. In the following section we describe the basic design issues being evaluated in each survey.
The Help System Design Evaluation Surveys

The surveys consist of eight sections, each section representing one of the information processing tasks. The evaluation criteria for each task area are as follows.

**Formulating the information goal**

When a user first encounters the need for help, he or she must formulate a goal statement for the help being sought (specify just what kind of help is needed) and then generate a name or names that they anticipate will be the labels used to index that information in the help system.

The expertise of the user with computers in general and with the application program in particular will have a major effect on how the information need is formulated and what names are generated to guide the search. A novice computer user may only be able to describe the need in terms of the real world task he or she is trying to accomplish. That is, the appropriate command names and computer tasks (e.g., opening a window) are unknown.

A transfer user, someone familiar with related programs but not this particular one, may have an idea of the type of command or the type of computer task but not know the labeling used in the particular application.

Finally, expert users will generally be very specific in implementing a command or requesting a topic using the exact terminology of the system.

An effective help system must attempt to support these different naming strategies (or naming problems, as the case may be). Failure to represent the task/command information in the way the user does means that the user will have to engage in additional hypothesis generation and needless exploration of irrelevant help texts. Thus the questions in this section of the evaluation address the adequacy of the topic listing strategies. We do not assess the adequacy of any particular name; that is a content issue that will be addressed in the Help Content Evaluation instrument. Rather the Help Design Evaluation focuses on the systems for presenting information.
The first question asks about alternative menu systems. In addition to an alphabetical command help menu for experts, we would hope to find a menu that organizes the commands by computer tasks, and a menu that is organized by the real world tasks that the user wants to accomplish using the application program. It is desirable to organize these different representations into different help systems. If there is only one menu then we would hope that these different representations will be included in that one menu.

The second question asks about strategies for accommodating synonyms of the sort of labels a transfer user might generate. A keyword system that contains a range of synonyms is the most efficient way to address this problem. A keyword system is one in which the user can enter a term or phrase and the help system would search for help on it. Note that it is not just the availability of a keyword system that is important, but rather the availability of a keyword system with a rich synonym database. We see the keyword approach as most appropriate for meeting this goal because a menu based presentation of a wide range of synonyms and partially overlapping terminology would present the user with a very complex and confusing search task.

**Accessing the help system**

Once the user formulates the information goal, he or she must enter the help system to search for relevant help. In accessing help, the user must first determine that there is a help system and then determine the action required to enter it. He or she must then take that action and wait for the system to respond. Finally, the user may or may not enter the help system at a point maximally relevant to his or her information needs.

Consistent with this analysis we have identified five design features that may affect the processing activity required of the user or the system response time. The first design feature concerns the requirements placed on the user in order to invoke the help system. Minimal cognitive and motor effort is involved if the user can simply invoke the help system from anywhere in the application
program. Maximum effort is required when the user must leave the application program in order to enter the help system.

The second feature asks whether the system ever prompts the user to seek help. That is, if the user is issuing illegal commands, we expect an effective help system to prompt the user to go to the help system.

The third design feature has to do with the obviousness of the user action required to invoke help. The less obvious or intuitive the action, the more cognitive processing that is required and the greater the potential for incorrect responses. This design feature includes both the availability of a prompt for accessing help and the intuitiveness of the required response. An extreme example of this was that one of the systems we reviewed required the user to type CTRL-\- to enter the help system --- and it was not prompted in the user interface.

The fourth feature relevant to access is the time it takes to enter the help system once it is invoked. This is simply a matter of system response time. Time is not as critical a factor here as it is in navigating through the help system because the user has just encountered the problem and is probably still analyzing it. It is a task switching time and some delay is tolerable. At the intolerable end is one system we reviewed where it took 30 seconds to enter help after implementing the help command. (And we have been told of a system where it takes two minutes to enter help.)

The final access design feature is context sensitivity. The question is whether or not the help system places the user in help relevant to the problem or to the characteristics of the task. This may mean that the user is placed in a help menu system appropriate to his or her level of experience or past history or it may mean that the user is placed in a submenu of commands relevant to the particular context in which the problem was encountered.

**Selecting help topics**

Once in help, the user's next major activity is to select something to look at, to locate relevant information. In this case we are first concerned with
locating any portion of the needed information. This task involves searching through a menu system or typing in key words in an attempt to find terms that seem to be relevant to the information needs.

The focus of the evaluation is on the structure and responsiveness of the system for selecting an item on which to get information. The particular names used in the menus are taken as a given in the Design Evaluation tool. The appropriateness and completeness of the menu entries will be addressed in the Content Evaluation.

The goal in supporting item selection is to provide as much well organized information as possible on a single screen so that the user gets maximum information for any given response. This is contrary to a common recommendation that menus should reflect a balance of breadth and depth (see, for example, MacGregor, Lee, and Lam, in press) or, more specifically, that there should be eight to sixteen items on a menu. The recommendation for a balance of breadth and depth is based on an analysis of the average number of entries a person has to scan in getting to a desired topic. For example, in a menu of 40 items a person would, on the average, scan 20 items before selecting. Balancing of breadth and depth would result in a 5-item top menu with an 8-item submenu for each top level entry. Here a person would only have to scan, on the average, 2.5 items plus 4 items for a total of 6.5 items.

Consistent with our information processing analysis, this latter arrangement would reduce the number of perceptual judgements. However, there are two problems with the depth/breadth balance. First, most errors in accessing information in a hierarchical menu system occur at the top level. Users select the wrong path right from the beginning and then have to back track. Second, the approach ignores the potential for categorizing and labeling the categories in the main menu. There is no reason that would prohibit the items on the 5 item menu from serving as category labels and the basis of organizing the 40 item menu. If screen size prohibits presenting all of the commands on one screen then pop up windows should be provided as part of the main (and only), menu. We would argue for this single menu approach even when the application program involves several modes with subsets of
commands relevant to each mode. If space permits, all commands should be placed on one menu and the mode names would become a means of organizing the commands.

The first evaluation question asks about the number of items on the top level menu. Consistent with the orientation expressed above, having a large number of topics on a menu is rated as good. However, this information goal must be balanced with the quality of the format to support scanning. The ideal is to present as many items on the screen as possible and still maintain a quality format. Since most monitors are thirteen inches, we have formalized this rating into a statement that the number of menu items on the main screen should be between 15 and 50. Having over 50 items is rated lower with the assumption of the small monitor. The poorest menu rating is for displays containing fewer than 15 items (assuming that the command set is larger than that).

Some programs we reviewed place a large number of items on a single menu but then require the user to scroll the items through a window that will only reveal a small subset at once. This seems to us to force the user to scan all items (since he or she does not know what is not being presented unless some other means of organization, like an alphabetization, is used in conjunction with this single menu), and thus presents the greatest cognitive demands of all.

A third question asks about the number of items on the submenus. We want to emphasize that submenus should not be used to display only a few items, since then the submenu items could be part of the main menu. Thus, systems are downgraded if they contain 7 items or fewer.

A fourth selection question asks about the link of a submenu to the rest of a help system. Basically, the idea is that a submenu should not stand off on its own. It either should be integrated into the main menu (e.g., as pop up menus) or integrated into the presentation of the help text (for example, through a "see also" listing or through a hypertext-like methodology where items in the text may be selected for more information).
A fifth question emphasizes the need to present the menu options in an organized way to help minimize the number of entries the user must scan. The most effective organization is one in which the items are grouped based on shared relevance, and the groups are labelled. We cannot judge the adequacy of the relevancy grouping since this would involve an analysis of the functioning of the application program and that is part of the Content Evaluation. We can only judge that there is a grouping and it appears to be based on placing related commands together.

The final question asks about the selection methodology. A selection should minimize motor activity -- and minimize the user's requirement to do more than simply select the item one has judged as relevant. The highest rated approach is either mouse selection or typing a number associated with the selection. Using the mouse is the most direct cognitive task, but mouse movement is less efficient than typing a number. Less desirable because of the motor effort involved, is to move the cursor to a selection by using the arrow (or other) keys.

**Scanning help: Format of the help text**

The format of the help text should facilitate scanning for relevant information. A format and organization that is applied consistently across help topics is essential to facilitating the user's search. Within a help topic, the information should not be so jammed on the page that the user gets lost in trying to find relevant information, and should not be presented in so small a point size (or in such detail, for graphic material) that the user must strain to perceive the information. The information should be organized functionally and labelled so the user does not have to read everything in order to find the information that is most relevant.

We rate a system higher to the extent that a format is applied consistently across help topics. For this item we don't assess how "good" the organization is, just how consistently it is applied. A user can learn to get around in a help text as long as there are consistent rules for layout, even if those rules do not match the user's needs.
We rate a system lower if a user scrolls rather than pages through the help text on a topic. Users tend to lose their sense of the whole document and their place in it when the document is presented on a screen. We see paging, with distinct labelling of pages, as important to helping the user find relevant information within the help text.

There are a number of questions related to the structuring of information. Lists of information should be presented in a list format and not as running text (the items should also have a parallel structure as we indicated in the evaluation of comprehensibility). Subtopics within the text should be clearly separated and labels should be used so that the user can scan for the appropriate topic.

We also rate the density of information on a screen. Users become frustrated and see the page as too cluttered on a screen at much lower density levels than they do with a hardcopy document. Rubin and Krull (1985) report that a density of 50% is the maximum screen density to employ. However, that is actual density and a screen always appears much more dense than it actually is. Since one of the goals in developing this Design Evaluation Survey is that it be easy to use, we have chosen to have evaluators rate the apparent density rather than actually calculated density.

One question addresses the font used in presenting text. We do not base the ratings on size or font selection for the typeface for two reasons. First, the acceptability of a particular font or size will depend on the characteristic of the particular monitor on which it is displayed. Second, a rater could not be expected to be able to identify all fonts or letter sizes. Therefore we simply ask the rater to indicate whether or not the typeface is easy to read.

Finally, there is a rating on whether or not the text information is presented in a mixture of upper and lower case letters. We expect that virtually all systems will receive a positive rating on this criterion. The user rebellion against the all upper case presentation of computer information has been well publicized and we seldom see a violation of this very basic legibility requirement. We include this item, even though it is not expected to have
much discrimination power, simply because of the dramatic negative effect violation of the principle has on legibility.

**Obtaining the needed information: Content**

When a user reads a help text, the content should be relevant to his or information needs. Once again, we can only judge the accuracy and completeness of the information through an examination of the application program -- and that is part of the Content Evaluation. In the Design Evaluation our concern is the extent to which the help system contains categories of information and representations of the information that are likely to be relevant to the users needs.

Thus, one of the questions asks specifically about the classifications of information on a help topic. The system is downgraded to the extent that the following categories of information are relevant but not included in the help information: syntax, function, related commands, possible applications, concrete examples of how to use the command, bugs, warnings, and tutorials.

Two additional questions address the extent to which the help information can be tailored to the user's needs. The first asks about levels of explanation: is there quick reference as well as full explanation, or are there novice and expert help presentations? The second question asks whether the help system aids the user in zeroing in in his or her needs either by providing the semantic context for a topic (e.g., previewing strategies) or through a dialogue probing for the appropriate context. This item is most relevant to systems with large help data bases.

The final question asks about the degree to which the help presentation is task oriented. This question reflects the importance we place on job aiding as the primary goal of a help system.

**Comprehending the help text**

While appropriate categories of information may be presented, the help system is not efficient if the user cannot understand the text. Indeed, the use
of "computerese," a special language common (though not unique) to programmers, has been a major complaint by users attempting to comprehend both hardcopy and online text. In this section of the evaluation we present nine questions about the incorporation of basic principles of plain language in the text. The questions are at the word level (e.g., the use of noun strings, personal pronouns, and technical terms) and the sentence level (e.g., the use of passive sentences and complex syntax). There are also questions addressing the use of graphics to summarize specification data and to show relationships.

Most of these items call for judgements or technical knowledge of English grammar. For example, one question asks if the sentence structures are "overly complex" while another asks if lists have "parallel structure." The goals in the design of this survey are to have an objective rating system that does not require technical knowledge. In order to meet these goals, we are developing examples of text representing each alternative answer to a technical or judgement-based question. These examples are not yet completed.

**Navigating through the help system**

Once the user makes a selection from the menu, he or she will go to that entry. After entering that particular help topic, the user may want to go to additional topics for at least three possible reasons: the topic did not have the necessary information and thus the user is still searching for the required help; the topic contained portions of the needed information, but the user needs to go elsewhere to get all that is required; the user is interested in getting information on related topics or some other, independent, topic.

The movement from this initial topic to other topics is the issue of navigation. Once again we want to consider design features that we feel will affect the cognitive, perceptual, or motor task requirements or which will affect system response time. In order to navigate, the user must understand and remember the principles of navigation. Even the most well defined navigational system will be ineffective if the user does not know or remember the principles of operation. This includes understanding the
structure of the help network, understanding the kinds of help information to be found under different sorts of topics, and knowing the command set for getting around.

Given that the user understands the design and knows the command set, it is then a matter of the efficacy of that design that facilitates moving around in general as well as moving between related topics. That is, the linkage between help nodes and the principles of movement should be designed to facilitate general browsing and should also facilitate the user obtaining all relevant and related information on a given task or topic.

Regarding this latter point we must emphasize again that we are not judging the appropriateness of the information presented, i.e., we are not judging whether the information the system judges as related is indeed related or is all of the related information that should be linked. Rather, our concern is, first, whether or not related topics are even considered and, second, the adequacy of the design for facilitating movement to the related topics.

There are six design characteristics relevant to the evaluation of these aspects of navigating. First, there is the question of whether the help system provides any help on using the help system. That is, when the user enters help, is there a prompt that tells him or her how to get information on the design of the help system? If there is help on help, does it provide structural information on nodes and the kinds of information given in nodes? If it is a complex help system (either because of the design or because of the complexity of the application program), is a functional model provided either directly or via analogy to aid the reader in understanding and using the system? Again, if it is a complex help system, are examples provided to aid the reader in understanding how to use it?

The next question addresses how easy it is to move between topics. For very large programs or for naive users, the use of submenus will probably reduce the cognitive effort in determining related topics and the perceptual effort in locating them. However, it is important that the user be able to easily move between menus and between help information and menus. The most demanding system is one that requires the user to always return to a main
menu before accessing a new help topic. It requires extra motor and extra perceptual effort.

The third question simply asks about the time it takes the system to respond to help requests. System time is more important here than in the initial entry into help for two reasons. The user is typically making multiple help requests and therefore any delay in the system is magnified. Also, the user has already formulated the problem and is in hot pursuit of information and thus delays will be frustrating. In our reviews we generally found the response time to be less than two seconds.

The final three design features of navigation are all captured in one question. The three features all have to do with aiding the individual in effective navigation. A system is highly rated if it has all three and is rated lower for each feature missing. The first of these features is some mechanism for recovering from getting lost. Complex data bases and navigating strategies will be the most powerful but they also offer the greatest possibility for getting hopelessly lost in the network. Some means for recovering is required if the user simply doesn't know how to get back to the beginning.

The second navigation aid is a method for bookmarking. If the user is in a help database and is searching for information, it is often the case that the he or she will want to go off and "check something out." After a temporary excursion the user should be able to easily return to where the branching began.

The final aid is the consistent availability of prompts on the commands used in navigating. The navigating commands should be on the screen at all times while the user is in help or else a prompt for a pop up window containing them should always be available.

**Transferring help to the application**

Once the user has the necessary information he or she must return to the application program and apply it. This linking of the help system to the application has been one of the biggest problems in the design of help
systems. Before windowing became common, either the help or the application could be displayed, but not both. A user would have to remember the problem in the application when he or she entered help and remember the help information when returning to the application. This taxing of short term memory led to much poorer performance in comparisons of online and hardcopy help systems.

While some of the problems in linking help and the application can be overcome through the use of windowing, there are still numerous programs that require the user to leave help to go back to the application, still placing a heavy burden on short term memory.

There are four questions that address the linking of help and the application. Three of them focus on the short term memory issues in transferring the help. One asks whether the application can be viewed while using help, another asks whether help information can be transferred to the application through cut and paste, and the third question asks if the user can work in the application while viewing help.

The final question on linking asks about the similarity of the structure of the information in help and in the application program. Basically, the layout of information in the help system should mimic the layout of information in the application program unless that layout would violate other design principles judged to be more important. Thus, if commands are organized in a menu bar in the application program, those menu bar items should serve as the category labels for presenting the commands in the help system. It may be that the organization of the commands under the application menu bar does not match the user's needs very well (i.e., it is a poor organization). Nonetheless, if all of the commands can be displayed on the help menu, this organization in the application should be used. The help system, in this way, will help the user learn the organizational structure in the program. The organizational structure should be violated only if it is poorly done and all of the commands cannot be displayed in the top level help menu.
Conclusions and Plans

The Online Help Evaluation System is designed to provide a methodology for diagnosing and comparing online help systems that is reliable and valid, and that can be used by technical writers, programmers, or system developers. Our approach has been to develop a rating system that directs a rater's attention to very specific features of the help system. The features are chosen on the basis of their relevance to the information processing demands a user encounters in obtaining and applying help information. They are organized in eight categories reflecting the eight major information processing tasks a user must engage in in the process of getting help.

Because of the influence of the application program on the usability of the help system, two separate rating systems are needed: a Help Design Evaluation that addresses the help system design independently of the application, and a Help Content Evaluation that asks about the accuracy and completeness of the help information for supporting user information needs.

While we have thoroughly addressed the rationale for the Help Design System, we have just begun the development of the evaluation tools. We have completed two versions of the Help Design Evaluation instrument and have the beginnings of a Help Content Evaluation instrument.

Our next step will be to apply the two Help Design Evaluation instruments to a wide variety of help systems for commercially available software. We will have two raters evaluate each help system so that we can assess reliability. We are still developing strategies for assessing validity. In part it will come from the raters' feedback as to whether they felt the evaluation tools captured the problems with the help systems and ordered the systems (in terms of quality) in accordance with their subjective ordering.

If the expert judgements seem to be a reasonable basis for judgement, we may formalize that process and assess validity of the evaluation tool on a new set of programs by comparing independent expert ranking to the ranking based
on the ratings assigned using the evaluation tool. Alternatively, we could conduct user tests of the help systems to see if people have problems where the ratings suggest they will have problems (e.g., accessing help, comprehending help, etc.) and find the going easy where the ratings predict the system is well designed.

The ratings of existing help systems, assuming reliability and validity, will also provide a database that can be used in comparing other help systems.

We will begin the reliability and validity analyses using both Help Design Evaluation instruments, but we intend to discard one of them as soon as feedback indicates a strong preference for one or the other approach.

While the Help Design Evaluation Instruments are considered working drafts, they have already been through several revisions and we do not expect to see significant changes in the content. However, we still must generate examples to support the ratings. That is, two goals in the design of the system are to maintain objective ratings and to avoid the requirement for expertise in any specific discipline (though a wide range of experience with help systems is considered important to applying the ratings). Many of the questions do require some expertise in document design and many questions call for the rating of the adequacy or ease of use of some part of the help system. We want to provide examples that will define unfamiliar concepts and that will anchor the extremes of the judgement ratings.

We see the examples as being presented as a separate text, in parallel to the Design Evaluation instrument. That way, the examples will be available as an aid when needed, but will not hinder the evaluator when not needed. We anticipate that the example base and the reliability data will be available by May of 1988.
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Overview

This survey is for the evaluation of the quality of the design of any online help system. (An online help system is a computer program that provides job aiding information on the use of other application software.) The help information is presumed to be accurate and complete.

Eight design features of the help system are evaluated: support for problem representations, access to help, the menu structure, the format of the text, the kind of content presented in a help text, the comprehensibility of the content, navigation through the help system, and the linkage between the help system and the application software. The rating of each of these features is based on the amount of cognitive, perceptual, and motor effort that segment of the design imposes on the user.

The analysis yields a score for each component as well as an overall system score. The component score is simply the ratio of the number of positive characteristics of that component of the help system to the total number of applicable characteristics for that component. The System Score is the average of the component scores. Thus, all components are equally weighted in calculating the system score, even though the number of questions varies across components.
Instructions

1. Complete the Evaluation Background on the next page.

2. Score the help system on each question in each of the eight Evaluation Categories. The following is guidance for selecting answers.

   **Select**

   **If**

   "yes" The statement is true or generally true about the help system.

   "no" The help system does not have the feature but could. For example, most help systems will not have tutorials linked to the help text (question X under content) but such a linking of tutorials would almost always be possible and useful.

   "N/A" The help system does not have that feature either because it simple is not possible given the application software (e.g., submenus when the command set is only 15) or given the lack of a feature already identified by an earlier question (e.g., a question about the quality of graphics when an earlier question already established there are not any graphics.

3. Total the "yes" and "no" answers in the space provided on each of the Evaluation Category pages.

4. Copy the scores in the appropriate space on the Evaluation Summary.

5. Total each column on the Evaluation Summary.

6. Calculate Component Scores and System Score for the software. A well designed component well have a score near 1.0 and a well designed system will have a score approaching 100. Use the System Score and the Component Scores to compare help systems.
Evaluation background

Software name________________________________ Version Number_______
Manufacturer__________________________________________
System tested on___________________________
Evaluator_____________ Date______________

<table>
<thead>
<tr>
<th></th>
<th>A.</th>
<th>B.</th>
<th>C.</th>
<th>D.</th>
<th>E.</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Yes</td>
<td>No</td>
<td>Total</td>
<td>A+B</td>
<td>A/D</td>
</tr>
<tr>
<td>Represent.</td>
<td></td>
<td></td>
<td>2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Access</td>
<td></td>
<td></td>
<td>7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Menus</td>
<td></td>
<td></td>
<td>11</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Navigation</td>
<td></td>
<td></td>
<td>18</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Content</td>
<td></td>
<td></td>
<td>11</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Comprehens.</td>
<td></td>
<td></td>
<td>10</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Format</td>
<td></td>
<td></td>
<td>9</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Linkage</td>
<td></td>
<td></td>
<td>4</td>
<td></td>
<td></td>
</tr>
<tr>
<td>TOTAL</td>
<td></td>
<td></td>
<td>70</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

SYSTEM SCORE INSTRUCTIONS: a). Sum column E; b.) divide by 7;  
c). multiply by 100.  
The score may range between 100 (best system) and 0 (worst system).

SYSTEM SCORE: ________
CATEGOR Y I: PROBLEM REPRESENTATION

Does the help system support different naming for tasks and commands?

REPRESENTATION TOTAL: Yes _____ No _____

1. Yes ___ No___ N/A__ Is there a keyword system with synonyms for
commands and tasks?

2. Yes ___ No___ N/A__ Are there menu entries or an index representing
real world tasks?

3. Yes ___ No___ N/A__ Are there menu entries or an index representing
computer tasks (as compared to computer
commands)?
CATEGORY II: ACCESS

How easy is it to access the help system?

ACCESS TOTAL: Yes ______ No ______

1. Yes __ No__ N/A__ Can you access help from anywhere in the program?
2. Yes __ No__ N/A__ Can you access help without exiting the program?
3. Yes __ No__ N/A__ Is a prompt telling you how to access help always present?
4. Yes __ No__ N/A__ Is the command for accessing help (or the menu name) intuitively obvious (e.g., control Help) or common (e.g., F1 on the IBM computers)?
5. Yes __ No__ N/A__ Does it take less than 4 seconds to access the help system?
6. Yes __ No__ N/A__ When you first enter help are you placed in a subset of help relevant to your current place in the application program?
7. Yes __ No__ N/A__ Does the help prompt you seek help when you commit errors?
CATEGORY III: MENUS

How easy is it to locate information in the menus?

MENU TOTAL: Yes ______ No ______

1. Yes __ No__ N/A__ Is there a menu of help topics?

2. Yes __ No__ N/A__ Does the top level menu contain all of the help topics and subtopics? If not, is the screen reasonably full of topics (e.g., 40 or more topics on the IBM screen and 25 or more topics on the Mac screen)?

3. Yes __ No__ N/A__ Is there an average of 7 to 15 topics on the menus below the main menu?

4. Yes __ No__ N/A__ Are all items on a menu visible at once?

5. Yes __ No__ N/A__ Can you examine submenus without leaving the main menu?

6. Yes __ No__ N/A__ If there are submenus, is the submenu a part of the help information presented on a topic (either embedded in the text through hypertext or as a menu at the end of the help information)?

7. Yes __ No__ N/A__ Are items on the menu organized into groups based on shared relevance?

8. Yes __ No__ N/A__ Is there a heading for each group of items on the help menu?

9. Yes __ No__ N/A__ Are alternative representations of the menu topics available (e.g., expert-novice or alphabetical-topic organizations)?

10. Yes __ No__ N/A__ Can you select items by mouse or by entering a single letter or number?

11. Yes __ No__ N/A__ If the cursor must be moved to the selection, do you have full cursor control?

12. Yes __ No__ N/A__ Does it take less than 3 seconds to move between two related topics.
CATEGORY IV: FORMAT

Does the format of the help text facilitate searching for and understanding the needed information?

FORMAT TOTAL: Yes ____ No _____

1. Yes _ No_ N/A_ If there is more than one screen of help text do you move by paging?

2. Yes _ No_ N/A_ Do all or almost all screens have the same format?

3. Yes _ No_ N/A_ Is there a "strong" structure, i.e., a lot formatting?

4. Yes _ No_ N/A_ Are lists of three or more items presented in a list format (rather than as a string in a sentence or paragraph)?

5. Yes _ No_ N/A_ Does it appear that at least 50% of the screen is given to margins and space between units of information? (That is, do you perceive screen density to be 50% or less?)

6. Yes _ No_ N/A_ Are the chunks of content (syntax, function, example, etc.) clearly separated by spacing?

7. Yes _ No_ N/A_ Are headings or some form of highlighting used to identify the different chunks of information in the help?

8. Yes _ No_ N/A_ Is the typeface at least 10 point and is the font easy to read?

9. Yes _ No_ N/A_ Is there a mixture of upper and lower case letters?
CATEGORY V: CONTENT

What information is presented in the help text?

CONTENT TOTAL: Yes _____ No ______

1. Yes _ No_ N/A_ Is the help information focused on tasks and how to use commands to complete tasks?

2. Yes _ No_ N/A_ Is the information on options organized by tasks? For example, consequences of options are on the left and the options are on the right and the organization is based on similar option actions rather than the alphabetical order of option symbols?

3. Yes _ No_ N/A_ Does the help provide an actual example of the command syntax with options entered for you to model (not just a generic listing of the command syntax)?

4. Yes _ No_ N/A_ Does the help describe the function of the command?

5. Yes _ No_ N/A_ Are both quick reference and more detailed help information available (they could be available within a single help text through effective organization and formatting)?

6. Yes _ No_ N/A_ Are expert and novice help both available (more technical and explanatory vs more procedural)?

7. Yes _ No_ N/A_ Is a concrete example of using the command or command sequence provided in sufficient detail that you could model it?

8. Yes _ No_ N/A_ Are all possible applications or uses of the command or action listed?

9. Yes _ No_ N/A_ Is troubleshooting and warning information provided, e.g., information on common errors people make or how to get out of it if it doesn’t work, or alternate paths to the goal if it doesn’t work?

10. Yes _ No_ N/A_ Can you select a tutorial to provide additional assistance on a topic?

11. Yes _ No_ N/A_ Can you see a simulation of the task activity?
CATEGORY VI: COMPREHENSIBILITY

How clearly is the help text written?

COMPREHENSIBILITY TOTAL: Yes _____ No _____

1. Yes __ No__ N/A__ Is the help information easy to understand while browsing through it (i.e., reading it without a particular task in mind)?

2. Yes __ No__ N/A__ Are the sentences generally simple in syntactic structure (e.g., a simple sentence with no more than two clauses)?

3. Yes __ No__ N/A__ Are the sentences generally in active voice?

4. Yes __ No__ N/A__ Do lists of three or more items have a parallel structure?

5. Yes __ No__ N/A__ Is it very rare to find three or more nouns strung together?

6. Yes __ No__ N/A__ Is the presentation addressed to the reader through the use of personal pronouns?

7. Yes __ No__ N/A__ Is the vocabulary, beyond the command names, nontechnical and free of jargon?

8. Yes __ No__ N/A__ Does the help include graphics to show location or relation information?

9. Yes __ No__ N/A__ Can you easily identify the objects in the graphics, either through their appearance or through labelling?

10. Yes __ No__ N/A__ Are the objects in the graphics sized appropriately relative to each other?
CATEGORV VII: NAVIGATION

How easy is it to navigate between help texts?

NAVIGATION TOTAL: Yes _____ No ______

1. Yes __ No__ N/A__ Is there help on help?
2. Yes __ No__ N/A__ Is help on help readily available and clearly identified when you first enter the help system?
3. Yes __ No__ N/A__ Does the help on help provide an overview on the help system and strategies for using it in addition to the basic navigation commands?
4. Yes __ No__ N/A__ Is there an overview on the program for which the help was written?
5. Yes __ No__ N/A__ Does the overview of the program for which the help was written provide a scheme or structure for helping you think about the overall structure or function of the that program?
6. Yes __ No__ N/A__ Does the overview on the program for which the help was written give strategies an. hints for effectively using that program?
7. Yes __ No__ N/A__ Can you move directly between related help topics (do not need to go to a menu)?
8. Yes __ No__ N/A__ Are related topics identified in the help text on a topic?
9. Yes __ No__ N/A__ Are subtopics identified in the help text on a topic?
10. Yes __ No__ N/A__ Can you select related topics or subtopics from the help text on a topic, i.e., is there a hypertext or embedded menu system?
11. Yes __ No__ N/A__ Is a keyword system available to facilitate navigation when you know the command or topic?
12. Yes __ No__ N/A__ Does it take less than 3 seconds to move between two related help topics?
13. Yes __ No__ N/A__ Is a bookmarking system available so that you can mark a place to return to after exploring?

14. Yes __ No__ N/A__ Are the prompts for how to navigate (i.e., the options of next command that can be issued) clearly visible and identifiable at all times?

15. Yes __ No__ N/A__ Is there an emergency procedure for recovering from getting lost, e.g., a command or selection to return to the main menu?

16. Yes __ No__ N/A__ Can you access a map of the help system showing your current location?

17. Yes __ No__ N/A__ Can you preview a topic or see some context on a topic before moving to it?

18. Yes __ No__ N/A__ Is the help system interactive, asking you for information and using that to determine what help to present?
CATEGORY VIII: LINKAGE

Does the link between the help system and the application software facilitate the application of the help.

LINKAGE TOTAL: Yes _____ No _____

1. Yes __ No_ N/A_ Can you transfer help information to the application program, for example, through cut and paste?

2. Yes __ No_ N/A_ Can you view the relevant portion of the application program while help is on the screen?

3. Yes __ No_ N/A_ Can you work on the application while help is on the screen?

4. Yes __ No_ N/A_ Does the functioning of the help system mimic the functioning of the application software (e.g., same movement commands, same kind of menu system, etc.)?
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Overview

This survey is for the evaluation of the quality of the design of any online help system. (An online help system is a computer program that provides job aiding information on the use of another program called the application software.) This component of the help evaluation process presumes that the help information is accurate and complete.

Eight design features of the help system are evaluated: support for problem representations, access to help, menu structure, the format of the help text, the kind of content presented in a help text, the comprehensibility of the content, navigation through the help system, and the linkage between the help system and the application software. The rating of each of these features is based on the amount of cognitive, perceptual, and motor effort that segment of the design imposes on the user, e.g., how much work and time does it take to access the help system.

The questions focus on the weaknesses of the help system. Thus the higher the raw score the poorer the help system. We convert the raw score for each component into a component score that is positively related to quality, i.e., a high "component score" indicates that that component of the help is well designed. The "System Score" is the overall rating of the help system and is the average of the component scores. Note that each component is weighted equally in calculating the System Score.
Instructions

1. Complete the Evaluation Background on the next page.

2. Complete the questions in each of the eight Evaluation Categories.
   
   A. Score the help system on every question in each of the eight Evaluation Categories. Circle the option under each question that best describes the help system you are evaluating.
   
   B. Add the circled numbers in a Category and enter that sum under "Score" at top of the first page for that Evaluation Category.
   
   C. Calculate the maximum score (maximum negative score) the software could receive in that Evaluation Category. The maximum for a question is generally the number of alternatives for that question. Thus the maximum for the Category will be the sum across questions of the number of alternatives. However, this may vary as a function of the complexity of the help system being evaluated. That is, if it is unreasonable for a help system to have a particular feature then it is unreasonable to give a large negative score to the system for not having the feature. If an adjustment to the maximum score on a question may be necessary the nature of the adjustment and the condition determining it, is presented in bold in the question stem. For example, in question A of Category III, the maximum is 1 if the help system has fifteen or fewer commands. Thus, in summing the total possible negative score for Category III, item A would add:
      one point if the help system had fifteen or fewer commands;
      three points if the help system had more than fifteen commands.

3. Transfer the obtained score and the worst possible scores recorded at the start of each Evaluation Category to the appropriate space in the Evaluation Summary on the next page.

4. Calculate the score for each component and the overall System Score. A well designed component well have a score near 1.0 and a well designed system will have a score approaching 100. Use the System Score and the Component Scores to compare help systems.
**Evaluation Background**

Name: ___________________________ Version Number: ______
Manufacturer: ______________________
System it was tested on: ______________________

Evaluator: _____________ Date: _____________

**Evaluation Summary**

<table>
<thead>
<tr>
<th>Category</th>
<th>A. Worst Score Possible</th>
<th>B. Best Score Possible</th>
<th>E. A/B</th>
<th>F. 1.0 - 100.0 (Component Score)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Represent.</td>
<td>6</td>
<td>2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Access</td>
<td>14</td>
<td>5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Menus</td>
<td>(22-15)</td>
<td>7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Navigation</td>
<td>(18-10)</td>
<td>5</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Content</td>
<td>(15-9)</td>
<td>4</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Comprehens.</td>
<td>(27-23)</td>
<td>9</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Format</td>
<td>(20-14)</td>
<td>8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Linkage</td>
<td>11</td>
<td>4</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**SYSTEM SCORE INSTRUCTIONS:**  
a). Sum column E;  
b). divide by 7;  
c). multiply by 100.

The score may range between 100 (best system) and 0 (worst system).

**SYSTEM SCORE:** ___________
CATEGOR emperor PROBLEM REPRESENTATION

Does the help system support different naming for tasks and commands?

REPRESENTATION SCORE:______ BEST SCORE: 2 WORST SCORE: 5

A. Are alternative menu systems available to reflect differing goals in entering help (e.g., alphabetical to support searching for a particular command; tasks to reflect real world tasks; and tasks to reflect computing tasks; or expert and novice organizations)?
   1. Yes alternate representations are available and the alternate organizations make a lot of sense.
   2. Yes alternate representations are available but one or more of the alternative organizations does not appear to be very helpful.
   3. There is only one menu system but there are tasks and commands on it.
   4. There is only a command menu.

B. Is there a keyword system or an index to support a range of synonyms for task and command names used in the application?
   1. Yes.
   2. No.
CATEGORY II: ACCESS

How easy is it to access the help system?

ACCESS SCORE: _____  BEST SCORE: 5  WORST SCORE: 14

A. Where must you be to access help?
   1. Anywhere in the program.
   2. Only in particular places, e.g., home base.
   3. Must first exit the application or current activity.

B. How do you access help?
   1. A continuously displayed and meaningful prompt.
   2. A menu item but it is not continuously displayed on the screen; or, a continuously displayed prompt that is hard to interpret.
   3. A command that is intuitively obvious or a "standard" but not continuously available.
   4. A command that is not intuitively obvious or traditional and is not continuously available.

C. How long does it take to access the help system?
   1. Two seconds or less.
   2. Three to eight seconds.
   3. More than eight seconds.

D. Does the help place you in a relevant subset of help?
   1. Yes, placed in relevant help based on current context (current mode), user expertise, or user history.
   2. No, placed in the same subset of help regardless of current context.

E. Does the help prompt you to seek help when you commit errors?
   1. Yes.
   2. No.
CATEGORY III: MENUS

How easy is it to locate information in the menus?

MENU SCORE:_______ BEST SCORE: 7 WORST SCORE: 22-15

A. How many items are on the top level menu? (1 max if 15 or fewer items in entire help system)
   1. 15 to 50; or, there are fewer than 15 items in the entire help system.
   2. 51 to 70; or, 8 to 14 if there are more than 15 items in the full help system.
   3. >70; or, <8 if there are more than 15 items in the full help system.
   4. There are no menus; just a keyword system.

B. If there is a menu hierarchy (more than a top level menu), what is the average number of topics on the submenus? (including embedded menus)? (1 max if no hierarchy)
   1. between 7 and 15; or, no menu hierarchy is used.
   2. <7 or >15.

C. Are all items on a menu visible at once?
   1. Yes.
   2. No, the menu items are scrolled or paged through a window.

D. How are submenus and higher level menus linked? (1 max if no submenus)
   1. Submenus can be seen without leaving the higher level menu (e.g., through the use of pop up windows) or no submenus are used.
   2. Submenu is embedded in the help text for any item on the next higher menu (e.g., through hypertext or as a list at the end of the help information).
   3. Submenus replace higher level menus (the menu selections are a path to help text rather than help being provided on all menu entries).

E. How are the items on the menu organized?
   1. There is some organization of the menu items based on shared relevance (e.g., used in same task, part of the same topic, etc.) and there are headings for the groups.
   2. Menus are grouped as in 1, but there are no headings for the groupings.
   3. Items on the menu are presented alphabetically.
   4. Menu items have neither an alphabetical nor a common use organization, e.g., they may be organized by frequency of use or the organizational structure may not be apparent.
CATEGORY III. MENUS (CONTD.)

F. How do you select menu items?
   1. Click on item with a mouse or type a letter or number associated with the item.
   2. Move cursor to selection with full (up-down and left right) cursor control.
   3. Type first letter or letters of item to be selected.
   4. Make selection with the cursor in more than one column of entries without full cursor control.
CATEGORY IV: FORMAT

Does the format of the help text facilitate searching for and understanding the needed information?

FORMAT SCORE: __________ Best Score: 8 Worst Score: 20-14

A. If the help text takes up more than one screen, how do you move between screens? (1 max if the help text never requires more than 1 screen)
   1. Page; or text never requires more than one screen).
   2. Scroll.

B. How are lists formatted? (1 max in the unlikely event that no lists are presented)
   1. Usually presented as a bulleted or numbered list; or there are no lists of information.
   2. Usually presented as sentences or phrases in a paragraph.

C. How much of the screen is given to margins and spacing between chunks of information (do not include spacing between lines in your estimate)?
   1. Looks like at least 50%.
   2. Looks like between 30% and 50%.
   3. Looks like less than 30%.

D. Are the chunks of content (syntax, function, example, etc.) clearly separated by spacing? (1 max if only one chunk in the help text)
   1. Frequently; or, just one type of information presented.
   2. Sometimes.
   3. Infrequently (they are typically all mixed together).

E. Are headings or some form of highlighting used to identify the different chunks of information in the help? (1 max if only one chunk in the help text)
   1. Frequently; or, sparsity of help information makes highlighting unnecessary.
   2. Sometimes.
   3. Infrequently.

F. Are there basic organization and format principles applied consistently across the different help texts?
   1. A consistent organization and format are applied across most help texts -- the appearance (layout and organization) looks the same for the different help texts.
   2. A few rules are applied consistently.
   3. No rules are applied consistently.
CATEGORY IV: FORMAT (CONTD.)

G. Is the type face large enough (at least 10 point) and is the font easy to read?
   1. Yes.
   2. No.

H. Is there a mixture of upper and lower case letters?
   1. Yes.
   2. No.
CATEGORY V: CONTENT

What information is presented in the help text?

CONTENT SCORE: _____ Best Score: 4 Worst Score: 15-9

Note: Worst possible score is based on the assumption that only one entry in item D may be necessary.

A. Is the content task oriented?
   1. Focus is on tasks and how to use the commands in that task.
   2. Focus is on describing command syntax and function, but some attention is given to tasks or examples of applications.
   3. Help only describes command syntax, function, and related information (e.g., bugs), and an example of how to enter the syntax is given, but there is no (or trivial) task/application information. Or syntax is not relevant and the system only describes the function of the command.
   4. Help only describes the syntax or function without giving an example of the way in which the syntax would be entered.

B. Is the help system interactive, asking you for information and using that to determine what help to present?
   1. Yes.
   2. No.

C. Are there levels of explanation (e.g., quick reference vs elaborated or expert vs novice or simplified vs technical)?
   1. Yes.
   2. No.

D. What kind of help information is presented? For each category given below give one point if the category is always absent but COULD be there; 1/2 point if it is absent on some of the helps when it should be there.
   - syntax
   - function
   - list of related commands
   - possible applications
   - a concrete example of how the command is used presented in sufficient detail so that the user can imitate it.
   - bugs and warnings and troubleshooting
   - tutorials are available from the help
CATEGORY VI: COMPREHENSIBILITY

How clearly is the help text written?

COMPREHENSIBILITY SCORE: _ Best Score: 9 Worst Score: 27-23

A. How easy is it to understand (not apply) the help information while browsing through it?
   1. Very easy to understand.
   2. Somewhat difficult to understand.
   3. Very difficult to understand.

B. Are sentences overly complex in structure?
   1. Usually a simple structure.
   2. Usually a somewhat complex structure.
   3. Usually a very difficult sentence structure.

C. Are sentences in passive voice?
   1. Infrequently.
   2. Somewhat.
   3. Frequently.

D. Do lists have parallel structure?
   1. Always.
   2. Sometimes.
   3. Hardly ever.

E. Are noun strings used?
   1. Infrequently.
   2. Somewhat.
   3. Frequently.

F. Is the presentation addressed to the reader through use of personal pronouns?
   1. Frequently.
   2. Somewhat.
   3. Infrequently.
CATEGORY VI: COMPREHENSIBILITY (CONTD.)

G. Is the vocabulary, beyond the use of command and task names, unnecessarily difficult or technical?
   1. It is easy to understand.
   2. There is some unnecessary complexity.
   3. It is very difficult to understand the vocabulary.

H. Are graphics used to show location or relation information? (1 max if no graphics are appropriate.)
   1. Yes, consistently; or no graphics are appropriate.
   2. Yes, but only occasionally.
   3. No.

I. Are functional graphics (not graphics used just for motivation or to stimulate interest) easy to understand? (1 max if no graphics are appropriate)
   1. Very easy to understand; or, no graphics are appropriate.
   2. Reasonably easy to understand in general.
   3. Very difficult to understand; or, no graphics are used, but they should have been used.
CATEGORY VII: NAVIGATION

How easy is it to navigate between help texts?

NAVIGATION SCORE:_____ BEST SCORE: 5 WORST SCORE: 18-10

A. How helpful is the help on help? (1 max if system is so simple that help on help is not needed)
   1. Very complete and clear -- gives overview and detailed hints and is readily available (i.e., there is a prompt for accessing help on help and that prompt is visible whenever the user enters help); or help system is so simple that help on help is not required.
   2. Help on help provided but does not describe the organization of the help or else it does not give strategies for use. Or the help on help is contained as a separate file that must be accessed outside of help.
   3. No help on help provided.

B. How helpful is the overview on the application software?
   1. The thorough overview provides a conceptual model to assist in thinking about the software, hints on strategies and potential pitfalls.
   2. The overview provides some useful detailed information but does not provide an overview that helps in thinking about the software.
   3. The overview information does not provide useful detail or an overview that helps in thinking about the software.
   4. There is no overview on the application software.

C. How do you move around in the help? (1 max if small system, e.g., 15 commands or less)
   1. There is a network of submenus and help that you can navigate through - going directly to related topics or going to a menu of related topics; or system is so small that only one menu is appropriate).
   2. There is a single menu but you can go from anyone topic to another without returning to the menu through either a keyword or a "see also" listing in the help.
   3. There is a single menu and the menu must be used to access any help topic to go to new help (i.e., no navigating permitted.)
   4. There are multiple menus, but there are only certain fixed paths through the menus or help database (e.g., you must return through a path of two or more items/menus before taking another route).
CATEGORY VII: NAVIGATION (CONTD.)

D. How long does it take to move from one help topic to another (within the same general topic area if the help is broken into topic areas)?
   1. Less than 2 seconds.
   2. 2 to 5 seconds.
   3. more than 5 seconds.

E. What support is available for navigating? (1 max if the system is so simple that it is impossible to get lost (e.g., fewer than 15 help entries or a single main menu that the user always goes through)

   1. Four or more of the following navigation supports are available (or the system is so simple that navigation is not an issue):
      - bookmarking;
      - the requirements for navigating are always visible or the method for accessing the requirements is prompted;
      - emergency procedures for recovering from getting lost;
      - a map of the help system showing the user current location;
      - the ability to preview a topic or see the context surrounding the discussion of a topic.
   2. Two or three of the four supports are available.
   3. One of the supports is available.
   4. None of the supports is available.
CATEGORY VIII: LINKAGE

Does the link between the help system and the application software facilitate the application of the help.

LINKAGE SCORE:_____  Best Score: 4  Worst Score: 11

A. Can you transfer help information to the application program, e.g., through cut and paste?
   1. Yes.
   2. No.

B. Can you view the relevant portion of the application program while help is on the screen?
   1. Yes.
   2. Sometimes (Overlapping window with fixed placement).
   3. No.

C. Can you work on the application while help is on the screen?
   1. Yes, and this is true for all help information.
   2. Yes, but only for a reduced portion of the help information.
   3. No.

D. Does the functioning of the help system mimic the functioning of the application software (e.g., same movement commands, same kind of menu system, etc.)?
   1. Yes, fully or almost fully mimics the application software.
   2. Somewhat.
   3. No.
Finding Information on a Menu:
Linking Menu Organization to the User's Goals

(Pilot Study Data and Experiment in Progress)

developed by

Brad Mehlenbacher, Thomas M. Duffy, James Palmer.

Communications Design Center
Carnegie Mellon University
Pittsburgh, Pa. 15213

1 March 1988

This work was funded in part by the United States Army
Human Engineering Laboratory, Aberdeen Proving Grounds, MD
under contract DAAA1-86-K-0019.
Contract monitor: Maureen Larkin.
Abstract. Although research on how best to organize menu items to facilitate learning, search speed and reduced selection errors is pervasive, very little has been done to examine the effect of different types of user tasks on a menu's effectiveness. In a pilot study using three, distinct task types and two menu organizations, alphabetic and functional ordering, preliminary data suggests that (1) the more difficult a task is the more effective a functionally organized menu becomes, (2) learning occurs with both menu designs, more notably with the alphabetic ordering, although the functional ordering overall takes less time to make selections from, (3) the time spent looking at the tasks decreases across repeated trials, and (4) while users made fewer errors with the functional design overall, they corrected more across trials using with the alphabetic design. The results, in general, encourage more rigorous investigation of the interaction between the tasks users bring to menu interfaces, and the optimal design of those menus.

1. Introduction

Among the various methods designed to facilitate human-computer interaction, menu-driven interfaces have received an immense amount of use and attention over the last ten years (Giroux & Belleau, 1986). The addition of menus to existing software, with the guarantee of increased system friendliness, is a standard development in the computer industry; so the essential difference between, for example, Unix and Andrew, CMS and PROFS, Dbase II and Dbase III, is the addition of a menu(s) -- their functionality is relatively unchanged, only the method of accessing the system's functions has been "enhanced".

In designing the menu interface, choosing the appropriate organization of the menu items is a crucial consideration. The arrangement of menu items effects the amount of time users spend searching for items (Allen, 1983), the number of correct selections made (Lee et al., 1986), how easily the menu can be learned (Bauer & Eddy, 1986), and the overall user satisfaction with the product (Magers, 1983).

Having established that a system's menu can have a significant impact on that system across various measures of effectiveness, researchers have begun manipulating several organizational features of menus. The goal of any menu should be to facilitate, in the best possible fashion, the user's ability to make a choice quickly and accurately.
The traditional method of organizing menu items is alphabetic, which is imposed on the user, machine-oriented and probably based on the pragmatics of implementation; the assumption is that "everyone" comprehends alphabetic structuring. If the user knows that the command he wants to select starts with the letter "S" (for example, SAVE), he looks three-quarters of the way down the alphabetic menu list. The problem with alphabetic organization, however, is that if the user does not know what he is looking for, alphabetic ordering offers no "clues" about the location of the menu item. That is, if we know we want to ZAP text, and the correct command word is DELETE, when we do not find the correct word near the end of the list, where Z-words should be located, we are without a method of approaching the menu organization without merely scanning left-to-right, top-to-bottom. Since the rationale for menu-driven interfaces is that they allow users to access a program's functions without having to recall, precisely, the exact command syntax, an alphabetic ordering would seem most effective only when we know the exact word for which we are searching.

According to Card's findings (1982) "initial search is faster for an alphabetic menu than for a functionally arranged menu or especially for a random menu." Also, after a user becomes familiar with the menu, the order of the menu items has no effect on search speed and all ordering methods are equally efficient. It is not surprising that random ordering scored the poorest in terms of selection time, since users would be forced to scan from top to bottom for each menu item; however, one would assume that after several repeated trials, even the random design would become familiar to the user, and selection time would decrease radical compared to the overall decrease for either the alphabetic or functional designs. So Card's conclusion that all menu organizations are equally learned seems counter-intuitive. Despite this, his research on menu-based command systems and user search mechanisms is frequently cited by menu presentation researchers and has encouraged industry's use of alphabetic ordering for command menus.

Yet several findings conflict with Card's stance. Shneiderman (1986), for example, cites the research findings of McDonald et al. (1983) and Somberg & Picardi (1983) as suggesting that semantic or functional ordering is superior to alphabetic for searching and selecting menu items. Using menus with sixty-
four items, McDonald et al. questioned the "ecological validity" of past menu organization research, stating that since "menu-based interfaces are most appropriate when recall is imperfect and the user must rely on item recognition", explicit targets, where a word is given to the user and the user is expected to select that same word from a menu, are unrealistic. Rather, tasks are often complex and fuzzy in the transfer from the schema the user brings to the software interface, and the actual command syntax at hand; in short, users do not always know what command will allow them to achieve their goal. McDonald et al. propose that it is more common for users to know what they want to do, "but not [to] know the exact function name ... to accomplish the task. They conclude their research arguing that "researchers in this area should focus more on task behavior more dependent of schema formation, such as problem solving, rather than simply menu access time." Giroux and Belleau (1986) also conclude that "searching a menu may or may not proceed sequentially and [that] the optimal organization may be semantic versus alphabetical".

Functional- or Task-oriented organizational design is a recent phenomena (Bethke et al., 1981). The premise is that systems, and thus their menu displays, should be user-oriented, goal-based, modelled (ideally) on human performance/understanding levels (Kieras, 1985); that the user is more important than the machine's functionality as a design issue. A functionally ordered menu for a word processing program, for example, would separate menu items into functional groups such as formatting, moving text, working with files, and so on. The alphabetic method of ordering menu items tends to assume that searching is accomplished by simply scanning from left to right, top to bottom, using alphabetic "cues" to guide the user's progress towards the accurate item. Functionally organized menus should provide "perceptual chunks" (Chase & Simon, 1973) of information that are more directly related to the actual task the user is trying to accomplish.

In general then conclusions about how best to organize menu items are often conflicting. The emphasis on the menu ordering rather than on the various and complex real world tasks users want to achieve may be the actual problem. Although research on menu order is pervasive, very little has been done to examine the effect of the task on a menu's effectiveness. Human
Factors researchers have, however, stressed the need for appropriate user and task models (Rissland, 1984; Rubenstein & Hersh, 1984; Kieras, 1985; Fowler & Roeger, 1986), so it is surprising that different task types, especially those which are difficult to transfer from user goal to interface command, have not been manipulated in more menu experiments. Would a more difficult or unclear task have an effect on menu search time or selection accuracy? Does a menu's effectiveness depend on the goal and task of the user?

Researchers have tended to concentrate on perceptual matching tasks (Card, 1982; Lee & MacGregor, 1985), ignoring other, perhaps more applicable task types. And Landauer and Golotti (1984) point out that "researchers who aim to uncover the cognitive components of name learning tend to use contrived, not real, tasks". For this reason, we want to use a generic word processing menu, which contains many of the typical word processing commands found on menus.

1.1 Interaction between task type and menu organization

Our major interest is in creating three tasks that represent common word processing activities:

- searching for a target word. That is, "I know the word that the application uses and I want to find it";

- searching for a synonym match. That is, "I know what I want to do, but do not know the exact word the application uses", and;

- searching with a visual idea (before-after pictures). That is, "I have a picture of what I want the document to look like and I want to find the command that will allow me to accomplish it".

I am assuming that the time spent looking at each task type will increase with the difficulty of the task. My hypotheses are that more difficult (or fuzzy) tasks will be easier to accomplish using the functional menu, and that, with repeated trials, learning will occur and selection time will decrease generally. Direct word matching, which Card (1982) explored, will be faster and more
accurate with the alphabetic menu. If the goal of functional ordering is achieved, users should have more clues for selecting the correct item with less well-defined tasks, and make fewer selection errors. By manipulating the task type, we hope to show that one reason for inconsistent findings in menu organization research is that the goal or task of the user factors into the selection process.

2. Design

Two experimental variables are arranged in a 2 x 3 factorial design. The first variable, menu organization, consists of

- items organized alphabetically on the menu, and;
- items organized functionally on the menu.

The second variable, task difficulty, consists of

- a direct match task type;
- a synonym task type, and;
- a before-after picture task type.

Each cell, for the purposes of this pilot, contained two subjects who were randomly selected for the various conditions. Figure 1 displays the design graphically.

<table>
<thead>
<tr>
<th>Group</th>
<th>Condition 1</th>
<th>Condition 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Alphabetic Menu</td>
<td>Direct Match Task</td>
</tr>
<tr>
<td>2</td>
<td>&quot; &quot;</td>
<td>Synonym Task</td>
</tr>
<tr>
<td>3</td>
<td>&quot; &quot;</td>
<td>Picture Task</td>
</tr>
<tr>
<td>4</td>
<td>Functional Menu</td>
<td>Direct Match Task</td>
</tr>
<tr>
<td>5</td>
<td>&quot; &quot;</td>
<td>Synonym Task</td>
</tr>
<tr>
<td>6</td>
<td>&quot; &quot;</td>
<td>Picture Task</td>
</tr>
</tbody>
</table>

Figure 1. Experimental groups by condition combinations.
2.1 Materials

The entire experiment is being conducted using a Macintosh Plus terminal and mouse, and was designed with HyperCard, a software application program. Subjects are presented with the instructions, a task, and with the selection menu online. Both menus, the alphabetic and functional (see Appendix 4), have twenty-two items in three columns on them. The functional menu also has six headings (or functionally distinct word processing categories). The number of items we have used will balance, we expect, the range set by Card who had eighteen items in one column and McDonald et al. who had sixty-four items in four columns. Confronted with so much to choose from on the McDonald et al. menu, the user would probably rely more on functional groupings to cue him in his scanning for the correct choice. With Card’s menu however, given direct matching tasks and low density of information on the actual menu, single, top-down scanning would prove successful. My menu size reflects many of the conventional word processing menus with between fifteen and twenty-five items to choose from (see, for example, WordStar, MicroSoft Word, EZ, etc.).

3. Results of Pilot Study

A 2 x 3 x 5 ANOVA (Menu type x Task type x Blocks of trials) was performed on each dependent variable. Since it was a pilot study, with a very limited N (two subjects per cell), Alpha was accepted at .05 or less. For each dependent variable, the following statistically significant, and near significant, effects were obtained:

3.1 Time spent looking at the task

Figure 2 shows a graph of the mean time subjects spent looking at each of the three types of tasks across the five trial blocks. Not surprisingly, the number of trials was significant, F(4,24) = 14.827, p < .000, and the interaction between the number of trials and the task type was significant, F(8,24) = 5.462, p < .001. As well, factoring with a logarithmic function results in a correlation of .97.
3.2 Menu selection time

Again, the number of trials was significant, $F(4,24) = 26.639$, $p < .000$. The interaction of menu type by task type approached significance, $F(2,6) = 3.632$, $p < .093$, as did the interaction of trials by menu type, $F(4,24) = 2.477$, $p < .071$ (see Figure 4). The interaction between menu type, task type and number of trials also approached significance, $F(8,24) = 2.207$, $p < .064$. Factoring the menu type and selection time across trials using a logarithmic function produces a correlation of .96; alphabetic ordering x selection time x trials has a correlation of .98 and functional ordering x selection time x trials has a correlation of .96.

3.3 Number of incorrect selections

Figure 5 shows a graph of the number of incorrect selections made by subjects using the different menu types across trial blocks. Again, the number of trials
was significant, $F(4,24) = 4.286$, $p < .009$, and the interaction of the number of trials by the menu type was significant, $F(4,24) = 4.286$, $p < .009$.

4. Discussion

Considering the pilot study was run with an extremely small group of subjects, only two per experimental condition, the preliminary data is incredibly encouraging. Learning occurred across all three measures — predictably, the time spent looking at each task, whether direct, synonym or picture, decreased in significantly over the five, repeated trials; similarly, learning occurred with the menu selection time and the number of selection errors. Subjects took the greatest amount of time on the first trial, whether in attempting to understand the task required of them or in searching for the appropriate menu item to achieve that task. And interestingly, when presented with the same task the second or third time, several subjects corrected their original selection choice.

Especially interesting was the near significance that the type of menu and the type of task had on the amount of time spent selecting a menu item. Graphically, it appears that when subjects were searching for a direct match task, the alphabetic organization took less selection time than the functional menu design (see Figure 3).
As Figure 4 shows, for the synonym matching task, the alphabetic and the functional organizations were relatively similar in selection time (decreasing simultaneously across the five trials). Although it is interesting that the selection time for the first trial is definitely better for the functional than the alphabetic organization.
The most distinct difference between the selection times of the two menus occurs with the before-after picture task. This task is definitely the most difficult of three, which the number of selection errors across the three task types supports. With the final task, the functional menu had a lower selection time than the alphabetic menu across all five trials (see Figure 5).
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ABSTRACT

Design paradigms often ignore the diverse goals users bring to the computer interface. Any computer-human interaction can be viewed as a marriage of two systems: the user begins the interaction by formulating an information goal and the computer software meets that goal with a sometimes complex list of potential topic areas. The user then accesses that topic list through the computer interface. Part of the act of accessing the topic list is selecting a potential topic, and this action is often supported by a menu interface. Although research is pervasive on how best to organize menu items to facilitate learning, search speed and reduced selection errors, very little has been done to examine the impact of different types of user goals or cues on a menu's effectiveness. In a study using three distinct cues -- direct match, synonym and iconic -- and two menu organizations -- alphabetical and functional -- data suggests that (1) the functional menu is more effective than the alphabetical menu for the synonym and iconic cues, (2) learning occurs with both menu designs (that is, selection speed increases rapidly across the five trial blocks), and (3) users make fewer errors with the functionally organized menu. The results, in general, encourage more rigorous investigation of the interaction between the tasks users bring to menu interfaces, and the optimal design of those menus.
Finding Information on a Menu: Linking Menu Organization to the User's Goals

1. USER GOALS AND COMPUTER MENUS

Among the various methods designed to facilitate human-computer interaction, menu-driven interfaces have received an immense amount of use and attention over the last ten years (Robertson, McCracken, & Newell, 1981; Card, 1982; Giroux & Belleau, 1986). The addition of menus to existing software, with the supposed guarantee of increased system friendliness, is a standard development in the computer industry; so the essential difference between, for example, CMS and PROFS, Dbase II and Dbase III, PageMaker 2.0 and PageMaker 3.0 (IBM, Ashton-Tate, Aldus Products) is the addition or improvement of a menu -- their functionality is relatively unchanged, only the method of accessing the system's functions has been "enhanced."

The goal in the design of any menu should be to facilitate the user's ability to make a choice quickly and accurately. Human-computer research has tended to focus on two primary issues as most relevant to achieving this goal: the hierarchical organization of menus and the organization of items on any one menu. The major emphasis for hierarchical organization is the proper balance of menu breadth (the number of items one must scan on a given menu) and menu depth (the number of menus one has to pass through to get to the desired information) as they affect search time and selection accuracy.

There are three variables most relevant to determining the proper balance of depth and breadth: the number of items an individual must scan (search time), the number of choices the user must make (decision and motor response time), and system response time to those choices (system time). Adding more menus reduces the number of items a person must scan, but it increases the number of user and system responses that have to be made. For example, with 64 items all on one menu the user, on the average, will scan 32 (half of the) items before arriving at the correct choice (Lee and MacGregor, 1985) but there will only be one user and one system response. Alternatively we could create a hierarchical structure of two item
menus so that the user makes a series of six (2^6) binary choices to get to the correct selection. With the six choices, however, the user will (on the average) scan only 1 item per menu for a total of 6 total items scanned to get the correct selection.

Calculations of the optimum balance of breadth and depth, based on an assumption of self terminating search (that is, the user quits the search of the menu when the item is located), indicate that the optimum number of items per menu is between 4 and 8 for a wide variety of stimulus sets (Lee and MacGregor, 1985). In general research has supported these calculations (Miller, 1981; Kiger, 1984).

Concern with the breadth-depth issue has tended to dominate the research literature (Allen, 1983; Kiger, 1984; Landauer & Nachbar, 1985). However, recent analyses by Paap and Roske-Hofstrand (1986) suggest that the organization of items on a given menu may be the more important variable for optimizing speed and accuracy of selection. The research on the breadth-depth tradeoff has been based, for the most part, on the assumption that for any one menu, the user begins at the beginning and progresses through it until the needed item is located. That is, the research presumes that the items on the menu are not organized in any meaningful fashion so as to support a systematic search strategy. However, if the items on a menu are organized in some way, and if the user understands or learns the structure of that organization, then the user can skip over groups of alternatives and visually isolate the approximate location of the target item. Given an effective organization, the assumption in the breadth-depth tradeoff studies that the user will on the average scan a minimum of half the items is invalid. With a well defined organization, there need be no difference between a deep menu structure (a few items on many menus) and broad menu structure (many items on a few or even a single menu) in terms of the number of items scanned. Indeed, the deeper structure could even require the user to scan more items than would be required on a single, well structured menu. Thus, the organization of the items on the menu, rather than the depth of the menus, becomes the key determinant of the efficiency of a search.

Certainly, research has shown that the arrangement of menu items effects the amount of time users spend searching for items (Allen, 1983), the number of correct selections made (Lee, MacGregor, Lam, & Chao, 1986), how easily the menu can be learned (Card, 1982), and the overall user satisfaction with the product (Magers, 1983). The issue, however, is identifying the most effective organization of the items for the population of users. The operational definition of "most effective" is
that the organization minimizes search time and selection errors. From a design viewpoint this has two implications. First, the number of groups and the number of items per group must be optimized so as to reduce the number of items a user must search in selecting an answer. This optimization will occur when the number of groups equals the number of items per group; that is, the number of groups equals the square root of the total number of items on the menu.

The second issue, and the issue of concern in the research to be reported here, is the basis on which the items are grouped. Grouping alone may be useful because spacing between groups is a landmark that can be used in maintaining one's place during a search (Rubens and Krull, 1985; Parkinson, Sisson, & Snowberry, 1985). However, the main benefit of grouping will come when the individual can use the structure to guide the search. There are two basic strategies for organizing items on a menu: alphabetical grouping and grouping based on semantic or functional relationships between the menu items.¹ Research has consistently indicated that either of these organizational strategies is better than no systematic arrangement (Card, 1982; McDonald, Stone, & Liebelt, 1983; McDonald and Schvaneveldt, 1988). However, there have been conflicting results when the two approaches have been compared.

Parkinson et al. (1985), for example, failed to find any difference in accuracy or speed when comparing performance with alphabetical or functionally organized menus. In the Parkinson (1985) study, sixty-four items from four naturally occurring groups were presented on a single screen. The organization was manipulated within the four groups of items. The dominant overall organization into four semantic categories may have negated any differential effect of within category differences. However, MacDonald et al. (1983) did find an effect of subgroup organization using much the same stimulus set.

In contrast to these findings, Card (1982) found that selection was faster with an alphabetical arrangement than with a functional arrangement. This study employed a menu of eighteen word processing terms arranged in a single, vertical menu. Subjects were given a command name and asked to select the appropriate

¹ Actually, there is a third organizational method, one based on an organization within the application. For example, the physical layout of information on a computer console could be the basis for the layout of the menu relating to that information.
target item from the menu. Card's (1982) results have led some authors of interface
design texts to include a guideline stating that menus accessing simple reference
documentation should be organized alphabetically (Brockmann, 1986, p. 220) and
have therefore added credence to the traditional, alphabetical method of organizing
menu items.

Finally, in contrast to all of the results presented thus far, McDonald et al. (1983)
found that semantic or functional ordering is superior to alphabetical for searching
and selecting menu items. MacDonald et al. (1983) presented a sixty-four item menu
with items from naturally occurring categories. Subjects were given either a word
on the menu (direct match) or a definition of one of the words. Regardless of the
stimulus, however, the functional grouping led to the fastest and most accurate
selection. As with the Card (1982) findings, this result has also impacted the
presentation of development guidelines, except that now we find guidelines
recommending a functional rather than an alphabetical organization (see, for
example, Shneiderman, 1986, p. 111).

We would argue that the design of a menu must be based on a consideration of the
tasks the user must perform in making a menu selection. An analysis of these tasks
may help explain the conflicting results and lead to the development of more
ecologically valid guidelines. There are two cognitive tasks in making a menu
selection. First, the user must represent what information is required. That is, the
user must represent the goal in searching the menu. Second, the menu options
must be reviewed to determine which one best meets the information needs of the
user.

The user's representation of the information need will depend on his or her
knowledge base. Here we find it useful to employ Shneiderman's (1986) distinction
between semantic and syntactic knowledge. Syntactic knowledge is knowledge of
the specific requirements of a particular system; that is, knowing the command
names specific to the particular application. Semantic knowledge is broken into two
categories: computer concepts and task concepts. Task concepts are those concepts
conceptualized apart from the computer, for instance, knowing the writing, editing,
and organizational tasks involved in preparing a proposal. Knowledge of computer
concepts involves knowledge of the way a task is generally structured in a computer
program, for example, the kinds of word processing and file manipulation tasks that
will be involved in preparing the proposal on a computer. It is important to recognize that the user's understanding of the task based on computer concepts could be very different from the understanding of the task based on task concepts (Breuker & de Greef, 1985).

With this distinction in mind, we can now describe three ways in which the user may represent the information he or she is looking for on a menu. First, the user may have syntactic knowledge and therefore know the exact menu item he or she desires. This would be characteristic of most task representations by expert users of the particular application software. Given this goal representation, the user's second task, searching the menu, consists of finding an exact match for the goal representation. Here the perceptual demands are much greater than the cognitive demands of the search.

The second type of representation is based on knowledge of the computer concepts. This is characteristic of a transfer user or an occasional user. That is, the user understands how the task is generally broken down in computer programs and knows the kinds of names attached to the tasks. However, the particular naming conventions in this program are unknown. For example, the user may realize that moving a paragraph generally involves cutting and pasting but he or she does not know whether the relevant commands are "set mark", "cut", et cetera. The cognitive demands of the menu search task are greatly increased given this problem representation. The user must now review each menu item and judge whether or not the command is a synonym for the representation.

Finally, the user may have only task knowledge and not have a representation of the task in terms of computer concepts at all. He or she knows what needs to be accomplished but does not know how to represent the task in computer terms. This type of representation will be common to the novice computer user and may even be common to a user who has some computer experience but who is unfamiliar with a particular class of computer application programs.

In summary, the user may approach the menu looking for a direct match, looking for a synonym for the computer concept, or looking for some computer concepts that seem relevant to the task. If the menu designer is to support the user's search, then the design must accommodate the cue and the knowledge base the user is
bringing to the search task. If the user is experienced in the domain and is looking for a direct match for the stimulus in his or her goal representation, then an alphabetical organization would typically be most effective. That is, an organization based on the alphabetical sequence is extremely well learned and the user should be able to rapidly jump to the correct location on the menu. An organization based on semantic relationships between items may be just as effective as the alphabetical organization if it is as well established, and it may even be more effective if the organizational structure is even more firmly established.

These considerations may help resolve the conflicting results obtained by Card (1982) and MacDonald et al. (1983). Both studies asked users to find a direct match on the menu. Card (1982) found the alphabetical organization most effective while MacDonald et al. (1983) found the functional organization to be most effective. The distinguishing feature is that while Card (1982) employed word processing concepts, MacDonald et al. (1983) used naturally occurring categories of terms. MacDonald et al. (1983) used a card sort strategy to ensure that the organization between categories was maximally distinctive from the relations within categories for the users.

Since the alphabetical structure has been learned and used since childhood in a wide variety of contexts, it is unlikely that any semantic organization of computer concepts will provide as strong a structure for guiding search for a particular, known term. Thus we would expect that the alphabetical organization would provide a more usable structure in the Card (1982) study. However, the semantic relationships used by MacDonald et al. (1983) were learned since childhood and are used in even a wider variety of circumstances than the alphabetical sequence. It is reasonable to assume, therefore, that the semantic organization could provide a more supportive structure than the alphabetical organization -- or at least that results would be inconsistent when two well learned structures are compared.

Most research has focused on the direct match search task. MacDonald et al. (1983), however, also used the definition of words in the menu as the cue. Thus semantic, not just syntactic, knowledge was required. As we would predict, the functional organization was even more effective, relative to the alphabetical organization, in supporting this task.
The focus of the present research is on the design of menus for computer systems, that is, for menus where the semantics are not overlearned. MacDonald et al. (1983) found that for videotex-based menus, a semantic organization was most effective regardless of the user's task. We would predict that with computer menus, the most effective menu organization will depend on the user's task or problem representation. For a direct match, characteristic of the experienced user, an alphabetical organization should be most effective. However, when the user only has semantic knowledge, a functional or semantic organization will be most effective provided, of course, that it reasonably reflects the user's semantic organization.

The present research compared the effectiveness of two types of command-based menu organizations in supporting the efficient location of the appropriate command given one of three kinds of cues: an exact command to be located on the menu, a synonym for the menu item, or an iconic representation of the action performed by the command. We used a menu containing word processing and formatting commands and tested users who had some computer and word processing experience. The users, therefore, were equivalent to transfer users with a low level of general experience. The iconic representation involved the presentation of before and after texts where the before showed graphically (without words) the kind of change to be made and the after showed the text with the changes completed. We would expect that the users, given their level of experience, will have greater difficulty matching a menu item to the iconic stimulus than to the synonym.

2. EXPERIMENTAL METHOD

2.1. Design and Materials

Three experimental variables were manipulated in a $2 \times 3 \times 5$ mixed factorial design. The first variable, Menu Organization, consisted of an alphabetically organized menu (see Figure 1) and a functionally organized menu (see Figure 2). Both menus had twenty-two items separated into three columns. The number of menu items approximates many of the conventional word processing menus with between fifteen and twenty-five items to choose from (see, for example, WordStar, MicroSoft
Word, EZ). For the functional menu, a category heading in bold typeface was over each group of items.

The second variable, Cue, consisted of three types of cues meant to capture the different types of goal tasks users bring to a word processing menu:

- a direct match cue (that is, "I know the word that the application uses and I want to find it"). For the direct match cue the subject would be shown, for example, the word "Center" and asked to select the command "Center" on the menu.

- a synonym cue (that is, "I know what I want to do, but do not know the exact command the application uses"). For the synonym cue the subject would be given the phrase "Move text to middle" and asked to select the command "Center" on the menu.

- an iconic cue (that is, "I have a picture of what I want the document to look like -- before and after -- and I want to find the command that will allow me to accomplish it"). In the iconic cue the subject would be shown a picture of a text before and after a change had been made to it (see Figure 3).

2.3. Subjects

Seventy-five university students acted as subjects for the experiment. Subjects were screened before-hand, and only individuals who had some computer word processing experience were permitted to participate. Before they began the experiment, they were asked to fill out a short questionnaire asking for basic demographic information (year in college, major or program name, et cetera) and
word processing background information (years of experience, how many times they had used a word processor in the last two weeks, which word processor or processors had they used). Subjects were paid two dollars per session or received course credit for their participation.

2.4. Procedure

Eight groups of subjects were tested with five to twelve subjects per group. When subjects entered the testing room they were handed a diskette and asked to sit at one of the microcomputers. Each diskette contained all of the instructions and the test administration for one of the experimental conditions. The disks were distributed randomly within sets of six disks representing the six conditions. All conditions were therefore represented approximately equally within each group that was tested.

Subjects were told that we were evaluating alternative designs for menus and that they would be working with word processing terminology. They then placed their diskette in the machine and individually progressed through the condition-specific instructions and testing. The instructions for the experiment were presented on two pages of the computer screen. Across the three cues, instructions varied slightly in wording but not in presentation. They were told that they would be shown a word processing term or text with editing marks and then that same text with the editing completed. Their task was to find the word on a menu that was the same as (or that described) the cue; this process, they were told, would be repeated for some time. The instructions stressed the importance of selecting the correct term on a menu, as well as the importance of making selections as quickly as possible.

The subjects received five practice trials using animal names (and pictures for the iconic condition) after reading the instructions. The trials in practice and in the main experiment progressed as follows. A ready signal was presented for two seconds and was then replaced with the cue. The subject studied the cue and then clicked the mouse in a box at the bottom of the screen when he or she was ready to see the menu. When the menu appeared, the subject's task was to click on the correct menu item for the cue. No feedback on the correctness of the choice was provided. After the selection, the menu was replaced with the ready signal to mark the beginning of the next trial.
After the practice, subjects were reminded of the instructions and told they would have one minute to study the word processing menu before testing again. They were asked to familiarize themselves with the word processing terminology and the menu's content and format.

After one minute, the menu was removed and the testing began. There were five blocks of fourteen trials. The same fourteen commands were tested in each block of trials and for all conditions. The fourteen commands (out of the twenty-two possible menu items) were selected so that they were spread across each of the three columns in the alphabetical menu and each of the six functional groups in the functional menu. The commands, which were randomly ordered for each of the five trial blocks, were Bold, Center, Copy, Delete, Exit, Find, Insert, Italic, Justify, Move, Print, Underline, Upper and Windows (see Figures 1 and 2).

3. RESULTS AND DISCUSSION

Student responses to the preliminary questionnaire indicated that their experience with word processors ranged from six months to five years ($X = 2.3$, $SD = 1.3$). The types of word processors used by the subjects varied and included AppleWriter, Ed, EMACS, Final Word, MacWrite, MicroSoft Word, WordStar, and Xedit. The average number of reported uses during the last two weeks was $5.8$ ($SD = 4.8$).

3.1. Problem Formulation

When a user goes to a menu to obtain information or to execute a command, he or she must first formulate the information need in terms of what he or she expects to find on the menu. In short, the user must translate the need into an appropriate menu selection goal. The time spent studying the cue, then, may be taken as an indicant of the user's effort in this problem formulation phase. That is, prior to requesting the menu, the participant was permitted to study the cue as long as he or she desired. Then, once the menu was requested, a selection was to be made as fast as possible.

Since the same cues were used in each block of trials, we obviously anticipate that this study time (or problem formulation phase) will decrease significantly across trial blocks. Furthermore, the direct match cue should require the least study time
since the participant simply must find that cue on the menu. The iconic cue should require the greatest study time since the participant must first study the change and attach a name to it. Then he or she must evaluate the appropriateness of the name in terms of the word processing terminology in general and of the menu in particular.

A 2 by 3 by 5 mixed factorial ANOVA was performed on the mean study time. The between subjects variables were Cue (direct match, synonym or iconic) and Menu Organization (alphabetical or functional). The within subjects factor was Trial Block (five blocks of 14 trials). The results were as anticipated: the main effects of Cue and Trial Block were significant, $F(2,68)= 14.4$ and $F(4,272)= 112.1$, respectively, $p<.001$, as was the interaction of Cue and Trial Block ($F(8,272)= 44.13$, $p<.03$). However, there was also an unanticipated main effect of Menu ($F(1,68)= 3.97$, $p<.05$) as well as a significant three way interaction ($F(8,272)= 2.29$, $p<.03$).

The Cue by Trial Block interaction is illustrated in Figure 4 where it can be seen that study time for the iconic cue was more than twice as long as the study time for the other cues, while the study time for the direct match cue is somewhat less than for the synonym cue. However, the effects diminish rapidly across trials such that there is no difference between the cue conditions by the third trial block.

The main effect of Menu Organization was due to a somewhat fast study time in the functional menu condition. While the difference persisted across trial blocks, the primary difference was in the first trial block where the mean study times were .448 and .371 s for the alphabetical and functional menu conditions respectively. Furthermore, the advantage of the functional menu was greatest for the iconic cue condition ($X = 809$ and 560 s in the first trial block for the alphabetical and functional menus respectively) but was very minor with the direct match cue (a difference of .006 s in the first trial block). This effect reflects the significant three way interaction.
It is surprising that people making selections from the functional menu required less study time than people selecting from the alphabetic menu. The menu is not presented until after the study time is terminated by the subject and both the functional and the alphabetic menus contain exactly the same terms (with the exception of group labels in the functional menu). The subject, therefore, must somehow use their memory of the menu's structure to guide them in interpreting the cue. While not anticipated, the effect of menu structure on cue study time can be interpreted within our conceptual framework. That is, we would contend that the functional organization provides a conceptual structure for the set of commands—a schema for thinking about the problem domain. Not only should the schema facilitate search but it should also assist the user in formulating his or her information needs. In this respect, the functional organization is a structure that can be used to guide problem formulation.

There are two possible explanations for why the functional organization facilitates the problem formulation phase. First, the functional organization provides a structure that facilitates the user's ability to learn the command names on the menu. Items in semantic categories are easier to learn than uncategorized items. As a result of this learning, the user should possess a greater repertoire of commands on which to base his or her information needs and ultimate decision. Second, the functional menu provides conceptual bins or chunks that help the user classify the cue or at least identify the general location of the appropriate command. Both of these interpretations would predict, as we have seen, that the functional menu would have a significant effect on the behavior of the user who studied the iconic cues and virtually no effect on the user who studied the direct match cues.

3.2. Menu Selection Time

Once the participant formulated the problem, he or she requested the menu and made a menu selection as rapidly as possible. We submitted the menu selection time to the 2 by 3 by 5 mixed factorial ANOVA where the between subjects variables were Menu Organization and Cue and the within subjects factor was Trial Block. The only main effect to achieve significance was Trial Block (F(4,272)= 49.6, p<.001) and this simply reflected the fact that the performance of all the groups improved across trial blocks. The effects of Menu Organization and Cue Type appear in the interaction with Trial Blocks. The Menu by Trials interaction yielded an F (4,272)=
2.51, p<.05, while the Cue by Trials interaction yielded an F(8,272)= 4.39, p<.001. The three way interaction also reached significance (F(8,272)= 2.3, p<.02).

The interaction of Menu Organization and Trial Blocks is illustrated in figures 5, 6, and 7 for the direct match, synonym, and iconic cues respectively. As can be seen in the figures, the groups all come together in the later trial blocks, with mean performance ranging between .220 and .173 s. A post hoc comparison using the Duncan Multiple Range test failed to yield any significant differences between the six groups on this last trial block. The primary effects are seen in the early trial blocks.

Looking at the first trial block we see that the alphabetic menu leads to faster selection time than the functional menu only under the direct match condition, that is, when the cue is an item from the menu. As we expected, the participants are well versed in the alphabetical structure and the ability to locate a command based on an alphabetical organization transfers easily to this task. If the functional structure of word processing terms was also well known we would expect the functional organization to be equally effective.

The opposite effect occurs when we look at the synonym and iconic conditions. In both cases, the functional organization leads to faster menu selection time. The difference between the functional and alphabetical menus is very large for the iconic condition (a difference of almost 3 s in the first trial block) and the effect persists across all blocks.

### 3.3. Selection Errors

The participants in the direct match conditions made virtually no errors (X = 0.04) in selecting menu items. Since they were simply selecting the exact item presented, no errors were expected. However, participants in the synonym and iconic conditions had to select the menu item they felt would accomplish the task represented, which meant the same as the synonym presented. There were errors in these
conditions and, as one would expect, there were more errors with the iconic cues than with the synonyms.

Of interest is whether or not the functional organization not only led to faster selection time but also to more accurate selections. We would anticipate that the shared meaning achieved by a functional grouping would help the participant infer the meaning of a command and therefore make a more accurate linkage between the task (represented by the cue) and the command.

Mean errors per Trial Block are presented in Figure 8 for the synonym and iconic Cue conditions. As can be seen, the functional menu leads to a lower error rate with both Cue Types. In addition, while error rate decreases across trial blocks, participants still made fewer errors with the functional menu even on the last trial block.

---

The error rate for the Synonym condition was too low, with too many zero scores, to submit to an analysis of variance. However, the data from the iconic Cue condition was analyzed in a 2 by 5 mixed factorial ANOVA with Menu Organization and Trial Blocks as the factors. Trial Blocks, as expected, yielded a significant effect, F(4,92) = 8.92, p<.001. Similarly, the main effect of Menu Organization was significance (F(1,23)= 4.78, p<.05). The interaction of Menu with Trial blocks, however, did not reach significance. The results confirm the relations apparent in Figure 8.

It is possible that this difference in errors may account for the difference in selection time. That is, it may be that the participants take longer when making error responses and, since they made more errors with the alphabetical menu, mean selection time will also be longer. We have assumed that the functional organization facilitates search: the user can look at a category title or an exemplar of the category and quickly judge whether or not it is a relevant group to search. However, if the selection time effect is restricted to error responses, we must reject this hypothesis and conclude that the effect of the functional organization is due to the error reduction that occurs through specific semantic effects; by combining
correct and incorrect selection times, we may be looking at decision making rather than actual search time.

To test this hypothesis, we re-analyzed the time required to make the menu selection, but this time, we only included the time data for correct selections. Since the majority of errors were in the iconic condition, we only conducted this re-analysis for the iconic Cue conditions. A 2 by 5 ANOVA of the mean time per trial block for correct choices yielded a significant main effect for Trial Blocks (F(4,92) = 25.02, p<.001) and a significant Menu by Trial Block interaction (F(4,92) = 3.28, p<.05). The results illustrated in Figure 9 parallel the time data for all responses, confirming that the time effects are not due to longer times on error responses.

---

INSERT FIGURE 9 HERE

---

4. CONCLUSION

4.1. Implications for Interface Design

The results confirm our hypothesis that the most effective or the "best" organization of a menu depends on the user's knowledge base and information goal. For the individual who knows what command he or she wants, the alphabetic structure will typically be most effective. If the alphabetical structure of information is the strongest cognitive organization of the set of commands, then it will be most effective. This was the case for our menu and we may expect it to be the case for most menus from application programs. If the user "knows" the knowledge domain very well -- has a long history of experience with the item set -- then we may expect his or her functional model of the organization of items in the domain will be equivalent to an alphabetical organization. Hence, alphabetical and functional organizations would be equally effective in a direct match task (presuming of course that the appropriate functional organization is presented, Palmer et al., 1987). This could be the case for the well practiced expert using an application program. It would also be the case for any user searching a menu in a retrieval system dealing with common information (for example, Hollands & Merikle, 1987).
More typically, however, users will not be well practiced nor will they have an overlearned organization of the knowledge domain (as would be found with popular databases). For this more typical case, a functional organization will be more effective when the user does not know exactly what command is required— as is often the case with novice and intermediate users. Indeed, our results suggest that the greater the user's uncertainty about the desired command, the more effective the functional organization will be. In essence, we are suggesting the following: first, that menu organization will make little difference for the expert (who knows the command he or she wants and has a very strong functional organization of the knowledge domain); second, that an alphabetic organization will be most effective for a wider range of experts (who generally know the command they want), and; third, that a functional organization will be most effective for novices (who do not know what command they need). However, casting this as an expertise issue is really a means of summarizing the more precise characterization in terms of user knowledge and task. Therefore, the relation to expertise outlined above is made with two provisos.

First, user expertise refers to the particular command set— expertise is not a general characteristic, even in terms of particular application software. For example, even "experts" of complex word processors like Xedit or EMACS typically do not use a large set of the program's commands. There are subsets of EMACS commands or functions with which the EMACS expert may well be a novice. As long as the expert restricts the use of an application like EMACS to the familiar commands or functions, the alphabetical organization should be as effective or more effective than the functional organization. However, when these experts begin to extend their use of Xedit or EMACS still further and begin using new commands, then we would predict a functional menu would be most effective.

The second proviso is that expertise is not developed as rapidly as one might think by looking at performance across Trial Blocks. Performance for our groups comes together quite rapidly such that there are few differences after just seventy trials. This might lead one to believe that menu organization is not an important issue since it does not make much of a difference after the first five minutes of experience with the program. Of course the experimental context provides a very compressed experience within a very limited context. That is, our users worked continuously at
the task, selecting one command after another. This is quite different from the
normal work experience where many commands would not get used at all during
an hour long session and where the user may only use the program once a week or
once a month. Also, in the normal work environment the cues or context for a
particular command are continually changing. We used consistent stimuli -- the
same icons -- from trial to trial out, of course, the user of computer software is
always facing new stimuli and new problems.
Click the mouse over the correct menu item.

Figure 1. The Alphabetically Organized Menu.

Click the mouse over the correct menu item.

Figure 2. The Functionally Organized Menu.
The ability to remember information is an essential and vital ingredient of human information-processing. Even the simplest adaptive system cannot function without memory, and people are complex adaptive systems.

The task of designing systems that do not overload memory is a difficult one. In this section, we discuss three memory subsystems called sensory memory, working or short-term memory, and long-term memory.

Figure 3. Iconic Cue representing "Center".
Figure 4. Study time for direct match, synonym and iconic Cue types across the five Trial Blocks.
Figure 5. Mean menu selection time for the alphabetical and the functional menus in the direct match cue condition across the five trial blocks.
Figure 6. Mean menu selection time for the alphabetical and the functional menus in the synonym cue condition across the five trial blocks.
Figure 7. Mean menu selection time for the alphabetical and the functional menus in the iconic cue condition across the five trial blocks.
Figure 8. Mean number of selection errors for the alphabetical and the functional menus in the synonym and iconic cue conditions across the five trial blocks.
Figure 9. Mean number of selection without errors for the alphabetical and the functional menus in the iconic cue condition across the five trial blocks.
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The Evaluation of Online Help Systems:
A conceptual model

Abstract

There are an increasing number of software applications providing users with assistance online. We might even anticipate that online assistance will be the standard means of aiding a user in the near future. This chapter examines one online strategy for aiding a user: online help. Help systems are distinguished from other types of assistance and a conceptual model for analyzing online help systems is presented. Finally efforts to use that model in designing an online help evaluation system are described.
The Evaluation of Online Help Systems: A conceptual model

1. Introduction

Technology, properly interiorized, does not degrade human life but on the contrary enhances it.

Walter Ong

New technology, as Walter Ong notes in *Orality and Literacy*, has the power to restructure human consciousness: to transform the ways we interact with and think about the world. Writing itself is a technology: it requires a whole array of tools and “equipment.” Moreover, the technology of writing has transformed our way of viewing the world. It allows us to form grapholects such as standard English (with nearly 2 million words) and to develop fully analytic and abstract modes of thinking. We fail to regard writing as technology because we have interiorized it (Ong, 1982).

The computer extends the technology of writing to a new medium. For example, accountants who once balanced books using ledgers and adding machines can now interact with electronic spreadsheets. As a new tool, the spreadsheet requires the accountants to perform their original tasks in new ways; ultimately, it transforms the way in which they understand those tasks.

To use the computer effectively, users must “properly interiorize” its technology, much as a concert pianist must interiorize the technology of the piano and a musical score. We claim that helping computer users to interiorize technology is the ultimate goal of training and assistance (such as tutorials and documentation). Training and assistance should help users to

1. establish a context for using an application,

2. learn how to achieve their goals using that application, and

3. acquire the skills necessary for performance.

We also believe that users will always require some training and assistance, no matter how simple or obvious a computer design aims to be (cf. Carroll & Mazur, 1985).
Delivering training and assistance online seems to be a natural way to use the flexibility provided by the computer. In theory, at least, presenting documentation and tutorials online has several advantages over the print medium (Brockmann, 1986; Shneiderman, 1987; Walker, 1987; Duffy, Gomoll, Gomoll, Palmer, & Aaron, 1988). Online delivery allows

<table>
<thead>
<tr>
<th>Feature</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Greater availability</td>
<td>With networks and portable computers becoming more prevalent, online information can provide a reliable source of information as hardcopy documentation becomes less available or less convenient to access.</td>
</tr>
<tr>
<td>Easier access</td>
<td>Online, the system can provide mechanisms for efficient access to the relevant information, especially in cases where that information might span many volumes of hardcopy documentation.</td>
</tr>
<tr>
<td>More interaction</td>
<td>Online, both the user and the system can interact with the information. For example, the system can use the state of the application (its current context) to determine what information to provide to the user, or a monitor capable of plan recognition could help debug users’ faulty or inefficient procedures.</td>
</tr>
<tr>
<td>Low cost/High accuracy</td>
<td>In general, online information is less expensive to store, produce, and update. Hardcopy documents require much longer production cycles. As computer companies adopt shorter and more efficient software development cycles, the pressure to adequately document a product increases. The time it takes to produce a book after it is written—layout, formatting, and printing—becomes a bottleneck. Either manuals go into production well before products are stable (resulting in manuals that are inaccurate or incomplete) or a company incurs costs in order to make the necessary changes and to begin the production cycle again.</td>
</tr>
<tr>
<td>Multimedia and AI</td>
<td>Online information can exploit multiple media, such as video, sound, and animation, and can apply techniques from Artificial Intelligence (AI).</td>
</tr>
</tbody>
</table>

Of course, there are disadvantages to the online medium as well. First, with most computer systems users cannot work in the primary application while using the online information. In contrast, users can work comfortably with an application while using a hardcopy tutorial or manual. Second, it is well
documented that most computer displays diminish the readability of text and
the legibility of characters, two factors which make reading from screens more
difficult than reading from a book or manual (Muter, Latremouille,
Treurniet, & Beam, 1982; Kruk & Muter, 1984; Haas & Hayes, 1987). In
general, these types of problems are technological: advances in computer
hardware and software may reduce or eliminate the difficulties. There also
remain conceptual problems. For example, the familiar strategies for
navigating through books do not apply to online information (cf. Robertson
& Aks cyn, 1982; Elm & Woods, 1985). Users, therefore, must learn how to
interact with the new medium.

Our goal is to address some of the problems posed by online training and
assistance. In particular, we want to provide a conceptual model for
understanding online help systems. We derive our model from an analysis
of the cognitive tasks required of the user of the online help system. From
this model we develop several methods for evaluating existing online help
systems. The same model can also be used to guide the design of help
systems, although we do not focus on design issues in this paper. To present
our conceptual model for evaluating online help, we will

- more formally define online help;
- discuss the goals and methods of evaluation; and
- present our method of evaluation based on a cognitive task analysis.

2. What is online help?

Unfortunately, the term online help carries a number of competing
connotations. One way to define online help is to classify various
implementations of online information along some scale. For example,
Shirk (1988) creates a taxonomy of online information based on two scales:
increased writing complexity and progressive self-containment. At the low
end of the scale she places system messages, at the high end, computer-based
training. In contrast, we follow an approach based on Kinneavy's Theory of
Discourse (1972) and reframe the question from one of classifying products
(various implementations of online information) to one of classifying the
aims of users in specific situations or contexts: what do they want or expect
from online information? What questions should online systems be able to
answer? Note that we view the function of information with respect to the
context of its use, not the writer's intentions or the static description of its
The core idea behind our effort is to match the information provided to users with the different kinds of knowledge that they require. This focus allows us to establish general distinctions that do not rely on the specifics of an implementation (for example, does the system have a mouse?). Actual help systems, then, are a cross between content and the constraints imposed by online presentation. These constraints obviously include different hardware and software platforms, as well as available resources and creative differences among designers. But whether one is designing help for an IBM-PC or a Unix-based workstation, our goal is to match content to the user’s goals and to present that content effectively.

Two basic types of user-accessed online information

1. **Primary sources (Browsing)**. The exemplars for this category include an online encyclopedia or a bibliographic system for retrieving articles about various subjects. The reference of this discourse is primary in that the information supports the solution of a real-world problem, such as writing an article on electricity or finding the current stock prices in the Wallstreet Journal. Its audience is all users, and their goal is to browse or look up information relevant to their primary task.

2. **Secondary sources (Understanding)**. The exemplars for this category include a wide variety of forms considered “electronic documentation,” which we discuss in more detail below. The reference of this discourse is secondary, in that the information supports the use of a tool which itself is used to accomplish a primary task. In general, its audience is all users and their goal is to understand the tool itself.

In focussing upon secondary sources, we first note that the user’s goal—understanding the primary application—takes different forms depending on his or her situation. Thus we can further classify secondary sources as follows:

---

1 An application interface is itself a species of online communication, including its menu design, the system and error messages, and its other user dialogs. In addition, there are intelligent interfaces, which attempt to integrate help into the interface rather than provide access to information. Our emphasis upon user-accessed information, therefore, is an important one: an extended treatment of online communication in general is beyond the scope of this essay (but see, for example, Brueker & De Greef, 1985).
Three types of secondary sources (electronic documentation)

1. I want to buy it. The exemplar for information that meets this goal is the sales demonstration. The audience is usually prospective buyers. Their goal is to (perhaps) buy the product or to understand how they can use its services; ultimately, the information reflects a persuasive aim.

2. I want to learn it. The exemplars for this category include tutorials and guided tours (which may emphasize a successful first experience—the affective response of the user—as an adjunct to the goal of learning). The users’ goals are to learn what they can do with an application and how they perform some set of important or fundamental tasks. Constraints on attention generally limit this set of tasks to a group of basic skills, although more elaborate forms of instruction, much like a course or curriculum, also exist. From the user’s point of view, however, the distinguishing feature is the goal of learning rather than performing. The audience includes both the prospective buyer and the novice or transfer user. Typically, the context is a set of artificial situations constructed so that the user can practice using the application; the user is not actually performing his or her own work.

3. I want to use it. The exemplars for this category include online help or online documentation, although neither of these labels identifies the necessary functionality required of the information. Critically, the context is the actual work situation where the user is trying to perform a task with the application. The users’ goals are to overcome impasses that prevent them from proceeding on their task. The audience is all users, depending on the type of knowledge they require. For example, the novice typically needs task-oriented information, while the expert wants access to reference material.

For our purposes, the difference between a learning-oriented aim and a performance-oriented aim is critical. We restrict our use of the term online help to systems that support performance; online tutorials and training support the goal of learning. It is important to understand that implementations can certainly mix the two functions in one system—designers might allow access to a tutorial from help, or deliver both via some other framework. Ours is a functional definition, since we believe that the reasons users come to help should determine the way in which help is delivered.

Characteristics of performance-oriented support systems

In studying performance-oriented systems (like online help), we really want to understand
1. how the user accomplishes tasks with the application,

2. how the user deals with breakdowns in task performance, and

3. how the help system can get the user back on task.

Note that the user will not try to access performance-oriented information as long as the task is going smoothly. All users, however, encounter breakdowns (Winograd & Flores, 1986); that is, they reach points in tasks where they lack the procedural or semantic knowledge to continue. An analogous situation is our use of a car. Under normal operation, we do not interact with the car as a tool, but use it to take us places. But when the car breaks down, we must interact with it as a tool: Is the battery dead? Must I change a tire? For some breakdowns, the only recourse is to take the car to a specialist who can both diagnose the problem and then repair it.

A similar series of events occurs when the goal-directed activity of the user breaks down. After Brown & VanLehn (1987), we call such a breakdown an impasse. On encountering an impasse, users can no longer interact with the application as a tool for accomplishing a task; rather, the impasse itself becomes the focus of attention. To continue, users must diagnose their problem and then access knowledge that will allow them to repair the impasse. That is, the users must engage in secondary problem solving. If they lack the requisite knowledge directly (that is, in long term memory or via inferencing), users may turn to secondary sources for the information (they can also, for example, ask other people or experiment with the system).

Performance-oriented information, then, has two primary functions:

- to aid diagnosis by allowing access to information based on the types of impasse a user will encounter; and

- to aid performance by providing specific information that gives the user one (or more) repair strategies.

Traditionally, online help systems provide little support for the diagnosis stage. For example, a user may represent his impasse as a procedural question (How can I get a listing of my documents?), but only access an alphabetical list of topics, a list that, in the worst case, contains just the

---

3 Clearly error messages, which are not under the users' direct control, are an integral part of the diagnosis stage. That error messages often do not help users indicates that professional writers desperately need to claim error messages as their domain.
commands from the application program. He must then decide which of the various commands will best answer his question.

As designers, we need to change our strategy: first, we must determine the information that users need to know. Then we must present that knowledge in ways that meet their expectations. But how does one characterize the kinds of information needed by the user? Of the many ways to view human-computer interaction—internal-external task mapping (Moran, 1983), Cognitive Complexity Theory (Kieras & Polson, 1985), Task-Action Grammars (Payne & Greene, 1986), and GOMS (Card, Moran, & Newell, 1983)—we have found Ben Shneiderman’s model of user knowledge a useful way to represent the information needs of the user (see Figure 1).

![Figure 1: A representation of user knowledge in long-term memory (based on Shneiderman, 1987, p. 43).](image)

Shneiderman’s model allows for a syntactic and semantic component to a user’s knowledge. The syntactic component includes all the device-specific knowledge necessary to perform actions. The semantic component involves

- real-world tasks and actions;
- computer tasks and actions (for example, using two windows to display different parts of a document) and
- a mapping between the two.
For example, a real-world writing task might be to compare (action) two parts of the same document (object), perhaps in order to check the citations against the reference list. Similarly, there might exist a computer task that allows users to split (action) a window (object) into two parts or subwindows (object). Related to this action is the appropriate syntax for performing it (in the current environment)—perhaps by typing the name of a command called "split window," by pressing 2 while holding the control key (^2), or, with a direct manipulation interface, by dragging an icon to the middle of the window. Finally, users must learn to map the real-world task into the corresponding computer task or tasks: to compare two parts of the same document, one can split the current window, and so on.

But how do we relate information to these types of knowledge? The user's knowledge of specific actions, objects, and syntax matches descriptive information, for example, a command reference that details all the commands in a system. The Unix man system, for example, provides online information for all the possible Unix commands. Each man unit includes a description of the command name, its function, a synopsis of its syntax, and related commands. The focus is on documenting the commands, not on how to use them to achieve real-world tasks. The basic man system even fails to help users relate computer objects and actions to their syntax. If users know that they want to list the contents of their directory, but they do not know some syntax—the specific name of the command for doing this, ls—they cannot get help.

The user's knowledge of the tasks they want to accomplish matches task-oriented, or procedural, information. Again, most help systems provide procedural information that supports computer tasks, such as how to split a window or how to open a new file. Few systems, however, relate real-world tasks to the computer tasks. That is, a user may know that she wants to move various pieces of text to another document (a task represented using real-world actions and objects). But the help system may only support computer tasks such as splitting windows, opening files, and cutting and pasting text. Once the user discovers the correct computer semantics—for example, that splitting the window is part of the task—she still must correctly order the various subtasks to achieve the overall task.

Obviously the help system cannot anticipate every real-world task that users will want to accomplish. It is important, therefore, to determine a range of prototypical real-world tasks using task analysis. From these tasks (and concrete examples), users will be able to apply their knowledge to novel situations. A task-orientation, therefore, will help users to learn the necessary computer semantics and syntax.
Medium constraints on help information

We have defined online help based on the needs of users in specific situations. In this sense, our description is implementation-independent; certain aspects of it apply to either online or hardcopy information. We chose this approach to emphasize the functional role of information—what does the user need to know? We do not want to suggest, however, that putting information online does not present special problems over and above the specification of content. We recognize that the constraints of presentation online have great impact on the design and evaluation of content as implemented in any one form (cf. James, 1985; Brockmann, 1986).

Based on interviews we conducted with nine professional writers who had at least five years of experience in the computer industry and who had primary responsibility for developing at least one online help system, we can begin to make several assertions about the difference between the online and hardcopy mediums (Duffy et al., 1988). Constraints imposed by the new medium include

**Screen size**

Writers disagree on whether online help should be formatted in the same way as hardcopy documentation. Certainly, limited screen size forces writers to chunk information in new ways. In this respect, writers suggest that a computer screen demands physical structuring as well as conceptual structuring even more than the page does because of the disorientation that many users experience when working with an online document.

**Access mechanisms**

The traditional hardcopy Table of Contents and Index do not transfer easily to computer. Writers are often responsible, not only for the content of the help system, but for the organization of and access to that help information.

**Memory limitations**

Although technological advances in this area are diminishing the importance of this constraint, memory still figures into the design of online information. The constraints of the software and hardware influence the amount of information designers can provide online.

**Lack of context**

There is no parallel navigation problem in a hardcopy document because the physical manual provides a "compass" with which users can orient
themselves to other sections of the documentation (for example, "Now I am in the front of the book; now I am in the index"). Unlike the users of hardcopy, users of online information tend to "get lost in space."

**Summary**

We have defined online help based on the type of information the user needs, taking into account the various constraints presented by the new medium. Now we want to consider methods for evaluating existing online help systems. Then we will present our method of evaluation based on an analysis of user's tasks.

**3. Goal and methods for evaluating online help systems**

In this section we discuss the goals and methods for evaluating online help systems. In particular, we consider how the choice of goals determines which data are relevant for the evaluation. We then examine some of the constraints on the evaluation process and discuss alternative evaluation methods in light of these constraints.

**The goals of evaluation**

As defined in section 2, an online help system should support the secondary problem solving behavior of its users. Users come to a help system after reaching an impasse with the primary application. A *usable* help system, then, is one that aids the user in diagnosing and repairing their problem (impasse) with a minimum expenditure of time or effort.

When we evaluate help systems, our primary goal is to provide an operational definition of usability. That is, we want to provide a set of specific criteria which, taken together, indicate usability. Our secondary goal is to develop an instrument that is robust—one, in short, that meets the needs of both the researcher and the practitioner. We recognize that practitioners typically do not have the resources to engage in large-scale experiments or studies.

But what factors make a help system usable? For example, it is not sufficient to determine whether users can find the necessary information; the evaluation must determine how efficiently users can find this information. Moreover, as Borenstein (1985) stresses, one must certainly consider the quality of the information itself. Is it well written? Is it accurate? We argue that questions regarding usability fall into four basic categories:
1. the accuracy of the information presented;
2. the completeness of the information presented;
3. the ease of accessing the information; and,
4. the ease of understanding of the information.

A significant deficit in one category tends to make the system unusable. Providing a complete database of information matters very little if that information is inaccurate, and neither completeness nor accuracy matter much if the text is so poorly written that the user cannot understand it. Even if the information is easy to understand, it will not help if the user cannot find it, as when tasks are not represented explicitly or when relevant information is scattered throughout the system.

Our goal for evaluation, then, is to rate help systems based on the criteria of accuracy, completeness, access, and comprehensibility. Given this goal, we must now develop a methodology for achieving it. The appropriate methodology, however, partly depends upon the audience for the evaluation, that is, who will use the data.

The audience constraint

We can define two specific audiences for our evaluation data. The first audience includes the developers or designers of the help system. They may use many types of evaluation to provide feedback about their design. In general, this type of evaluation is called formative evaluation. Formative evaluation aims to guide the iterative process of design and revision: it may unearth problems with a design and, potentially, identify strategies for solving those problems.

The second audience for evaluation includes users and their representatives (those who review the product in order to advise customers on its advantages or disadvantages). The customer who wants to buy an application program should have data about the usability of its help system. Similarly, software reviewers for magazines should not only review the application program, but also the strengths and weaknesses of its help system. In general, evaluation of an existing product is called summative evaluation. Summative evaluation happens independently of the developers. Since the primary goal of summative evaluation is to rate the usefulness of an existing product, it should allow the reviewer to compare help systems against one another or against some reference standard.
Methods of evaluation

We can now examine evaluation methods in light of the above goals and audience constraints. Schriver (1988) identifies three groups of methods used to evaluate documentation:

1. expert review
2. document analysis, and
3. performance assessment.

Expert review includes all the ways in which both subject matter experts and design experts review a document. Document analysis includes such strategies as the use of readability formulas, syntactic analysis, and discourse analysis. Finally, performance assessment involves examining the performance of intended users of the system as they work with it. Most of these evaluation strategies are methods for formative evaluation.

**Protocol-Aided Revision.** Schriver (1988) argues that one variety of performance evaluation, protocol-aided revision (or PAR), is more effective than either expert review or document analysis for formative evaluation. In the PAR approach to the evaluation of online help, one first identifies tasks for users to perform with the application. The end users are then asked to complete those tasks using the help system as their only resource. Importantly, the end users are instructed to think aloud as they work on the task. That is, they are asked to verbalize their thoughts. From a transcript of the session, the evaluator tracks how users formulate their need for help (when they reach an impasse in the application program), how they search for information, and how they apply that information to overcome their impasse.

While we agree with the value of PAR for formative evaluation, the approach does not easily provide comparative data for summative evaluation. Think-aloud protocols yield data about the usability of a particular system; because of the verbalization, protocol analysis cannot be reliably used to compare either versions of the same system or different systems without greatly complicating the design of the test. For example, the evaluator must establish a valid and reliable system for categorizing comments into categories relevant to the comparative evaluation. Then he or she must develop a scoring system for each category, one that is not influenced by the “talkativeness” of a user. Finally, the evaluator must identify tasks that generalize from one system to another.

Our interest is in summative, rather than formative, evaluation. That is, our goal is to develop a strategy that will provide comparative data on the
effectiveness of help systems. We want a tool for reviewers and potential users of a system that allows them to (1) make detailed ratings of a help system; and (2) reference their ratings to a database of ratings of other help systems.

**Benchmarking.** Benchmarking is a form of summative evaluation that does aim to provide comparative data (Lewis & Crews, 1985). Like PAR, the evaluators first define a set of problems that can be solved on all the systems being tested. Then, they establish a specific experimental methodology to examine users performing those tasks. Finally, they collect speed and accuracy data for novice users. These dependent measures become the basic data for comparing different systems.

Roberts & Moran (1983) describe a benchmark for comparing word processors. They define a matrix of word processing actions (for example, delete, move, and copy) and objects (for example, characters, words, sentences, and paragraphs). From this matrix, they derive a set of basic word processing tasks and, using standard material and testing procedures, compare the accuracy and speed with which novice users do those tasks on different word processors. While the approach has received some criticism (Borenstein, 1985), others have used the database established in Roberts & Moran's (1983) original study to evaluate new word processors.

Unfortunately, developing a benchmark to evaluate online help is problematic. A benchmark uses a set of common tasks and compares the time and accuracy of performance. Initially, one can question whether it is possible to define tasks common to even a representative subset of help systems. After all, help systems document different application programs and therefore support different types of tasks. (As discussed later, however, we think that a cognitive task analysis of the user's encounter with a help system can form the basis for comparative evaluation.)

The main difficulty with benchmarking arises not with defining common tasks, but with its emphasis on speed and accuracy of performance. We do not believe that comparing the speed and accuracy of users on a task in the application will necessarily reflect on the usability of the help system. For example, a complex application program, that is, one with a large command set, will require a more complicated help system. In this case we would expect slower and potentially less accurate performance, not because the help system is poorly designed, but because it is large and complex. Moreover, the nature of the application program (for example, a word processor versus an operating system) and the quality of the applications interface may also impact the help system negatively if the only measure of usability is speed and accuracy on a task.
4. A conceptual model for the evaluation of online help systems

In contrast to PAR and benchmarking, our approach to evaluation has two distinguishing features. First, our evaluation focuses on the tasks a user should be able to perform within the help system itself. Second, we distinguish between the evaluation of accuracy and completeness and the evaluation of access and comprehensibility. The accuracy and completeness of the help information are intimately related to the application software; one can only determine whether help accurately supports a complete range of tasks by fully testing its information against a list of those tasks.

One can determine, however, the ease of accessing and comprehending information in the help system independently of the application program. The basic concept is that the user of the help system always engages in certain tasks specific to using the help system, such as scanning a menu for topics. Even though the content of the help system should support the tasks of the primary application (word processing, database management, and so on), the actual use of the help system itself has many regularities.

A task analysis of the use of online help

What is the situation of the user when he or she turns to online help? As established in section 2, users are trying to complete some primary task using an application. When they reach an impasse, they turn to help in order to obtain information that will let them overcome the impasse. Task analysis identifies those tasks the user must perform to solve this secondary problem. Eight major tasks, as shown in Figure 2, are identified in the task analysis. The tasks are described as follows.

1. **Represent the problem.** Users will somehow label their impasse or information need. Although the required information is unknown, users usually won’t stop with a statement of “I don’t know what to do next.” Rather they develop two hypotheses. First, they guess a likely name for the needed information. This naming process may be at a very general level, such as the class of activities involved, or it may be very specific, such as a likely command name. Second, users must guess how the help system will represent the needed information. That is, they will attempt to reformulate their representation of the impasse into terms that they expect to work in an information search task.
In using a help system, users must:

1. Represent the problem
2. Access the help system
3. Select a help topic
4. Scan the information
5. Understand the information presented
6. Select the needed information on the topic
7. Navigate to new or related topics
8. Transfer the information to the application

Figure 2: Primary tasks that users must perform while using a help system.

2. Access the help system. Given a representation of the problem, users must access the help system. Here we simply mean actually getting into the help system—a task that is a significant problem for some systems.

3. Select a help topic. Once in the help system, users must select a help topic that they feel will probably provide the information they need. In essence, they need to find a topic that explicitly matches their original representation of the problem or one that seems to provide the best fit given the impasse.

4. Scan the information. Once users get to a help topic that they selected, it must be scanned to determine if it contains the needed information. If the help information is just a text file with little discourse structure, scanning may be difficult if not impossible.

5. Understand the information presented. Once they locate a relevant section of information to read, users must be able to understand the text and graphics.

6. Select the needed information on the topic. If the information is on the correct topic and is understood, users must extract the particular information needed to complete their task in the application. This includes being able to
translate the general help information provided into the specific actions needed for the application.

7. **Navigate to new and related topics.** If they did not find all the needed information, users must go to another topic. In general, users must be able to navigate through the help system. Of course, as they come to new topics, users will step through tasks four, five, and six again. If they ultimately fail to find the necessary information, users may start over by reformulating their problem (or give up in exasperation).

8. **Transfer the information to the application.** Finally, users must take the information from the help system and apply it in the application program in order to remove the impasse.

When we speak of the usability of a help system we mean how well the help system supports each of these tasks. While our method for evaluating access and comprehensibility may differ from our method for evaluating access and completeness, both forms of evaluation must be framed in terms of this task analysis.

**Evaluating usability: access and comprehensibility**

The goal of summative evaluation is to provide comparative data on the usability of help systems. If we are to use the task analysis described above, we must be able to score any help system in terms of each of the eight user tasks. But what are we to score and how do we obtain reliable and comparable scores?

First, let us consider what we are to score. If we focus on the access and comprehensibility components of usability, then we must score each user task in terms of how easy it is to access and understand the information that is relevant to performing that task. For example, in terms of the first task, Problem Formulation, we may assess how well the system tries to match the user's formulation of the problem.

We could assess the system through user testing. However, as we have argued earlier, the user's speed and accuracy of performance in the help system is significantly affected by the complexity, generality, and design of the application program. Instead, our evaluation system employs expert judgement to provide the basis for the evaluation of access and comprehensibility. Of course, if we are to have comparable ratings, then the expert judgement must be tightly constrained. In essence, the expert must have very specific criteria on which to rate the system.
We are using specific guidelines for effective design as the mechanism for constraining or guiding the expert judgment. We have taken the guidelines for effective design from the literature on help systems, interface design, and document design (for example, Smith & Mosier, 1986; Kearsley, 1988; Meyhew, in press; Duffy, Palmer, & Mehlenbacher, in preparation) and recast them as statements to be used in rating a help system. While there is some question of the guideline approach as a means of directing the activities of a writer or designer (Duffy & Kabance, 1982; Duffy, 1985b; Mosier & Smith, 1986), guidelines have been used to evaluate products successfully (Duffy, 1985a). That is, well designed material will exhibit characteristics recommended by guidelines.

We use two criteria for selecting guidelines. The first criterion is that the guideline should indicate reduced information processing demands on the user. A usable help system is one in which the user can obtain information with a minimum of time and effort, that is, with minimal information processing. Therefore, the guidelines used to judge a help system should clearly reflect a reduction in information processing requirements. This may happen by reducing the demands on any one of the three human information processing subsystems: perceptual, motor, or cognitive.

The second criterion is that the guideline should address one (or more) of the eight tasks identified in our task analysis. For example, guidelines having to do with the organization of items on a menu would be grouped under user Task Three, “Select a Topic,” while guidelines addressing the nature of the items on the menu (or in a keyword system) would be classified under Task One, “Represent the problem.”

The final evaluation system consists of 49 items arranged into categories based on their relevance to the eight user tasks. The items guide the expert to review the help system thoroughly and to rate it based on the presence or absence of particular features (for example, help on help) or on the judged quality of a particular feature (for example, the consistency of format across help topics as one index of Task four—the ease of searching a topic to find the needed information).

The system yields scores that can range between 0 and 100 for each user task as well as for the system overall. Currently, the evaluation system is in the final stages of development. Two reviewers are evaluating 25 help systems for commercially available software. This data will provide reliability information as well as a database of scores that can be used in comparing other help systems. The validity of the system is difficult to assess empirically. We have already mentioned the limitations of user performance data; it cannot, therefore, serve as a criterion for the validity of the rating system. We argue that the validity of our system depends on
• the degree to which the evaluation is based on a conceptually sound task analysis of "usability" and

• the degree to which the particular items comprise the concept of usability and sample the full range of usability factors.

Assessing usability: accuracy and completeness.

Access and comprehensibility are features of the help system that can be evaluated independently of the application software. In addressing accuracy and completeness, we must focus on the link between the help system and the application being helped. This discussion reflects our initial thinking on the issues involved in assessing accuracy and completeness.

Let us begin by relating the issues of accuracy and completeness to our analysis of the tasks of the user entering a help system. We see three of those tasks as being relevant to the evaluation of accuracy and completeness.

Represent the Problem
Are the tasks the user needs help on represented in the help system? The issue for evaluating access and comprehensibility is whether the topics are framed in the user's terms. Here we are concerned with the number of tasks covered. How comprehensively does the help system address the use of the application program? Is the user's goal represented at all?

Select Needed Information
Is the information on a task accurate and complete? Here we are concerned with the completeness of the coverage of any one topic or task. A complete coverage of the procedure for executing a task would list each action the user should take and describe the consequence of each of those actions. The clarity of the description and the availability of graphics which help the user to locate key information are all issues of comprehensibility; that the steps are present is the requirement for completeness. Complete procedural coverage is usually provided only for novice tasks or startup tasks (for example, booting the system). For some reason, it is assumed that users do not need this procedural support for more advanced functions—an assumption we take strong exception to. Complete coverage of a topic (depth) also means complete description of functions and complete coverage of all "relevant" technical data.

Navigate to
Is information relevant to the user's goal identified
New Topics

with that goal and co-located or clearly linked? It does little good if the relevant information is in the help system but the user will never find it because it is linked to a different task (from the point of view of the user) or the bits of necessary information are in different places with no cross referencing. In evaluating comprehensibility and access we focus on general navigation aids— aids to permit easy navigation and prevent getting lost. Here the concern is the linkage between specific chunks of information required to complete a task in the application.

Before considering methodologies for evaluating each of these issues, let us consider some of the problems we face in the evaluation of accuracy and completeness. We have defined the breadth of tasks covered—the issue of problem representation—in terms of the users’ tasks. The first issue to address is whether or not this is the correct unit of analysis. Should everything be cast in terms of user tasks? We think so. But while we can argue for task orientation in defining a user’s needs, we face a second problem, that of defining a task. At what level should a task be conceptualized? In part this is an issue of grain size—is the task cutting, cutting and pasting, or revising. In part it is also a matter of domain representation—are we talking about computing tasks or real-world tasks (Shneiderman, 1987)? There are no ready answers to this issue. However, movement towards an answer must be based on an analysis of how users conceptualize their task or goal in the application.

A third issue involves how well the help system covers the breadth of tasks which the application supports. Even if we agree to represent tasks in the help system, and even if the tasks are defined in terms of grain size and domain, we still must recognize that there are an infinite number of tasks. That is, the application will always be used in new and unanticipated ways by the end users and thus we can never specify all of the possible user tasks. How are we to evaluate the adequacy of the help system for unanticipated tasks?

In part the evaluation can address the wide variety of possible tasks by sampling rather than exhaustively enumerating tasks. That is, we must sample a range of potential tasks in the application and then determine the proportion of those tasks addressed in the help system. Of course the sampling strategy will be critical here. However, this still does not help us evaluate the adequacy of the help system for aiding the user in new, innovative tasks.

Online help systems address the problem of unanticipated tasks by providing reference information on each command in the application. The evaluation
of this reference information must be in terms of how well it supports the
users needs. This requires identifying the kinds of reference information that
must be provided. Of course the designers should also have addressed this
issue, but too often this is not done in a systematic fashion. Indeed, the very
fact that reference information is organized around commands rather than
around the categories of knowledge the user requires in these innovative
tasks is an indication of the lack of systematic attention to this issue. What is
required is a theoretical and empirical analysis of the categories of knowledge
required of the user. This analysis would then serve as the basis for
evaluating completeness.

We have been focusing on completeness in terms of the breadth of coverage
in the help system. However, there are also methodological issues in
evaluating accuracy and completeness of the content provided on any one
topic. Given a task in the application program, we now need a method for
evaluating the accuracy and completeness of the information on that task. A
straight forward procedure would be to simply test the ability (speed and
accuracy) of users to perform a task in the application with only the help
system available as a source of information. However, there are two
problems with this approach. First, the speed and accuracy data will reflect
the effects of the comprehensibility and accessibility of the information as
well as the accuracy and completeness. Indeed, a user may take a long time or
never complete the task simply because he or she cannot locate (access) the
relevant information.

One might argue that this approach, while not distinguishing between the
components of usability, does, in fact, index the overall usability of the help
system and that this, after all, is our goal. However, our goal is not just to
assess usability but to assess it in such a way that we can compare help
systems. This leads us to the second problem with the use of speed and
accuracy in using the help system: these measures will be dependent on the
complexity of the application program. The more complex the application
program, the longer it will take to perform a task and the more likely that
there will be an error in that performance. Thus the overall indices of speed
and accuracy cannot be compared across help systems.

We do not think that the evaluation needs to be, or even should be,
performance based. Rather, for each task we abstract all relevant information
from the help system. We then want to assess the completeness and accuracy
of the procedural and conceptual information. Procedural accuracy and
completeness can be assessed by comparing the steps required to perform a
task with the steps provided in the help system: what proportion of the steps
are presented? Conceptual accuracy and completeness can be assessed by
identifying the concepts required to perform the procedure and checking the
proportion that are "explained" in the help system.
Finally, the assessment of the information and of the navigation proceeds by identifying the proportion of information required for a task that is linked either through co-location or through explicit cross-referencing. Note, however, that the analysis of navigation requires the specification of a user's goal as the primary mechanism for defining a domain of information. Clearly, we recognize that the development of a system for evaluating accuracy and completeness holds more difficult issues—both conceptual and practical—than the evaluation of access and comprehensibility. However, we feel that the focus on the user in terms of user tasks and user knowledge requirements is the key to developing an effective evaluation tool. Also, we should note that the evaluation instrument will not work in isolation; its success will depend on the availability of expert users of the application, on detailed assessment of tasks, and on the use of the help information in the application program.

4. Conclusions

Our goal in this paper has been to review some of the problems posed by online training and assistance and to provide a conceptual model for understanding online help systems. In describing our framework, we have categorized various types of electronic documentation and restricted our definition of online help to systems that are performance-oriented rather than learning-oriented. Performance-oriented information, we have suggested, has two primary functions: to provide information based on the types of impasses users encounter and to provide users with one (or more) repair strategies. We have not denied the constraints presented by the new medium—that is, considerations of screen size, access mechanisms, memory limitations, and lack of context—but rather, we have stressed that online help systems should be viewed as a mixture of content (knowledge required by the user) and constraints imposed by online presentation.

Because we believe that, when talking about online help systems, the focus should be on the user's tasks, we similarly maintain that evaluation should emphasize how effectively the system reduces the user's motor, perceptual, and cognitive demands. With this task-oriented perspective in mind, we have surveyed various evaluation techniques—for example, PAR and benchmarking—and found that a more comprehensive methodology is required. That is, existing methods of evaluation do not capture the elements of a help system that we have suggested make it "usable." A comprehensive evaluation of online help must account for the system's effectiveness in providing users with information that is accurate, complete, easy to access and easy to understand.

Finally, we believe that our model, which is based on an analysis of users' cognitive tasks while accessing an online help system, gives both researchers
and practitioners a theoretical understanding that can potentially be used to
guide both the design and the evaluation of online help systems.

References


University.

Borenstein, N. (1985b). The evaluation of text editors: A critical review of the
Roberts and Mcran methodology based on new experiments. In


Teaching & Coaching in HELP Systems.* Deliverable 12.1, ESPRIT Project
P280 (EUROHELP), Amsterdam: Department of Social Science
Informatics, University of Amsterdam.

computer interaction* Hillsdale, NJ: Lawrence Erlbaum Associates.


Duffy, T.M. (1985b). Controlling the usability of technical text: Specifications

revision. *Journal of Educational Psychology, 74*, 733-748.


