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Preface

The purpose of IDA Memorandum Report M-308, *Proceedings of the Strategic Initiative Organization (SDIO) Tool Fair*, is to make available information provided to IDA by the SDIO Tool Fair participants. This information was used during the selection process which lead to the Tool Fair.

The importance of this document is based on fulfilling the objective of Task Order MDA903 84 C 0031: T-R5-122, SDIO Software Technology Integration Plan, which is to “generate a list of software environments/tools to be acquired and evaluated.” M-308 will be used as a starting point in the formal evaluation of “off the shelf” products that support the development, generation, simulation, or evaluation of systems described in the Ada programming language and SA/PDL, an Ada-based Process Description Language. As a memorandum Report, M-308 is directed towards the SDIO Program Office.
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Introduction

This document contains responses by Strategic Defense Initiative Organization (SDIO) Tool Fair participants to questions posed by The Institute for Defense Analyses (IDA).

IDA received a request from the SDIO to review Automated System Design Languages/Methodologies (SDLs). The goal was to evaluate these products and determine their applicability to the task of specifying system and BM/C3 architectures.

A Tool Fair was organized to familiarize IDA, SDIO, SDIO contractors, and other interested parties with the tools and environments currently available. To generate a list of products for participation in the Tool Fair, IDA published a Sources Sought announcement in the Commerce Business Daily (CBD) on November 11, 1986. (A copy of that announcement appears on the following page.) A number of responses to the CBD announcement were received, and from those a group of tools was selected for inclusion in the SDIO Tool Fair held January 26-27, 1987. IDA recognizes that (1) not every tool vendor was aware of the CBD announcement. Thus, it is possible that some very good tools were not represented at the Tool Fair, and (2) the selection of participants in the Tool Fair was based entirely on information provided to IDA by the tool vendors.

The next step in this evaluation of tools and environments for the SDIO is a more thorough and formal analysis of not only the products represented at the Tool Fair, but also any applicable tools and environments that may have been overlooked during the preliminary evaluation.
INSTITUTE FOR DEFENSE ANALYSES
1801 N. Beauregard Street
Alexandria, VA 22311
ATTN: Deborah Heystek

SDI SYSTEM DESIGN TOOL FAIR

The Strategic Defense Initiative Organization (SDIO) has specified an Ada Process Description Language (PDL) as a required formal presentation for descriptions of system and BM/C3 architectures. This PDL is to provide the basis for design refinement and enhancement — a typical role for existing Program Design Languages. It is also, however, to be used to produce input to system and subsystem simulations in an automated manner.

The PDL is a representation formalism only. It has an advantage in that it does not require the use of any specific design methodology. It has disadvantages in that it is not "user friendly" (for non-Ada programmers) and since it is methodology independent, does not provide a variety of tools to assist in producing and visualizing designs.

The SDIO is interested in identifying and evaluating "higher level" System Design Languages/Methodologies (SDLs). It is undertaking this effort as an initial step to deciding on the utility of specifying a standard SDL or of establishing requirements for SDLs without specifying a single formalism. To this end, it is requesting organizations that have developed an appropriate (see below) automated system design language/methodology to provide information about this language/methodology to the SDIO. It is planned that the developers of SDLs that are judged to be of potential interest to the SDIO will be invited to make a presentation in mid December to describe, analyze, and document a sample proposed SDI architecture component.

Organizations should submit a "Fact Sheet" of no more than 4 pages to describe the characteristics of their SDL. Supplementary materials (e.g., including manuals, description of formal languages) are welcome, but the Fact Sheet must be self-contained.

This fact sheet must specify the systems ability to:

1. Produce Ada PDL as output
2. Represent large (over 10,000 components) systems
3. Represent both logical and physical systems
4. Accept graphical input and manipulation and
5. Run on a widely available operating system.

Planned future capabilities must be differentiated from current system capabilities.
1. Describe how your system supports early detection of inconsistencies, closure and errors.

Teamwork provides semantic and syntactic error checking, inconsistency checking and closure on analysis and design models.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

Teamwork allows the user to capture progress metrics during all phases of a project. It does this in two main ways: by maintaining versions and status information on each object that is edited.

Teamwork maintains status information of all model diagrams created in the system. This information includes who changed what object and when it was changed. There is also a place for the user to annotate each object to capture the progress as seen by the user. A status report tool is provided to list this information for all objects in a given model.

Sixteen versions of each object that is edited are maintained by Teamwork. The number of versions of an object can be considered a progress metric. Also, using Teamwork/Access users can extract many useful metrics that are captured as a natural by-product of using the tool. Indicators on size and complexity of models are easily obtained. Measures of completeness of a model are also easy to obtain (i.e., how many functions have associated data dictionary or specs that have been defined). These indicators can be useful in estimation activities or as progress indicators.

Cadre has put Bang Metric hooks into Teamwork for users interested in looking at relative complexity as a predictive aid. GEC, in the UK, is currently interfacing their GEOMO (CoCoMo) tool to teamwork using the Teamwork/Access facilities.

3. Describe how your system supports documentation, program management and control.

Analysis and design models, and parts of these models, can be printed directly from Teamwork. Printers of both dot-matrix and laser formats are supported by the system. Teamwork uses Postscript and IMPRESS formats for both objects and bitmaps. Diagrams and text created in teamwork are easily included in documentation preparation packages. Teamwork currently
supports interfaces to three popular packages, Interleaf's TPS and WPS, Context's DOC, and Unigraphics Scribe. Many Teamwork users are currently using these facilities to easily create DOD-STD-2167 or similar documents.

Diagrams and text created in Teamwork are also easily included in configuration management systems, such as DSEE (Apollo), CMS (DEC), and SCCS (UNIX), to facilitate project management and control. Teamwork customers are using these tools to base-line specs and designs and maintain related source code files.

1. Describe how your system supports real time design.

Teamwork/RT provides complete automated support of the Lear Seigler/Boeing real-time analysis methodology. This methodology semantically combines state machine modeling (showing the control aspects of a system) with data flow diagram modeling (showing the processing and data flow aspects of a system) using the Yourdon/DeMarco methodology, providing two separate but necessary views of the system under analysis. The Teamwork Real Time capability is fully integrated with Teamwork's analysis and design tools and also provide extensive automated checking facilities.

5. Describe how your system supports concurrency, parallelism.

The Teamwork/RT methodology has the capability of showing concurrent as well as parallel systems through the use of Process Activation tables, State Transition Diagrams, and State Event matrices. These diagrams show the dynamic execution of systems and can model concurrent task instantiations.

6. Is your system constrained to a particular implementation language (Ada)?

Teamwork is not constrained to a particular implementation language. It is quite suitable for Ada.

7. Does your system produce Ada PDL?

Ada PDL can be semantically included and related to diagrams in analysis and design models where appropriate. Specific type definitions can be embedded in data definitions created in the Module Specifications inside Teamwork.
8. Describe how your system supports life cycle intraphase & interphase communications.

*Intraphase Communication:* Teamwork takes full advantage of workstation technology. Teamwork provides concurrency control for the project database, that allows multiple users (each on their own workstation) to effectively share the same project data base.

This enables several users to work in parallel on 'fleshing out' system specifications without danger or corrupting each others work. Team members can 'see' others work as it progresses and can check for consistency, either their own work only, or across the whole model as it is built. In addition the project database can be located anywhere within the network and may also be located on large backend servers (such as large VAXes) for effective support of large development teams without sacrificing the power and performance of dedicated workstations.

*Interphase Communication:* All Teamwork tools share a common project database, SA structured analysis, RT real time analysis, IM information modeling, and SD structured design. This allows for very effective transitions across analysis and design phases of the project. For the phases of the life cycle not directly supported by Teamwork, the Teamwork/Access product can be used to extract information from the teamwork project data base and communicate that information to other tools. As indicated earlier Teamwork has successfully been integrated with document production tools, code development and analysis tools, configuration management tools and project management tools.

9. Is your system automated, executable, compilable?

Automated - Teamwork is an automated system for producing analysis and design specifications. The tools automate the entry, editing, storage and retrieval of related diagrams and text that comprise system models. These models can be thought of as "compilable" for the automatic semantic, syntactic and consistency checks that can be run. In addition portions of models that contain compilable code or pseudo-code (e.g., Ada or Ada PDL) are retrievable through teamwork/Access, and directly compilable.
10. Describe the graphics support for your system.

Teamwork uses high-resolution bit-mapped displays with a menu-driven interface. The menus are context-specific, and are in both pull-down and pop-up formats. Dot-matrix and laser printers output formats are supported through the use of Postscript and IMPRESS standard print languages.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Prototyping is a way to quickly assess the correctness of system requirements or design decisions, by implementing a portion of the system and evaluating its performance or correctness. Teamwork supports prototyping by facilitating the entry and checking of partial models. This supports prototyping, because the user doesn't have to complete the model - he can take pieces of model down to executable code. The Teamwork consistency checker ensures that the piece of the model is semantically and syntactically correct.

Structured analysis and design techniques by themselves greatly facilitate the creation of software systems that lend themselves to reusability. It is also possible (with Teamwork/Access) to link executable code with analysis and design diagrams. By maintaining this linkage to backend librarian or configuration management systems users can greatly increase not only the design but also the maintenance of reusable code.

Teamwork supports unbounded levels of decomposition of processes as well as data.

Diagrams in Teamwork/SD can be annotated to describe packaging.
The methodologies supported by Teamwork, described elsewhere, directly support analysis and design abstraction.

Typing information can be easily included in Teamwork data definitions, and easily extracted with Teamwork/Access.

Teamwork supports evolutionary development for both individual diagram and text objects, as well as life cycle evolution. Sixteen versions of each diagram and text object are maintained automatically by Teamwork, allowing the evolutionary development of these objects. The shared common data base between all Teamwork products allows the evolutionary life cycle development from Analysis to Design to proceed without the need for re-keying the information.

Generics are supported through the use of the information hiding and the abstraction of data and processes. Also, Structure Chart diagrams in Teamwork/SD can be enhanced with annotations to show generics.

The Structure Chart of Teamwork/SD has a macro module symbol that the consistency checker understands.

The Yourdon/DeMarco structured analysis methodology supported by Teamwork includes data flows.

The Lear Siegler/Ward & Mellor real-time analysis methodology supported by Teamwork includes control flows.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

Teamwork has embedded in it knowledge of Chen entity-relationship diagrams for information modelling, the Yourdon/DeMarco Structured Analysis methodology, the Yourdon/Constantine/Page-Jones Structured Design methodology, and the Lear Siegler/Ward & Mellor Real-Time Analysis methodology.

This knowledge is embedded in the language-sensitive graphic editors, as well as the consistency checker. Since checking is only performed on demand, the user may depart from these paradigms if he so chooses.
13. Describe the external tools with which your system interfaces (tool compatibility).

Teamwork objects can be retrieved in an ASCII format with the Teamwork/Access tool, and hence be interfaced with any tool that understands ASCII. Teamwork has already been integrated with documentation systems. Ada development systems, project management systems, and configuration management systems.

Interfaces have been built for the following tools:

- TPS/WPS from Interleaf
- Scribe from Unilogic
- DOC from Context
- R1000 Development Environment from Rational
- DSEE configuration management tool from Apollo.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottom-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The Yourdon/DeMarco Structured Analysis methodology automated by Teamwork/SA supports hierarchical decomposition and flow direction. In Teamwork, the user is not forced to take any specific approach, such as topdown. He can start anywhere in the model that makes sense and proceed from there. The system understands flow direction (as well as flow decomposition), and the consistency checker can ensure that input and output flows balance across levels of the hierarchy. Teamwork also has a "collapse" function that allows for easy repartitioning of levels of diagrams.

Designer creativity is supported through the user interface and versioning capabilities of Teamwork. The graphics are done on a high-resolution bit-mapped display, with very fast response time for the creation and editing of diagrams and text. This fosters designer creativity through exploratory analysis and design. It reduces operator fatigue, and the designer is less likely to lose a train of thought while waiting for a slow-responding system. The versioning capability of Teamwork makes it easy to draw diagrams iteratively, and evaluate them as the design is being built. It is easy to redraw and re-edit diagrams and text.
15. Is your system supported by formal syntax & semantics? Describe briefly.

The system is supported by formal syntax and semantics. See question 1.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

**Hardware costs** Workstation prices can vary based on vendor or volume discounts, use $15K per workstation as an average price today. We expect prices to continue to decline to well below this average within the 87 timeframe.

**Software costs** $10K list price per single seat of Teamwork, volume discounts and site licenses are available, large customers average under $10K per seat for Teamwork licenses.

**Training costs** A range of training is available. Charges vary based on type of training. Contact Cadre with specific needs.

**Maintenance costs** $125% annually, hardware and software.

17. Indicate the hostability (measure of degree of portability) of your system.

Teamwork is implemented in C and has proven to be portable across a wide range of workstation platforms. Teamwork is currently available on the following hardware platforms:

- Apollo (All models, under Aegis or Domain/IX)
- Sun (All models, under Unix 4.2/3)
- DEC (All VAXstations, under VM/8)
- IBM (PC-RT, under AIX-UNIX)
- Hewlett-Packard (9000 series, under HP-UNIX)
18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The structured analysis methodology supported by Teamwork is not specific in the abstractions/representations that can be described. In terms of modeling software, hardware, or people. The methodology provides a universal abstraction, showing transformations on data, without caring what the data is.

19. How complete is the methodology - do its principles embody

-A development methodology only
-A design methodology only
-A programming methodology only
-A project control methodology
-A management methodology
-All of the above

The Teamwork product line supports standard methodologies where appropriate. The standard methodologies that Cadre has adapted for analysis, real-time analysis, and design (described above) describe, in an unambiguous graphical language, analysis and design specifications. Beyond that, the Teamwork philosophy is to provide a general purpose tool, and not to restrict an organization's development methodology, and to support a variety of approaches. Teamwork allows the adoption to other, non-supported formal structured analysis and structured design methodologies. Rigor is maintained by consistency checking and syntactic analysis.

Teamwork is flexible enough (through teamwork/Access) to allow communication with project control and project management methodologies without forcing any specific ones.

20. Describe how your system supports a team development approach. (Number of stations/users).

Teamwork provides shared access across a network to the project database. It maintains concurrency and locking for multiple users sharing the same data base. The number of stations/users is, a limitation of the hardware platform and operating system, not the Teamwork software.
21. Describe how your system supports design trade-offs.

Designer creativity is supported through the user interface and versioning capabilities of Teamwork. The graphics are done on a high-resolution bit-mapped display, with very fast response time for the creation and editing of diagrams and text. This fosters designer creativity through exploratory analysis and design. The versioning capability of Teamwork makes it easy to draw diagrams iteratively, and evaluate them as the design is being built. It is easy to redraw and re-edit diagrams and text.

22. Indicate the range of problems to which the system can be applied.

The range of problems to which Teamwork can be applied include: embedded systems, real-time process control, information processing.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Mr. Gary De Gregorio
Motorola
1303 East Algonquin Rd.
Schaumburg, IL 60196

Mr. Bob Elston
Engineering Manager
Boeing
P.O. Box 3999
Seattle, WA 98124

Mr. Dan Pawl
Manager of Software Development
Lear Siegler

Mr. Tom Weaver
McDonnell Douglas
Nuclear Technology Programs
Astronautics Division
St. Louis, MO 63166
1. Describe how your system supports early detection of inconsistencies, closure and errors.

The Systems Engineering approach, together with the concept of using an automated paradigm (i.e., that defined by Balzer, Cheatham and Green, Kestrel Institute), dictates that automated tools be employed early in the life cycle (during the requirements and design phases) to maintain control and discipline on design rather than on the code and programming phase. The formal syntax of the Input/Output Requirements Language (IORL), a systems design language, enables an automated compilation and analysis activity to be performed early on the ensuing preliminary design prior to implementation, design finalization and code commitment. This automated compilation and analysis activity enables early detection of errors in a cost effective manner prior to commitment of long-term critical resources. This approach thus enables closure, consistency and completeness checks on the design.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

Once a design is synthesized using IORL, specific and accurate transformation ratios exist that enable the estimation of IORL design pages from requirements specification pages and subsequently to pages of software code design. A correlation can be made from A type, B type and C type specifications (i.e., from requirements/performance specifications to functional/allocated design specifications to product specifications). Present data available is consistent with and supports the ratios used for cost estimation relative to design and code.

3. Describe how your system supports documentation, program management and control.

Using TAGS technology initially during system design provides automatic documentation enabling integrity and visibility of design by both technical and management communities. The control and unique data base used to access information by development team members also ensures that information passed to other program management tools external to TAGS (e.g., PROMIS (PROMIS is a registered trademark), a PC based program management set of tools, resident as complimentary applications software) is also consistent and complete.
4. Describe how your system supports real time design.

See answer to question 5.

5. Describe how your system supports concurrency, parallelism.

The formal syntax of the systems design language (SDL) - IORL, enables it to precisely and accurately support (1) real-time design, (2) concurrency and (3) parallelism either independently or jointly as is commonly found in systems that contain functions supporting sensor processing, command and control, detection and identification, process control, network routing and control. Processing symbols such as fan-in-AND, fan-out-AND, fan-in-OR, fan-out-OR, the controlled-AND symbols, also part of IORL, support 1, 2 and 3 above. The controlled-AND symbol is also used to support the real-world computer interrupt, where parallel processors are operating, performing independent functions or operations.

6. Is your system constrained to a particular implementation language (Ada)?

TAGS technology permits designs developed to be implemented in any language (e.g., FORTRAN, PASCAL, C or Ada). However, it is focused on Ada and its automatic generation because of the benefits to be accrued in communicating information between hardware design (using Ada based VHDL) and software design (using Ada as both an implementation language and a PDL), and across various life-cycle phases (e.g., code and preliminary design phase).

7. Does your system produce Ada PDL?

Yes. Ada PDL (similar to that defined by the IEEE Ada PDL Guidelines and IDA Paper P-1983) is produced; however, the lack of uniform and well defined PDL standards in the workplace requires further dialogue within the present Ada and non-Ada user community. The Ada produced by TAGS is fully compatible and compliant with MIL-STD-1815A, the Ada Language Reference Manual. Furthermore, the involvement of the professional standards organizations, such as IEEE, as well as DoD, will be required to clearly define the specifics of what an acceptable or usable Ada PDL is to embody. The SDL Ada Process Description Language document proposed represents a viable noteworthy initiative.
8. Describe how your system supports life cycle intraphase & interphase communications.

The fact that TAGS technology can be used in the requirements, design, coding, testing and maintenance phases of the life-cycle clearly enables interphase communications. TAGS ability to support preliminary, formal and critical design activities enables viable intraphase support, for example.

9. Is your system automated, executable, compilable?

The automated nature of TAGS applications software packages on an engineering workstation enables executable and compilable tasks to be effected. Specifically, the diagnostic analyses, for example, enables automatic compilation of the resulting design for completeness, closure and consistency executable in a real-time mode or in a background mode.

10. Describe the graphics support for your system.

TAGS technology contains strong components intended to assist the user in visualizing such design concepts as parallelism and concurrency. The IORL design symbology graphics, intended to assist in the synthesis of design and architecture, are a part of the formal syntax that is executed and compiled. The ICON's and keyboard aids presented on the screen during the edit mode are intended to assist the user in capturing design embellishment rapidly and effectively. The electronic mouse, electronically displayed switches and multiple windowing capability are intended to facilitate access, review and edit functions in a timely manner.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Generics
- Evolutionary development
- Macros
- Data flows
- Control flows
The TAGS simulation compiler enables the generation of both early and rapid prototypes. Initial designs can be rapidly prototyped by identifying macro or generalized timing requirements. As design and timing refinements are made or subsequently established and identified, a more complete higher confidence level prototype can be generated.

The TAGS Schematic Block Diagrams (SBDs) support both information hiding and the packaging concept as identified in MIL-STD-1815A by enabling the identification and isolation of independent packages and processes. Once these entities are identified, they can then be subsequently embellished upon at a later time but within the context of the characteristics or parameters initially established, if known. SBDs enable the identification and compartmentalization of functionality at one level, while the related implementation and elaboration can be affected independently and subsequently at a lower level by another individual.

The hierarchical relationships and nature of IORL supports the various levels and concept of abstraction required to represent and manage design and software. The different parameter tables contained within the language (i.e., IOPT'S, IPT'S, PPT'S), provide the capability to define various data types, scalars, strings, vectors, matrices, logicals and sets are a partial list of types that can be represented. These IORL features, SBDs, parameter tables, predefined processes and others also support the definition and declaration of generics as well. (See the IORL language reference manual for further elaboration).

TAGS technology is particularly effective in supporting evolutionary development by providing the capability to coexist with different, immature and incomplete design baselines. The tool suite provides the capability to individually customize and complete subsystems and components without perturbing completed design modules. The configuration management applications package enables the maintenance and integrity of multiple system baselines and iterations. Transitioning from one design baseline to another is facilitated.

Another of the IORL formally defined symbols is the Macro. It shows all of the fundamental input/output events or represents a combination of fundamental I/O events defined by a single input or output symbol. By condensing I/O information in this manner, the amount of detail in a diagram or design is reduced significantly and becomes more manageable. Macros are used primarily to represent the complete transmission of data, from initiation of control between two sides of an interface to acceptance of the data received. They may include the line protocol used in transmitting the data. (See the IORL language manual for further elaboration).
The schematic block diagrams of IORL enable a precise, formal, complete and
compilable representation of data flows with associated functionality and
architectural representations. The SBDs also include all internal and external
data and parameter passing with the associated structure. Another compilable representation, the data structured diagram (DSD) provides a graphic
representation of system data. The tabular DSD describes physical data
organization and storage allocation. The form DSD specifies a menu or
report format (i.e., a graphical format statement). The picture DSD displays
a drawing as a reflection of data functions. These features also allow the
generation of an automatic data dictionary.

The Input/Output Relationship and Timing Diagram (IORTD), a part of the
formal syntax, is used to represent overall control flow for associated data
flow diagrams. TAGS allows immediate and automatic access and comparison
of all system data and control flows to provide design visibility.

12. Is there a paradigm embedded in your system? If so, describe it
briefly.

The Balzer, Cheatham, and Green automated paradigms as described in
Computer, November 1983, IEEE publication, are embodied within TAGS
technology as well as TBE's own. These paradigms stress early detection of
problems (i.e., in the requirements and design phases), and the ability to
generate high confidence prototypes via automated tools coupled with
prototype and design repeatability for consistency. These paradigms stress
documentation of design as a natural by-product to enable design and
requirements maintenance versus the present day approach to systems
development of code maintenance. The latter is undesirable because of its
inherent characteristic to destroy structure and insight as a function of
maintenance and time.

These paradigms also enable classical and evolutionary development to coexist
with prototyping initiatives that provide synergy within the life-cycle, enable
better hardware/software tradeoffs, and reduce the amount of time (i.e., life-
cycle) required for system realization.

13. Describe the external tools with which your system interfaces (tool
compatibility).

A number of external tools (i.e., developed by other vendors) can be
interfaced and integrated with the TAGS tool suite. A postscript interface
exist that can directly interface with such tools as the Mentor Graphics
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adhered to shall enable code produced by TAGS to be compatible with any other Ada DoD validated software development environment. A number of other proprietary TAGS products are imminent and under development that will enable a variety of other tools to be directly interfaced with the applications packages. Current efforts are underway to integrate TAGS technology with specific requirements tools of NASTEC Corporation. It is the policy to interface with existing viable tools that extend TAGS utilization value and extensibility rather than build its own. This policy enables the company to focus on unique tool development activities to further increase the viability of TAGS technology. Another anticipated standard, to enable further tool extensibility, is the VHSLC hardware description language (VHDL) interface completion.

14. Describe how your system supports hierarchical decomposition and flow direction (top-down, bottom-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The TAGS formal development methodology is based on sound systems engineering principles that can be characterized by four basic activities:
- Conceptualization
- Definition
- Analysis
- Allocations

The language enables hierarchical decomposition and provides for the initial identification of a system in its environment with all associated interfaces, both down.

However, since TAGS technology is intended to provide design freedom and innovativeness on the part of a designer or engineer, lateral departures and a bottom-up approach are not precluded where user experience and expertise can be relied upon. Thus, control flows at any level can be undertaken with departures into the world of data flows or vice-versa without adverse limitations or design consequences. The technology enables functionality to exist with architectural representations and design formalisms in an efficient and integrated manner.

15. Is your system supported by formal syntax & semantics? Describe briefly.

The formal syntax and language embedded within TAGS technology is the Information Requirements Language.
16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

A single and complete TAGS stand-alone node (software) with all thirteen design and configuration management tools costs $16,250. However, individual user requirements may dictate fewer tools that can range from a low of $2,500 to a high of $5,000. Network (8 nodes or more) licenses qualify for discounts of up to 50%. The simulation compiler (prototype generator and timing analyzer) costs $12,500. Training is included with the purchase of a single system for two individuals. The TAGS complete and basic course is 40 hours long.

The engineering workstation, an Apollo DN-3000 is approximately $10,000. Hardware and software maintenance for a single node is approximately 10% of purchase price. All hardware and software can be purchased separately or as a turn-key system.

17. Indicate the hostability (measure of degree of portability) of your system.

The present hosts of TAGS technology are the Apollo computers and the DEC VAX (VAX is a registered trademark of the Digital Equipment Corporation) series. Additional hosting is underway and will be made available subject to nondisclosure agreements.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The systems engineering methodology embodied within TAGS technology enables it to also support software and hardware design as part of the natural process of synthesis required to build systems. Thus TAGS technology and tools are the same ones used to support the hardware and software engineering activities. The strength of the approach in developing an integrated development environment, is severalfold: it permits viable hardware/software tradeoffs and timing analysis; insures good communications, information exchange and consistent documentation between hardware and software; fosters uniform training and tool innovation between the various life cycle design and development members; insures continued life-cycle tool usage from requirements and design through test and maintenance.
19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

The intent of TAGS technology is to support and embody all of the referenced methodologies. However, it is recognized that to have a complete methodology that accomplishes all is difficult and does not currently exist in a mature and well documented form. Nonetheless, Teledyne Brown Engineering feels that the TAGS technology approach taken currently satisfies several of these and complements a number of others.

The technology currently provides a development, design and programming (partial) methodology. It is also compatible with several structured and object oriented approaches (i.e., enables one to design and develop with TAGS and implement code traditionally at the user's discretion). However, invocation of automatic code generators and prototype analyzers can be expected to emphasize design areas previously ignored or deemphasized (e.g., code and algorithm optimization, design for reusability apriori).

Presently a number of software experts at Auburn University, Jersey City State College, and Georgia Institute of Technology are presently researching and evaluation innovative programming methodologies and TAGS in their efforts to increase software productivity.

Additionally, a number of companies that have integrated TAGS into their environments (i.e., as the basic design engine and data base) are developing project control and management components in efforts to establish an overall methodology that satisfies the criteria for completeness and extensiveness of methodology. Teledyne Brown Engineering is one of these companies. By integrating existing management and project control tools with the present TAGS environment, TBE feels it can identify an existing environment that can be used to support systems of the magnitude that SDIO and NASA are undertaking. These integrated "complete" environments can then be used to develop more mature intelligent and enhanced tools.
20. Describe how your system supports a team development approach. (Number of stations/users).

By taking advantage of the networking capabilities offered by vendors (e.g., Apollo's Domain network approach), workstations can be linked together to support large design teams. The TAGS technology and software does not contain limitations on the number of users. Some present TAGS users have networks in excess of 50 workstations. Typical network rings are configured in multiples of eight workstations. Individual company requirements and the need for sensitive compartmented information have been found to dictate network sizings rather than technology constraints at this time.

21. Describe how your system supports design trade-offs.

See question 18 response.

The technology with the simulation compiler, can be used to generate prototypes in support of specific performance requirements. Less than satisfactory results require only that the user isolate modules or subsystems that require further optimization or timing changes. Once localized changes are made, the prototype can then be simulated again and new output data analyzed. The latter is an iterative process that enables timely and efficient hardware/software tradeoffs to be effected.

22. Indicate the range of problems to which the system can be applied.

TAGS technology has been employed across a wide range of systems and problems. Systems that include electronic warfare sensors, command and control, aircraft, communications, logistics support, process control, weapons real-time algorithms, management information systems, banking, architectural, DoD and non-DoD systems have been designed using TAGS technology. The systems engineering approach contained within TAGS is a broad-based methodology that can be applied across a wide range of problems. Specific TAGS applications of interest to the SDIO office are the Airborne Optical Adjunct (AOA), Satellite Integration Experiment (SIE), and National Test Bed (Rockwell team). Several thousand IORL design pages currently exist on these systems.
23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Boeing Aerospace Company
1001 Southwest, 41st Street
Renton, WA 98055

Boeing Aerospace
P.O. Box 3999
Seattle, WA 98121
Bob Welling - (206) 764-0604

Sperry Corporation
Mail Station 104
Great Neck, NY 11020
Charles Pace - (516) 574-9201

Siemens
D AP 52
Otto - Hahn - Ring 6
P.O. box 830551
D-8000 Munich 83
Federal Republic of Germany
Peter Hoyer - 49 80 630-60065

MSI, Inc.
600 Maryland Avenue, SW
Suite 605
Washington, DC 20024
Jack Ridgway - (202) 554-6161

Jersey City State College
2039 Kennedy Boulevard
Jersey City, NJ 07305
Dr. Philip Caverly - (201) 547-3291
Advanced Systems Architectures
Johnson House
73-79 Park Street.
Camberley.
Surrey. GU15 3PE.
U. K.
1. Describe how your system supports early detection of inconsistencies, closure and errors.

Auto-G supports detection of inconsistencies, closure and errors in the following ways:

1.1 By Visual Inspection Of Auto-G Documents.

The strict formality of the G/T notation guarantees that the contents of each Auto-G document can be unambiguously interpreted. If system requirements are expressed using Auto-G, the risk of a designer misinterpreting these requirements is minimized: If a system design is expressed using Auto-G, the functionality is immediately visible. Any discrepancy and inconsistency between requirements and design is therefore immediately apparent.

1.2 By Creating Only Syntactically Correct Documents.

Any attempt to violate the syntax rules is an indication of some inconsistency. Using the graphical man-machine interface, the user cannot create invalid syntax; using the textual interface, syntax is checked on request, and invalid syntax is not stored as a valid document.

1.3 By Semantic Checking.

Auto-G includes an automatic checking function which can be used to check the validity and completeness of a specification or design document. This function performs a series of semantic checks which together constitute a complete static analysis: when the checker is run it produces a detailed report on all functional aspects of the document(s) being checked.

The same constructs are used both to specify and to design the system. The checking function warns of any redundancy in the design - i.e. whenever variables are not accessed, procedures are not called, variables procedures and templates are not used, input parameters are never read or output parameters never assigned to. In addition, the checker warns of possible cases of unintended interference between functions which have an unspecified sequence of execution.
A specification is checked to ensure that there are no loose ends - i.e. that all the inputs and outputs to the system are related to objects in its environment.

A design is also checked to ensure that there are no loose ends - e.g. that the behavior of every function is consistent with its interface definition. The checker detects any processing that can never be executed because in practice it is unreachable.

As well as its semantic checks, the checker warns of the use of any legally valid design that could nonetheless compromise the reliability of a system e.g. the use of data shared by concurrent processes.

1.4 By Dynamic Analysis Using Auto-X.

To prove the completeness of a requirement, a specification, or a design, it is not sufficient merely to use a formal structured and quantified approach. Dynamic analysis and prototyping are increasingly recognized as important additional aids toward assuring the consistency and correctness of the evolving schema. Auto-X is the tool which provides this support for Auto-G users.

The objective of this tool is to prove that the concept, specification or design is workable in the dynamic sense and to provide the necessary parameters, if required, for sizing the target system.

The functional specification of a system is a definition of its functional components and of the interaction that takes place between them. The Functional Exerciser (Auto-X) is designed to operate upon functional specifications and system designs structured in this way and which have been formally described using Auto-G. Auto-X functions with systems which have been defined in this way by intercepting the signals (messages) that have to be passed between such objects. It is thus used in a similar manner to the circuit designer's oscilloscope, relying upon the information passing across an interface to verify and characterize, the operation of a functional element.

Using Auto-X, functional specifications can be modeled; in this way, the implications of a complex set of requirements may be demonstrated to the customer who can then confirm that the specification is complete.

A consolidated Auto-G requirements specification, in effect, represents a formal environment model against which the associated system design may be checked for consistency. Throughout the design stage, Auto-X may be used to model the design itself; the design model interacts with the specification, and in this way the suitability of the design can be confirmed. If the design is not completed to the lowest level of detail, the design can still be
modeled using the Auto-X but the Auto-G checker identifies that there is further design work to be done.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

The question is answered in Section 10c.

3. Describe how your system supports documentation, program management and control.

The purpose of documentation is to record information about a system in an orderly manner in order that people may understand the system either to build it, to use it or to maintain it. The outputs from Auto-G (either graphical or textual) are an easy-to-understand formal representation of either the specification of the system or of the system itself; quite simply, Auto-G systems are largely self-documenting. The Auto-G database has also been linked to other tools including one which generates documentation to DoD standards e.g. DOD-STD-2167. Documentation produced directly from Auto-G does not eliminate the need for user manuals and hardware maintenance documentation. In addition, it is useful to record the critical decisions that affected the design; informal comments within the the design tend to amplify WHAT is done rather than WHY.

Information stored by Auto-G is stored in Auto-G documents. Within the Auto-G database, each document has its own physical file. These documents can be arranged in a hierarchy to reflect the breakdown of the design phase into a network of design activities. Each design activity can then be worked on by an individual or by a small team working closely together. Estimating how much effort is required for each design activity can only be done empirically; with a set of effort estimates, critical path analysis and resource scheduling could easily be done based upon the network described by Auto-G.

Auto-G can be linked to another tool, or can be fully integrated with a project support environment (PSE) which provides configuration control of Auto-G documents and of other documentation.

4. Describe how your system supports real time design.

Auto-G supports a semantic model which is capable of representing any functional concept, however complex, in a way which is clear and unambiguous. The formal G/T notation is able to describe completely all functional aspects of a real-time system namely:
System Structure
- hierarchy
- independent processes
- common procedures
- data areas

Process/Procedure Behavior
- local data and data flow
- internal control flow
- transitions between states
- processing algorithms

Communication Between Functions
- messages sent and received
- external data accessed
- common functions utilized
- detailed protocol descriptions

Configuration Management
- modular construction and test
- parallel design activities
- system engineering

Other features that make Auto-G particularly appropriate for applications to complex real-time computing systems include the formal representation of time, and full support for generic design templates.

5. Describe how your system supports concurrency, parallelism.

5.1 Auto-G Supports Concurrency.

The Auto-G semantic model postulates the whole of a system and its environment as a set of independent concurrent processes that, fundamentally, operate asynchronously. They interact/communicate only through the passing of messages (called 'signals'). Thus Figure 5.1 represents a system which contains two concurrent processes, and which interacts with two types of process in its environment.

When processes communicate, it is not necessary for the sender and the receiver to be synchronized: the sender can dispatch a message which may not be attended to by the receiver until some later time. Where functionally required, synchronization between two processes is represented by a protocol involving an exchange of messages. The G/T notation therefore supports precisely the behavior of processes in the real world.

5.2 Auto-G Supports Parallelism.

The Auto-G semantic model describes the behavior of a process as sequences of actions which may be triggered by various conditions or events. The G/T notation allows the designer to distinguish between actions that must be performed in a definite order (Figure 5.2) and groups of actions that need not be performed in any particular order provided that all are completed before the next action is started (see Figure 5.3). A description of behavior
Figure 5.1: CONCURRENT PROCESSES COMMUNICATING VIA SIGNALS
Figure 5.2: ORDERED ACTIONS

Figure 5.3: UNORDERED ACTIONS
which uses the concept of unordered actions identifies those parts of the
design where parallel processing could give a faster execution.

6. Is your system constrained to a particular implementation language (Ada)?

No. As a free-standing computer aided design (CAD) tool, Auto-G can be
used to produce a proven design that can be implemented manually in any
language suitable for real-time systems.

The Auto-G database has been linked to other tools for use during the
implementation phase: one such tool is a text editor which guides program-
mers coding in JOVIAL; another tool generates test data automatically using
as a basis the interface descriptions within the database.

If a toolset Code Generator is used, then it is possible to generate object
code directly without the use of any implementation language.

7. Does you system produce Ada PDL?

Auto-G already produces various codes directly from a design (e.g., Ada, C);
studies have shown that other codes (e.g., occam) could be produced relatively
easily.

The G/T notation permits assertions about the design to be embedded within
the design. Just as Ada PDL is embedded within an Ada program. Auto-G
does not at present produce Ada PDL, but it could be extended to do so if
required.

8. Describe how your system supports life cycle intraphase & interphase
communications.

One of the major headaches in systems development can be the use of many
notations at different phases of the life cycle. Whenever information has to
be transformed from one notation into another, there is the danger of the
loss or distortion of that information, particularly when either of the notations
isn't formal. Auto-G has a complete formal notation that can be used
at every stage of the system development. The benefits of this are three-
fold: firstly, transformation errors are eliminated; secondly, the use of the
same notation throughout the life cycle makes it much easier to compare the
outputs of different phases; thirdly, the use of a single notation within a
project reduces the learning curve for the development personnel.
Figure 8.1 shows the differences between the successive phase of the life cycle. The following paragraphs describe these phases and show how Auto-G facilitates the transition from one phase to the next.

Auto-G naturally obliges the analyst to take a structured approach to the understanding and expression of a requirement. He begins by using Auto-G to capture information about the system as it is seen from a number of different viewpoints. Initially, what is known about the system from one viewpoint may be imprecise or ambiguous; Auto-G identifies these uncertain areas so that the analyst can request clarification. Although the information captured by Auto-G is clear and unambiguous, it is likely that different viewpoints will be inconsistent with each other. The Auto-G notation makes it easy to identify where the requirements of different viewpoints overlap, and where one viewpoint disagrees with another.

The requirements capture phase is followed by an analysis and consolidation phase. During this phase, the analyst pieces together the picture from the different viewpoints, and refers to the users to resolve the inconsistencies that are present. Auto-G enables the results to be checked automatically for consistency, and Auto-X enables the implications of the results to be understood and agreed with the users. The output from this phase is an agreed complete formal description of the interface between the system and its environment, and an environment model that represents the performance criteria for the system to be accepted.

Future releases of Auto-G will provide automated assistance to the process of identifying mutually inconsistent viewpoints and of consolidating them into a consistent picture.

A system may be doing many things at once: In the design phase, a technique of functional decomposition is used to identify functions that cannot be performed concurrently. Auto-G enables the designer to represent explicitly the fundamental timing requirements and to arrive at a plausible design. The match of the design against the specification can be done by visual inspection - this is straightforward because both the specification and the design are expressed in the same notation. The detailed behavior is also checked periodically against the specification using Auto-X; when the detailed design is complete, the outputs from Auto-X will provide an assessment of the computing resources required by the system. The output from this phase is a design which is as good as can possibly be achieved on the basis of a full dynamic analysis.
Figure 8.1: PHASES IN THE SYSTEM LIFE CYCLE
Using information provided by Auto-X, a suitable architecture can be proposed for the target system, and this architecture can be described using the G/T notation. It is intended to provide assistance for this in future releases of Auto-G. Once the architecture is adequately described, code generation for the system can be made fully automatic. Alternatively, the detailed design may be given to a team of programmers for implementation using a manual coding phase.

Coding is followed by testing in the traditional manner, except that the acceptance criteria are formally defined as part of the requirement. If the target processor selected for implementation is the Sofchip Processor developed by Advanced System Architectures, then Auto-X is used as the symbolic debugger during the testing phase.

9. Is your system automated, executable, compilable?

9.1 Auto-G Is Automated.

The Auto-G workstation is an intelligent tool which enables the user to develop a specification or a design within the rules of the Auto-G semantic model. The graphics interface to Auto-G uses a syntax-driven menu, which changes as the user modifies his document - it is impossible to create a document that is syntactically incorrect. The textual interface performs a complete syntax check on a document each time it is returned to the database. In addition to these syntax checks, the Auto-G checking function performs an automatic check on the semantics of any Auto-G document(s), and on their consistency.

9.2 Auto-G Is Executable.

Auto-X enables any specification or design to be checked dynamically. Auto-X uses an executable code derived directly and automatically from Auto-G documents.

9.3 Auto-G Is Compilable.

A number of Code Generators will be available during 1987 for use with the Auto-G toolset. These Code Generators will produce either an object code for a particular target processor, or a portable High Order Language which can be compiled to a number of processors. A Code Generator for ASA's Sofchip Processor (a dynamic parallel processor) is nearly complete; this will be followed by Code Generators producing program text in both Ada and C.
10. Describe the graphics support for your system.

Auto-G provides two interchangeable and complementary man-machine interfaces - both a textual and a graphical interface.

The graphical interface is used to produce documents in the form of G diagrams. Auto-G uses a syntax-driven menu, which changes as the user modifies his diagrams - it is impossible to create a diagram that is syntactically incorrect. Auto-G includes a powerful set of editing commands for the fast, accurate production of diagrams. These may be entered from the keyboard or selected from the on-screen menu. Prompts inform the user when the system is waiting for further input e.g. to complete an operation of for the next command.

Facilities include: Change, Move, Copy, Delete, Hide, and Reveal one or more items; Explode, Implose, Insert, reposition, Scale Up or Down, and Select an item.

Commands which assist the designer to gain a clearer picture of the context of a particular part of a G diagram include Zoom In, Zoom Out, Explode, Implose, hide, and Reveal. All of these may temporarily (or permanently) adjust the current 'view' of an item in relation to its components or its surroundings.

A most important aspect of Auto-G's editing facilities is the ability to select, display, manipulate and store meaningful and consistent subsets of documents. These are referred to as 'views', and can be used for various purposes. It is possible to have many views of the same document, and to produce view diagrams in hardcopy for use in presentations and in printed documentation. A view can provide a summary of all or part of a design, uncluttered by detail or lower levels of abstraction. The most important benefit of views is that they can be used to communicate ideas and information very effectively.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
Auto-X is a prototyping tool with a difference: the prototype is one and the same as the design being developed. Using Auto-X, the working prototype is not thrown away - it is progressively refined until it becomes the complete detailed design.

Using Auto-G, a system and its operating environment are described as a set of asynchronous functions (objects) coupled together via simple unidirectional communication links (signals). Auto-X is designed to operate upon system designs structured in this way which have been formally described using Auto-G.

Auto-X is designed so that it can be used at every level of the design process. Auto-X contains facilities for incorporating assumptions and estimates about the behavior of parts of the system, and the external world. At any stage, Auto-X can be used to confirm the matching between the system design and its specification, and to produce reliable estimates of the system performance. As the design of the system is developed, the assumptions are replaced by design detail, and estimates based upon outputs from Auto-X are progressively refined and improved.

Auto-X provides facilities to describe the dynamic properties of the functional objects and the way they communicate. The user may specify time delays caused by processing within a function, and also delays associated with inter-function signal transfer. The user may set up signal transfers between functions in which valid random values are generated for data fields. In addition, the user may load the system in a predetermined manner by specifying signal traffic distributions.

Once these parameters have been specified for the set of system functions of interest (and for their external environment), dynamic exercising of the system at the level specified, can begin. Auto-X logs events within the system that can be used for dynamic flow analysis. Many different options are available to the user to allow him to verify, modify, and metricate his evolving system. These facilities allow him to gather statistics that can be used to scale the real system and to infer its performance. In addition, Auto-X provides facilities that allow the user to interact with the system at all levels.
Once a design has been completed down to the lowest level the effect of Auto-X closely parallels the operation of the conventional debugger. Deadlocks and race hazards in a structure can be clearly identified at an early stage in the design cycle.

Once a test has been set up, it can be run any number of times. It is therefore possible to set up acceptance tests for any part of a system (up to and including the entire system); these tests can be re-run whenever any change is made which affects that part of the system.

The G/T notation encourages designers to develop generalized solutions to system problems. These generalized designs may then be re-used efficiently in different circumstances.

There are two aspects of the G/T notation that are connected with design reusability: generics and macros.

The G/T notation supports several kinds of information hiding.

From an operational point of view, the notation supports object-oriented, hierarchically structured systems. To describe systems of this sort, the notation supports scope and visibility rules that can be used to prevent a functional object from referring to or accessing an entity defined inside another object.

From a development viewpoint, the graphical man-machine interface of Auto-G supports a different kind of information hiding through its 'view' facility. The view facility enables the user to hide or reveal any item within a G diagram or to alter its relative size and position. View information can be stored within the database and a user can maintain many views concurrently of a single Auto-G document; Auto-G guarantees that all the views are consistent with the underlying design. Figures 11c.1, 11c.2 and 11c.3 are all views of a design that is much too large to be shown clearly on an A4 page. The view facility is far more than a means of hiding information - it is also a powerful means of communicating information.

Using Auto-G, it is easy to describe any system as a set of modules, each described within a separate Auto-G design document. For every document, the user supplies a name and a set of version descriptors that together form an unique document identifier.
Figure 1lc.1: THREE VIEWS OF THE SAME DESIGN

Figure 1lc.2: THREE VIEWS OF THE SAME DESIGN
Figure 11.c.3: THREE VIEWS OF THE SAME DESIGN
A package of modules may be defined by creating an Auto-G 'configuration document' which lists the names and versions of all the components: the package could be a complete system, or a group of functions within a system. Modules may be used in many different systems simply by identifying them in the appropriate configuration documents. When it is necessary to change a system by altering one of its modules, the module document is given new version descriptors - this makes it impossible for changes to be made inadvertently to the original system.

Auto-G also supports the concept of packaging through the use of generic design templates.

Auto-G provides total support for the concept of abstraction. Using a top-down approach to specification or design, the user may begin with very general ideas which he can then decompose into lower levels of greater detail. The process of decomposition may be applied to both the structure of the system and to the behavior of its components. Auto-G allows the designer to use as many levels of abstraction as he wishes until he reaches the 'atomic' structural or behavioral statements. Figures 11e.1, 11e.2 and 11e.3 show the progressive decomposition of a simple system as seen through the graphical man-machine interface.

Every object in the G/T notation has a type which determines what operations can be performed on that object.

Every non-data objects have a type; for example, an object of type 'signal' may be sent or received, an object of type 'independent function' may be given as the destination of a signal.

For data objects, the G/T notation has many built-in types (e.g. integer, set, character-string) out of which it is possible to define complex record types. The notation enables the user to define his own types as a matter of convenience. For instance, a single type could be defined to represent a record structure with many fields of differing types.

The user can define his own 'new' types which are distinct from all other types; new types can be used to prevent design errors such as can occur through the use of the wrong units in an expression of quantity. For instance, by defining 'new' types for minutes and seconds, any inadvertent assignment of minutes to a variable of type seconds may be detected automatically.
Figure 11e.1: THREE LEVELS OF ABSTRACTION
Overview of the main components of the Long Range Radar Subsystem within an SDI System
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Figure 11e.2: THREE LEVELS OF ABSTRACTION

Display Driver System containing a Display Driver and a Display and defining the intercommunication signals between these.

Figure 11e.3: THREE LEVELS OF ABSTRACTION

Maximum Number of Concurrent Tracks
Type checking is done whenever possible throughout the Auto-G toolset. A major part of the work of automatic checking within Auto-G is to ensure that an object's type is compatible with its usage.

Every Auto-G document has a user-supplied name and set of version descriptors that together form a unique document identifier. This labelling of documents is suitable for enforcing configuration management and build state controls during the development of systems.

A package of modules may be defined by creating an Auto-G 'configuration document' which lists the names and versions of all the components. When a module is changed, it is given new version descriptors. To produce a package that includes the changed module, a new configuration document must be created giving the new version identifiers.

The G/T notation fully supports the concept of generics. Using the notation, it is possible to design generalized solutions to problems as 'design templates'. These templates can be used for creating real objects within a system. Values and identifiers used within the design of a template may be supplied by parameters so that their application can be as general as possible. The notation also supports generic operators and procedures.

Figures 11h.2 and 11h.3 show the use of a template within a system. In the examples, the template is a pattern for a function that controls electrical equipment. The template has six parameters, namely the voltage and frequency at which the equipment runs, the format of the M_ON signal, the format of the M_OFF signal and the formats of signals (TEST_START and TEST_END) used to TEST the equipment.

The equipment in Figure 11h.3 does not have a test function and so the TEST_START and TEST_END parameters are not used; those parts of the template that relate to self-test are redundant in this case. When a template is used, the Auto-G checker identifies any redundant design, removes it and checks what remains. Only the non-redundant parts of the design are used for automatic code generation.

The G/T notation supports the concept of meaningful text substitution macros. Using the notation, it is possible to define convenient synonyms for any name or expression. Auto-G checks that every macro is correctly defined, and that each use matches the definition.
Figure 11h.2: USE OF A TEMPLATE
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The G/T notation allows the designer to describe data structures of arbitrary complexity. Data may be global to the system, or may be local and private to part of the system. The characteristics of a variable can be declared precisely i.e. its type, its initial value, whether it is read/write or read only and what functions may access it.

Normally, data is carried between functional objects by signal. Functional objects may also read and write to external data if this is consistent with the way the data has been declared.

For any function, Auto-G allows the designer to define its communications interface - that is, the external data that is accessed, and the types of signal sent and received. Interface definition may be done at any level of abstraction (as shown in Figure 11.1.1), and the consistency of the interface definitions at every level is checked automatically by Auto-G. The communication subsymbols make explicit the use and flow of data within the system. The flow of data can be made even clearer by joining the 'send' action in one function to the 'receive' action in another (as shown in Figure 11.1.2).

The use of the G/T notation alone cannot adequately describe data flows because the system consists of concurrent functions. This is because a static analysis cannot determine what data values are passed around when several functions access the same variable. One of the outputs from Auto-X is information on how data is used moment by moment: from this information, Auto-X generates a trace listing showing the actual data flows within the system.

Auto-G allows the behavior of each concurrent function to be described in terms of a state transition network i.e. a set of discrete states and a set of transitions between those states, where transition is a sequence of actions triggered by some condition or event. The graphical representation of a network is very similar to a traditional flowchart.

The G/T notation permits design at any level of abstraction, and what is described as an action at one level may be decomposed into a network. In this way, the notation permits one network to be nested within another network. A typical use of nested networks is where a high level action requires communication with another function: a G example of this is shown in Figure 11.1.4.
Figure 11j.1: INTERFACE DEFINITION AT ANY LEVEL
Figure 11j.2: DATA FLOW BETWEEN PROCESSES
12. Is there a paradigm embedded in your system? If so, describe it briefly.

The G.T notation is methodology independent and therefore does not postulate any embedded paradigm. This means that the front end part of the Auto-G toolset does not contain any embedded paradigm.

Auto-G supports the development of object-oriented systems consisting of asynchronous functional objects communicating only by asynchronous messages (with non-destructive send and destructive receive). For implementing systems of this sort, Advanced System Architectures have developed special hardware kernels which enable messages to be sent efficiently between functions with a processing overhead of the order of microseconds rather than milliseconds. This efficient message handling makes it practical to forbid the use of shared data. For users wishing to implement object-oriented systems, the back end of the toolset (i.e. the Auto-G checker, Auto-X and the Code Generators) currently has rules built in that restrict the use of concepts available in the notation to what can be supported in the target environment. It is intended to produce alternative versions of these tools supporting different target environments.

13. Describe the external tools with which your system interfaces (tool compatibility).

Auto-G has been designed with all the 'hooks' necessary to integrate it fully within project support environments in which additional facilities (such as configuration management and project management) are provided by other tools.

With help from Advanced System Architectures, customers have successfully linked the Auto-G database to other tools within their own proprietary development environments: one such tool is a text editor which guides programmers coding in JOVIAL; a second tool generates test data automatically using as a basis the interface descriptions within the database; a third tool automatically generates documentation to DoD standards e.g. DOD-STD-2167.

ASA has plans to link Auto-G directly to the ORACLE database for which other tools are also available. In addition, developers of Expertware, GENOS, and ISTAK have evaluated Auto-G with a view to including it within their products. ASA is monitoring the Portable Common Tools Environment.
14. Describe how your system supports hierarchical decomposition and flow direction (top-down, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

14.1 Flow Direction

Auto-G encourages a top-down approach to design since it allows any number of levels of abstraction. Auto-G is capable of expressing the concepts used in any of the popular structural design methodologies. Advanced System Architectures provides training in system design which uses a set of objective criteria to decide how to functionally decompose the system.

Alternatively, a bottom-up approach can be used in which small functions are designed in isolation and then put together to form a system.

Whether a pure top-down or bottom-up approach is used, or a mixture of the two, the Auto-G checker performs a complete check of the system and identifies aspects that might indicate a poor design.

14.2 Hierarchical Decomposition, Architectural Perspectives and Object-Oriented Design

The view facility described in the response to Question 10 allows the system to be examined from any architectural perspective. The G/T notation fully supports both hierarchical decomposition and an object-oriented design: examples of these aspects of the notation are given in the response to Question 5.

15. Is your system supported by formal syntax & semantics? Describe briefly.

Yes. For both the graphical and the textual man-machine interfaces of Auto-G, a formal abstract syntax and semantics exists in the form of an abstract language D which is invisible to the user.

Both concrete syntaxes (G and T) are translated into/from D by Auto-G: this ensures complete consistency between the graphical and textual representations and also makes two way translations possible.

The Auto-G checker, Auto-X and the Code Generators all operate on the D representation of documents.
16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

The purchase and maintenance cost of the Auto-G depends upon the number of simultaneous users of the system that are anticipated - this figure is normally less than the number of people who may use this system.

For each 'user', the purchase cost of Auto-G is $15,000.00. The annual maintenance charge of an Auto-G system is priced at 15% of the full purchase cost. For large Auto-G systems with over eight simultaneous users, there is a significant quantity discount. Site licenses can be negotiated.

Advanced System Architectures provide initial training and on-going support in the use of Auto-G tools. The cost of attending a 4 day training course at ASA's offices in Camberley, UK is $1,125.00. Courses can also be arranged on customer premises.

Prices for other components of the Auto-G toolset (i.e. Auto-X and various Code Generators) have not yet been fixed.

17. Indicate the hostability (measure of degree of portability) of your system.

Auto-G is available on any Unix or VMS system for use via terminals (preferably with a mouse) using the Regls graphics protocol.

The system can also be supplied for Sun, Apollo, VAXstation and Atari 1040 ST workstations. These workstations can be linked into other development facilities via a local area network such as Ethernet.

Auto-G produces hardcopy diagrams through plotters using the HPGL protocol. Laser printer output is also being developed.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The G/T notation can describe the functionality of any system, not merely of a computing system. Auto-G provides a complete set of concepts which may be applied in all of the above applications.

As an example, Figure 18.1 represents in G a time-pulse triggered 'AND' gate. Figure 18.1 represents in G a time-pulse triggered 'AND' gate. Figure 18.1 contains both formal and informal parts: the text within the function
Figure 18.1: A TIME-PULSE TRIGGERED 'AND' GATE
symbol (rectangle) is informal commentary text ("AND GATE"); all other text (TP, A, B, A AND B, C) is formal. The function implied by the symbol is that when a time pulse (TP) arrives, the values existing in the inputs (A, B) are read, combined by a logical AND (the expression "A AND B") and the result transferred to the output C. The function is repeated indefinitely.

10. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

Auto-G may be used to support any structured design methodology. Advanced System Architectures recommends its own complete design methodology known as the Safehip Design Principles. This methodology pre-supposes an object-oriented run-time environment which provides efficient message passing between functional objects. This methodology is taught by ASA on its training courses, and is fully described in ASA's training material.

Not applicable. If Auto-G is used to produce a detailed design, then program code (e.g. Ada) or executable target code may be generated automatically directly from the design. In order to generate the complete system code, the designer must design down to the lowest level of detail; some users consider that detailed design done using Auto-G is programming by another name.

The G/T notation makes it easy to structure a project as a number of parallel work activities.

Auto-G does not contain any project control facilities as it is intended to be used in conjunction with a separate project control system. Auto-G has the necessary 'hooks' to interconnect with any project control system.

The G/T notation makes it easy to manage the parallel evolution of a number of documents.

Auto-G does not contain any configuration management facilities as it is intended to be used in conjunction with a separate configuration management system. Auto-G has the necessary 'hooks' to interconnect with any configuration management system.
20. Describe how your system supports a team development approach. (Number of stations/users).

The G/T notation supports decomposition of a system into a hierarchy of documents (containing statements or submodules), each of which may be developed independently of the others by a single user or by a small team working closely together. The notation makes explicit the dependency of one document upon other documents.

Auto-G is intended to be used in conjunction with a project configuration management philosophy - the G/T notation provides the means of implementing a management system making use of the access control facilities of the host operating system. If Auto-G is integrated fully into a sophisticated development environment, then there are no restrictions on how many users work simultaneously above those which the host environment imposes. Even without a sophisticated development environment, documents may be worked on in parallel provided that development work on each document is done in separate user directories. A document under development may be checked in conjunction with other documents at any stage provided read access to other documents is permitted.

For use on large projects, one Auto-G customer is developing an infrastructure in which Auto-G workstations are networked into a large host computer which acts as a file-server, configuration manager and database machine.

21. Describe how your system supports design trade-offs.

It is intended to enhance Auto-G so that it provides assistance in calculating various design metrics. With this additional functionality, it will be impossible to compare alternative design solutions and to select the most appropriate design for the problem environment. In addition, the metrics for the chosen solution can be used to dimension the system precisely.

22. Indicate the range of problems to which the system can be applied.

The G/T notation is a complete formal notation that can be used to describe all functional aspects of any system - including functions that are electrical, electronic, mechanical, hydraulic, computer hardware and software, or human. The G/T notation is particularly suitable for describing large complex real-time systems. Auto-G makes it easy to use the G language, and provides automatic checking of requirements, specifications and designs.
Auto-G has been used successfully to develop systems in the following application areas:

telecommunications and digital switching
civil and military command and control
industrial process control
avionics and aerospace systems
limited resource management
application specific integrated circuit (ASIC) design

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Mr. G. Bryant
GEC Avionics Limited
Airborne Display Division
Airport Works, Rochester
Kent ME1 2XX, United Kingdom
Telephone +44 643 44400 ext. 3237

Mr. A. Bosman
Philips AT & T
Warrandebergstraat 8
PO Box 18, 1270 AA Hulzen
The Netherlands
Telephone +31 35.87.48.90

Mr. J. Davis
British Aerospace plc
Bracknell Division
Downshire Way Bracknell
Berks RG12 1QL, United Kingdom
Telephone +44 344 485222

Frau B. Kuck-Wutzke
MBB ERNO, Dept. RB022
Raumfahrttechnik GmbH
Hunefeldstrasse 1-5, D-2800 Bremen 1
West Germany
Telephone +49 211 539 1211
Mr. S. Taylor
Thorn-EMI Electronics Limited
Computer Systems Division
Wookey Hole Road, Wells
Somerset BA5 1AA, United Kingdom
Telephone +44 749 72081
1. Describe how your system supports early detection of inconsistencies, closure and errors.

ProMod supplies many balancing and checking functions to ensure completeness and consistency. The manual for ProMod "A Complete Description" may be consulted for some of the checks made by ProMod. Please see Syntax Checks During Creation, Structured Analysis Analyzer, Modular Design Analyzer, and Pseudocode Analyzer.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

ProMod supplies the number of objects contained in the project library. This would include the number of data flow diagrams, data items, etc., that have been defined thus far.

3. Describe how your system supports documentation, program management and control.

ProMod does not have facilities for Gantt charts etc., to support project management. However, there is a wide range of high-level and detailed level reports that can be pulled to allow monitoring of progress. For details on these reports see "A Complete Description" - Documenting and Reporting.

4. Describe how your system supports real-time design.

ProMod offers the methodology of Derek Hatley/Lear-Segler including control flow diagrams, control specifications, and state transition diagrams. See Real-Time in "Complete Description."

5. Describe how your system supports concurrency, parallelism.

The same structures found in Ada (task, package, etc.) may be used in the ProMod analysis and design phases. This is amplified in the real-time design extension.

6. Is your system constrained to a particular implementation language (Ada)?

No. ProMod does not constrain the user to any particular implementation or language.
7. Does your system produce Ada PDL?

The current implementation of ProMod consists of three phases: requirements definition, architectural design, and detail design. During detail design the engineer will identify input and output parameters and specify the logic of the algorithm for each functional component of the system. The logical specification is written in a semi-formal language patterned after that of Cain, Farber and Gordon. Parameter strings will be checked by ProMod to ensure they are of proper length and type and that they match entries contained in the ProMod data type dictionary. Use of input/output data within the context of the algorithm specification will also be checked for consistency with the parameter string declaration. The algorithm will be checked for correct syntax and to ensure that all data used have been declared appropriately. Once a valid specification has been entered, ProMod will convert it to Ada PDL using an Ada Code Frame Generator. The Ada Code Frame Generator translates parameter strings to valid Ada data declarations and the algorithm specification to syntactically correct Ada code. The programmer will need to elaborate the Ada PDL in areas indicated by ProMod and supply lower level details not found in the specification. The ProMod Ada Code Frame Generator is currently available and is being used by several Department of Defense contractors.

8. Describe how your system supports life cycle intraphase & interphase communications.

ProMod is the only commercially available tool that integrates the analysis, architectural, and design phases. ProMod transforms the conceptual analysis model to design packages. The architectural design phase allows for and checks the consistency of detail design procedures. See "A Complete Description" - The Transformer.

9. Is your system automated, executable, compilable?

The system is sold as an executable package for the VAX and IBM PC.

10. Describe the graphics support for your system.

The analysis phase is fully supported by a graphics editor. See "A Complete Description" - Objects Data Flow Diagrams.
11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Formal specification languages may be used during the analysis phase to create operational specifications.

Any part of the analysis, design, or code features may be exported and used in other systems.

ProMod uses the design methodology of Parnas. The packages created in the architectural design may share procedures but not data. Disembodied data are not allowed to flow through the system design.

The primary tool of design used by ProMod is the package or module. It is equivalent to the Ada concept of package.

ProMod models the system with data and procedural abstractions at the analysis phase. During design, objects and procedures are encapsulated in ProMod packages.

ProMod supports a data type dictionary. It also checks for type consistency in package interactions.

ProMod offers features to support phased development and integration of design from various sources and levels of abstraction.

The use of generics is encouraged by ProMod. Actually every ProMod package is closer to a generic specification than a specific instantiation.

ProMod can easily be used to develop the definition of macros or any other sort of programming abstraction.
12. Is there a paradigm embedded in your system? If so, describe it briefly.

ProMod is based on the use of Structured Analysis (DeMarco), Modular design incorporating abstraction and information hiding (Parnas) and program design based on a generic Cante, Farber and Gordon PDL, and on several Ada PDLs including Ada itself, Ada-DL, and Key One.

13. Describe the external tools with which your system interfaces (tool compatibility).

ProMod produces ASCII files of all objects and reports. They may be included in word processing packages, documentation packages, project management packages and any other tool capable of an ASCII interface.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

ProMod supports several design methods including hierarchical and object-oriented. See "A Complete Description" Modular Design.

15. Is your system supported by formal syntax & semantics? Describe briefly.

ProMod does have a formal Syntax for each object. This is provided in a BNF style in the ProMod User’s Guide.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

Total system on PC - under $10,000
Total system on Vax - $20,000 - $60,000 (depending on options and type of Vax)
Training - $1,000 dollars per day plus expenses (5 or fewer days depending on familiarity with methodologies)
Complete pricing data is available upon request.
17. Indicate the hostability (measure of degree of portability) of your system.

ProMod is available on any IBM PC, and all DEC Vax systems. The system is completely portable between Vax and/or PC systems.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

ProMod is a tool built for systems abstractions. Clients currently use ProMod to model computer boards, and subsystems as well as programming abstractions. It is a generic systems modeling tool, with a target of programming languages.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

ProMod is a complete software development methodology. This includes requirements analysis, architectural design, detail design, and programming (via code frame generators).

20. Describe how your system supports a team development approach.
(Number of stations/users).

ProMod is primarily used in a team environment. This includes many users on a single VAX, many PC users, and most often, on the VAX with PCs used as work stations. The tool is not limited to any certain number of users.

21. Describe how your system supports design trade-offs.

ProMod will perform consistency and other error checking to make sure the change is truly a "trade-off." It will also provide reports for assessing the impact of the proposed change.

22. Indicate the range of problems to which the system can be applied.

ProMod is capable on any system/software design problem.
23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Dan Roy
Century Computing
8101 Sandy Spring Road
Laurel, MD  20707
301/953-3330

Barry Gillis
Easton Corp.
6364 Lotusdale Ct.
Ste. 900
Springfield, VA  22150-1872
703/922-5600

Lee Trent
Teledyne
19001 Northoff St.
Northridge, CA  91324
818/886-211 Ext. 2634

Pat VanMunn
Measurex
1 Results Way
Cupertino, CA  95014
408/255-1500

Gregg Reed
Simmonds Precision
Panton Road
Vergennes, Vermont  05491
802/877-2911 Ext 2578
Westinghouse Electric Corporation
Defense Group
Friendship Site
Box 1693
Baltimore, MD 21203
1. Describe how your system supports early detection of inconsistencies, closure and errors.

The SIDE Facility supports early detection of inconsistencies, closures and errors both explicitly in its design and implicitly by its implementation. The SIDE Facility is based on a graphical methodology that enables users to visually check for inconsistencies and completeness. The underlying program also checks for type consistency and errors while creating/modifyin an ADM graph. This checking is further enhanced through use of an AI language and frame representation of the data objects. This type of representation lends itself easily to a logical checking of a graph as it is being created/modified. Figure 1 (on the following page) depicts an example frame representation.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

The user may check graph completeness at any point of graph creation and modification. At this time, the program will list any unconnected entities, as well as any unset attributes that are necessary for graph completeness. This information could easily be used to generate a quantifiable measure of completeness. This capability could also be extended to several levels, to not only check completeness at the graph level, but to check if underlying (child) nodes of the graph exist in the library or must be either created or modified to match the abstract node.

3. Describe how your system supports documentation, program management and control.

The SIDE Facility supports documentation through several methods. A plotter is used to generate a picture of the graph, including its nodes and connectivity. The facility also produces tables that describe each of the nodes and the queues that connect them. The early implementation also outputs the Prolog database for the given graph.

4. Describe how your system supports real time design.

One of the driving factors behind the SIDE Facility has been to provide a state of the art real time design facility that supports the ADM design methodology starting at systems requirements and transcending the development path through module or processor design. The underlying data flow methodology implicitly supports real-time development. Attributes have been
Figure 1. A frame representation of a graph containing 4 nodes points to frames that contain information on each of the nodes in the graph.
predefined but the user may add any attributes that define his system. These attributes are used to describe parameters such as input data rates, the flow of data between nodes, and the type of processing at each node. A graph simulator can be used to verify that the defined graph meets real-time requirements in a single or multiprocessing environment.

5. Describe how your system supports concurrency, parallelism.

Parallelism is an implicit feature of the Application Description Methodology with its data flow concept. Nodes represent processing elements that are defined independently and may execute independently of each other. A node is ready to execute when each of its imports have data equal to or greater than the threshold attribute for that import.

ADM also supports concurrency in graph definitions. For example, node A may provide input to node B at a rate faster than node B can process. To solve this problem, no copies of node B execute concurrently. The data output from node A is switched after each execution to a copy of node B. In a circular fashion, and then recombined by a node that receives an input from each of the node B copies.

6. Is your system constrained to a particular implementation language (Ada)?

The Application Description Methodology is a graphical description methodology that is language independent. It uses graphical constructs coupled with textual descriptions to define a process. The database representation is then used to generate Ada specifications that can be compiled and executed. This language was chosen to comply with DoD initiatives because of its data typing and constructs but the data base could be used to generate specifications for another language.

7. Does you system produce Ada PDL?

Yes.

8. Describe how your system supports life cycle intraphase & interphase communications.

Because of the hierarchical structure of ADM, interphase life cycle communication support is provided by the multi-levels of a graph and its node. If a change is made to a node at the top-level, this change will be reflected at the Ada PDL description level and then at the detailed level underlying the node definition. Intraphase communication is supported by definition of
ADM. If a node’s attributes are changed, any nodes connected to the node must also be modified if their interconnect is affected.

9. Is your system automated, executable, compilable?

A main objective of the SIDE facility has been to increase engineers’ productivity and efficiency through the use of automation. Once a graph is completely defined, Ada code can be automatically generated from the graph description. This code is valid and can be compiled and executed in any MIL-STD-Ada environment.

10. Describe the graphics support for your system.

A driving thrust behind the SIDE facility has been to use graphics to provide a user friendly environment. This is done implicitly through the use of ADM, a graphical representation language. In the earlier versions of SIDE, a color graphics terminal was used as the interface to the SIDE facility. Pop-up menus and actual graph drawings were a main feature of the program. This system is now being upgraded for a LISP machine environment. The old features will be included along with multiple windows, and the use of user aids such as a mouse will be supported.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Figure 2 (on the following page) shows the overall SIDE facility concept.

ADM (Applications Description Methodology) is a graphical representation language used by a systems engineer in the development of systems. The engineer uses ADM in both the requirements and the design phases of system development. The need for a graphical-based representation has developed from the limitations of purely textual languages. Graphical languages provide
Figure 2. The overall SIDE concept consists of reusable libraries and uses a graphical input based on AOM to create the central database.
both the designer and the user a medium for representing structure coherently and with varying levels of detail.

ADM’s basic structure resembles that of a data flow diagram. It consists of nodes and arcs. The nodes represent functions and/or objects, whereas the arcs depict the connectivity and flow of the graph. Each node must represent an executable module or a subgraph. A subgraph also contains nodes and arcs, again allowing its nodes to represent executable modules or subgraphs. A graph level is defined when every node is associated with a subgraph or an executable module. The system graph is complete when every level of the graph is defined.

Since graphs represent flow, they also depict system structure. Textual languages are not good representations of structure, however; they are good representations of detail. The nodes of a graph are only abstractions of the functions they represent, hence, each node will have associated text describing the node. This association allows users to view and comprehend all levels of the graph. If the text associated with a given node does not provide sufficient detail for the user, s/he can examine its subgraph.

ADM facilitates the ability to design and review in a top-down manner. The structure of the graphs allow both the designer and the reviewer (user) to approach the graph with varying levels of detail. The top-level graphs generalize the processes and data transformations within the system, whereas the lower-level graphs represent the increased detail of the system. Parsing the graph provides increasing detail of the system processes. Therefore, the graph incorporates and provides the features of:

- information hiding
- hierarchical structure
- separation of concerns
- top-down/bottom-up design

Unlike pure textual languages, ADM directly provides a methodology for step-wise refinement. The designer may begin system development by specifying processes as high-level abstractions, then further refine the design via the sub-graphs. The user also benefits from this development approach, because s/he can review the system at each level which it was developed. Parsing the nested structure of the graph provides quick access to desired levels of detail. Reviewing the text associated with the desired node provides descriptions of the node’s characteristics and an explanation of its use. The text provides the developer the requirements of a node’s subgraph. It also provides the user an overview of the underlying sub-processes, without the detail of the actual structure.
Many system designers utilize data flow diagrams during development. Using Computer-Aided Graphics, ADM can simulate this development methodology. ADM's basis is data flow representation. Introducing control flow in a concise, simple manner. Introducing the constructs for control flow provides two benefits:

- providing control flow which is documented and relatively easy to use.
- ensuring a standard usage of the constructs to increase understandability among users.

ADM not only allows the developer to design systems using standard constructs, but also tests new configurations to ensure they follow the rules for creating graphs. The graphical structure of the language aids in ensuring completeness, consistency, and connectivity of the system. Once a system is designed using the ADM methodology, the system engineer does not have the burdensome task of checking for consistency, completeness, and connectivity as with a textual specification.

Using a CAD facility provides quicker design and access than conventional hand-written approaches. The CAD facility is capable of storing the structure of the graph, nesting information, parsing algorithms, organizing text, portraying the reconstructions, and other data base related tasks. With the relief of these responsibilities, the designer can devote more of his/her efforts toward the actual design process.

ADM allows its components to be created and modified independent of each other. This principle, 'separation of concerns', allows the system to be organized and divided into separate units. It provides greater flexibility since its modifications are well-confined. It also provides the essential groundwork for security among development. Nodes which incorporate classified information can be developed separately and refuse examination to anyone without access privileges.

The ADM methodology is implementation independent. That is, ADM does not restrict which language the node implementations are written. The lowest level nodes are abstractions of the executable modules. The executable modules are object modules written in any source language chosen by the engineer. Hence, ADM does not depend upon the knowledge of any given language to develop systems. ADM, due to its graphical basis, can be understood by programmers as well as non-programmers. This aids in closing the communication gap between technical and management personnel. As a result, walk-throughs and design reviews can become more productive.
ADM assumes the lowest level nodes to be associated with executable modules. The code which links and interfaces between the modules will be generated by the ADM language. Originally, the interface code will be generated in Ada, however, this is not to imply Ada is the only language which ADM supports. The Ada code generated by the ADM language can be manipulated by a common editor. This provides the flexibility and strength of the Ada language which ADM may not provide. By generating the interface code between the modules, the probability of error associated with human-generated code will disappear.

To facilitate the collection of executable modules, ADM will link to a reusable library of modules and routines. This library will be accessed by a "library assistant". The assistant will examine the requirements of the needed routine specified in the ADM graph, then proceed to find a suitable match within the library. The prototype to be developed for the October 1986 IRAD presentation will not include the library assistant. If support for the project continues in 1987, the assistant can be developed.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

The paradigm embedded in the SIDE facility was developed at WEC and called Directed Graph Methodology (DGM). This methodology was based on pure data flow and therefore Application Description Methodology has expanded on DGM to include control flow.

13. Describe the external tools with which your system interfaces (tool compatibility).

The SIDE facility interfaces to the following tools:
- Ada compiler
- ECSS II System Simulator
- 1750A Simulator
- ADM Graph Simulator

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The SIDE facility supports hierarchical decomposition by definition of the paradigm based methodology. As mentioned earlier, ADM supports top-down as well as bottom-up design. The designer can create high-level nodes first, then proceed to decompose them into respective sub-tasks, namely top-down design. The designer can also select the desired low-level routines and link
them to create the high-level processes, namely bottom-up design. Allowing both directions of approach provides the flexibility most designers require. In reality, most designers incorporate both approaches when designing a system. There are no limitations on the graph representations since the user can create his own attributes to describe a given system. ADM was originally targeted for real-time multiprocessing applications, but the nodes can be used to represent any type of object and the attributes needed to describe that object can be defined by the designer.

15. Is your system supported by formal syntax & semantics? Describe briefly.

The ADM language consists of few constructs, providing beginners the ability of quick use without hours of learning the syntax. The language is broken into four basic constructs, consisting of eight distinct icons:

Data Node Types (see Fig. 3)
- Solid Circle - Internal Data Transformation
- Solid Square - External Data Transformation

Control Node Types (see Fig. 4)
- Hyphenated Circle - Internal Control Transformation
- Hyphenated Circle - external Control Transformation

Flow Types (see Fig. 5)
- Solid Arrow - Data Flow
- Hyphenated Arrow - Control Flow
- Circle w/Valve - Flow Control Valve

Data Storage (see Fig. 6)
- Parallel Lines - Data Store

The following sections describe each of these construct types.

Data Node Types: Data transformations can produce only data. A pure data transformation, consisting of both input and output, is depicted as a circle drawn with a solid line. It must consume input and produce output. The input consumed can be either data or control signals. The output produced must be only data. These data transformations are considered internal because they rely on input and produce output.

If a node either produces just data output or consumes any input, but not both, then it is considered an external data node. An external data node is depicted as a square drawn with solid lines. As mentioned, external data...
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Data Node Structures

Solid Circle:
- Internal data transformation
  - i.e. number crunchers
  - device controllers
- Restrictions:
  - must accept either signal(s) or data
  - & produce only data

Solid Square:
- External data devices
  - i.e. sensors, weapons
- Restrictions:
  - must accept input or provide output,
  - but not both

Figure 3 - Data Nodes

Control Node Structures

Hyphenated Circle:
- Internal control transformation -
  - (control logic node)
- Restrictions:
  - must produce a signal & accept an input (signal or data)
  - may produce data

Hyphenated Square:
- External control construct
  - i.e. switch, timer error handler
- Restrictions:
  - must produce signals, may produce data, no input allowed

Figure 4 - Control Nodes
Data/Control Flow

Solid Arrow:
Data Flow -
discrete values produced by any of
the above constructs are queued
(if necessary)

Hyphenated Arrow:
Control Flow -
values sent controlling execution
will have signal types:
* event - immediate recognition
* synchronization - processes wait
  for other processes to "catch up"

Valves

Circle containing a Valve:
Control Valve -
control structure placed on data
arcs enabling or inhibiting data
flow

Figure 5 - Flow Constructs

Data Storage Buffers

Parallel Lines:
Data Store -
Storage area for generated variables
and access area for global variables

Figure 6 - Data Storage
nodes differ from internal data nodes (transformations) in they must not contain both input and output, whereas internal data nodes do.

Any data node, either internal or external, has the same associated attributes. The user need not know the value for each attribute upon initial design. She has the flexibility to assign a value to any attribute at any time during the development process. The default attributes with a data node are:

- Name
- Textual description
- Priority
- Delay
- Forcer
- Subscript
- Atomic
- # data imports
- # data exports

Each node of a graph represents a library module or a subgraph. Every node must have a name indicating the operations the node performs. If two nodes should perform the same operations, they may have the same name.

However, it is not recommended that two nodes have the same name if they perform different operations.

Data nodes may have data input. The number of data input parameters is set by the user. Associated with each Data Import will be its associated read attributes. These import values too must be set by the user, but will assume default values if not set.

Internal Data nodes, as well as external data nodes without input, must have data output. The number of data output parameters is set by the user. Associated with each Data Export will be its associated write attributes. These export values too must be set by the user, but will assume default values if not set.

Associated with each data transformation will be data input. Each data input parameter in a node has its own associated attributes. The default attributes include:

Name
Threshold
Consume
Read
Read_algorithm
Initlizable
Datatype
Valve

Control Node Types: All control nodes must produce control signals and may produce data. Internal control node accepts both data and control signals as input. It is depicted as a hyphenated circle. An external control node does not accept any input. It is depicted as a hyphenated square. A control node is used to control/direct the flow of data and control the execution of specific nodes.

Signals can simulate interrupt operations and synchronizations between processes. They can be activated as well as deactivate processes. If a node is deactivated, its associated input data may be deleted or saved. A deactivation signal sent to a node transmits its signal to the nodes associated data input valves. Hence, a deactivation closes the input valves of a node. Associated with a deactivation is its save state. If it is true, the data on the input data queues is saved. If it is false, the data on the input data queues is deleted until the save value is reset to true.

Control nodes have the same attribute fields as data nodes, with an additional field of control signals produced. Control Signal attributes are described via the control arc attributes. The control arc attributes are discussed in detail in the below section - Control Arcs.

Flow Types: Data arcs are simply names associated with the queues which collect discrete data elements along a path. The attributes associated with data arcs designate the source and destination points of the arc, as well as the capacity of this queue. Hence, the default attributes associated with a data arc are:

Name
Source - Export
Destination - Import
Capacity

Some examples of MIDSS “experts” include advisors in constructing operational algorithms, software mapping experts to map the operational nodes onto Ada procedures, and hardware mapping experts that map the Ada procedures, and hardware mapping experts that map the Ada procedures onto different hardware configurations. There may also be experts to address software reusability and to perform simulations.
16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

The utilization costs are TBD.

17. Indicate the hostability (measure of degree of portability) of your system.

The first version of the SIDE facility was implemented on a VAX 11/780. The graphics user-interface was written in Ada and the data base frame representation was written in Prolog.

The current implementation will be completed on a LISP machine, using common LISP and an expert system building tool written in LISP. This version will ultimately be hosted in the VAX environment.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

An ADM graph can be used to represent any level of abstraction. The node and arc attributes are then used to define the graph level. One objective of the SIDE facility is to integrate systems design by mapping the higher level node abstraction onto both the software and hardware modules in order to configure a complete system.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

At the present time, the SIDE facility embodies a development, design and programming methodology. It does not currently embody a project control or management methodology, but it can be extended to include these also.

20. Describe how your system supports a team development approach.
   (Number of stations/users).

The SIDE facility supports a team development approach both physically and logically. A central data base is created that is accessible by a number of
users. The data can be made read only except to privileged users to protect data integrity.

Logically, a defined graph consists of several nodes, which can be independently developed. Protections may be set so that the designer of a given graph node has complete access to the node data base and only read options for the other nodes in the graph.

21. Describe how your system supports design trade-offs.

Once a graph is completed, a graph or ECSS II simulation can be performed to measure system performance. It is then easy to change a node or its characteristics in the facility and have that change filter through the design. Simulations is then used to see the effects on the system.

22. Indicate the range of problems to which the system can be applied.

The SIDE facility has been targeted to support real-time multiprocessing applications, but the methodology is not limited to these applications. For example, the SIDE system can be used to describe multiprocessing architectures by using nodes to represent hardware modules, and the arcs to represent data and control buses. The node and arc attributes would then describe processor and bus characteristics, respectively.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

The SIDE facility has not currently been commercialized and marketed.
1. Describe how your system supports early detection of inconsistencies, closure and errors.

A wide variety of design inconsistencies and errors are prohibited by AdaGRAPH's (AdaGRAPH is a trademark of The Analytic Sciences Corporation) construction rules. No direct support for closure is provided.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

Completeness checking of AdaGRAPH designs, either an entire design or any subtree of the design, is accompanied by a percent completeness metric. This metric is based upon all attributes of AdaGRAPH design objects.

3. Describe how your system supports documentation, program management and control.

Documentation is supported by the production of a variety of reports:

- graphical and textual module maps
- design graphs
- completeness analyses
- global and local data dictionaries
- Ada PDL
- various other textual views of modules (requirements, specs, . . . )

Program management and control may be enforced by the definition and use of predefined Ada data types and program unit idioms. Any policies may be checked by means of the data dictionaries within AdaGRAPH. Management metrics may be tracked in management views of modules.

4. Describe how your system supports real time design.

Real-time design is supported by directly graphically modeling the tasking aspects of Ada, and by representing the interaction of an Ada system with the operational environment in real-time terms (e.g., external interrupts).
5. Describe how your system supports concurrency, parallelism.

AdaGRAPH supports parallelism and concurrency by graphical rendezvous attributes within the graphical editor, and by translation of processes and their attributes into Ada tasks.

6. Is your system constrained to a particular implementation language (Ada)?

Yes, at present AdaGRAPH supports Ada; however, it could be used as a design tool for other languages which support strong typing and tasking (such as Concurrent C).

7. Does your system produce Ada PDL?

Yes. It produces an Ada PDL automatically from a graphical system design. The PDL produced is compilable and executable.

8. Describe how your system supports life cycle intraphase & interphase communications.

AdaGRAPH is intended to assist in the capture of requirements by dataflow techniques, and to support the high-level and detailed design phases which follow by allowing the user to traverse the dataflow diagrams annotating the design components with ever more detailed software information (such as call decisions, data types, etc.). In this way the transition between the three phases may be arbitrarily defined by the user. Transition to coding occurs at the direction of the user.

9. Is your system automated, executable, compilable?

Yes: AdaGRAPH is automated, and it produces compilable and executable textual Ada PDL.

10. Describe the graphics support for your system.

AdaGRAPH is based upon the Graphics Environment Manager (GEM is a trademark of Digital Research, Inc.) which is similar in appearance to the Macintosh interface. It is a mouse-driven system, using drop-down menus, icons, and keystroke inputs.
11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction concept
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

AdaGRAPH is a process-oriented design system for Ada. As such it has direct support for data flows and control flows as arcs within designs. Control and data flows are not distinct arcs: a control flow is represented as a parameterless data flow, or as the call sequence attribute associated with a data flow. Data flows represent the passage of data values in the system.

Similarly, typing is represented as an attribute of data flow labels, that is the named data being transferred from module to module in the system under design. Typing is supported by the selection of a To-Be-Determined (TBD) typemark. Users may add types on the fly to the library packages.

Abstraction is supported by the abstractional features of Ada (e.g., private types), as well as by the use of higher-than-Ada-level program unit idioms. (A task idiom for interrupt handling abstracts the issues associated with interrupts at a level inexpressible in Ada.) Process and procedural abstraction are supported graphically.

Information hiding is supported by a layered representation of design: AdaGRAPH models a system as a hierarchical directed graph. It is also supported by methodological guidance.

Software reusability is supported in AdaGRAPH through reusable, extensible program unit idioms and by means of the extensible catalog of library units.

AdaGRAPH supports prototyping approaches and evolutionary development by allowing relatively non-complex systems to grow into larger, more elaborate systems, while providing code generation across the effort.
AdaGRAPH currently provides some limited support of packages. Full support for packages and generics will be provided in later releases.

AdaGRAPH uses macros for generation of user definable and extensible program unit Idiom templates.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

AdaGRAPH supports the PAMELA (trademark of G.W. Cherry, Thought**Tools) method, but is not constrained by it. The basic paradigm is system development by process abstraction, similar to structured analysis techniques, but brought up to date with Ada and the software engineering principles behind that language's development.

13. Describe the external tools with which your system interfaces (tool compatibility).

AdaGRAPH interacts with a large number of commercial word processors/editors. AdaGRAPH is currently coupled with a programmable editor called Brief (trademark of Underware, Inc.), and the Alsys Ada Compiler for the IBM-PC series.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

AdaGRAPH strongly encourages hierarchical decomposition by a layered design representation. Flow is generally top-down, although we support limited bottom-up design: use of library units, and type inheritance.

AdaGRAPH provides a collection of system views: a structure-chart-like module map, as well as the data flow graphs used to design the system.

Object-oriented design may be adopted for use with AdaGRAPH, but more than likely that would be after the overall high-level design has been completed, and detailed design is starting.

15. Is your system supported by formal syntax & semantics? Describe briefly.

The graphical constructs used within AdaGRAPH form a formal, graphical language. The semantics are a subset of Ada, and have not been formalized (Ada hasn't been either).
16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

AdaGRAPH Version 1.1 is currently priced at $9,875 (first unit), $9,100 (second-fifth), $8,250 (sixth-tenth), $7,100 (eleventh-twentieth). Site licenses may be negotiated. Annual maintenance is 12% of purchase price. Training has not generally been necessary, although a 3-4 day design workshop is advised. This can be arranged with various contractors, or with TASC, and the cost will be a function of the class size and expenses.

TASC sponsors a 4-day Ada Productivity Workshop which introduces the user to the Ada issues involved in system design, as well as the use of AdaGRAPH as a tool. The cost for that is approximately $950 per person.

17. Indicate the hostability (measure of degree of portability) of your system.

AdaGRAPH is currently hosted on MS-DOS (PC-DOS), and as such will run on a wide variety of machines which support that operating system. AdaGRAPH is written in C.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

Systems engineering with AdaGRAPH is a sensible approach to system prototyping. The designer may determine that a system component should be developed in hardware, and can begin that development with an Ada specification of the component's capabilities.

AdaGRAPH is based upon the modern software engineering principles which motivate Ada: information hiding, strong typing, library units, etc.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

AdaGRAPH is a design and development system for process-oriented system development. It allows some flexibility in method. It embodies a strict
notion of project control, but currently has limited management method constraints.

20. Describe how your system supports a team development approach. (Number of stations/users).

It is possible to use AdaGRAPH on a network of workstations (with a modern disk server and supporting transparent file access) and thereby support team development. On a single workstation, only a single user at a time may be at work, and on a non-networked workstation many users may be supported serially. Top level project designs may be copied to multiple workstations permitting team members to work on different system components.

21. Describe how your system supports design trade-offs.

Trade-offs of software versus hardware components are supported as described in 18. above. Other design trade-offs would have to be managed by the user.

22. Indicate the range of problems to which the system can be applied.

AdaGRAPH is suitable for Ada systems design and development in general: from embedded systems to business applications.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

a. Mr. Dan Wilkinson
   McDonnell Douglas Aerospace Information Services Company
   5301 Bolsa Avenue
   Huntington Beach, CA 92647
   (714) 896-5478

b. Mr. Rich Connally
   Mail Stop 432
   Westinghouse Defense Electronics Center
   P. O. Box 746
   Baltimore, MD 21203
c. Mr. Don King
VITRO Corporation
14000 Georgia Avenue
Silver Spring, MD 20001
(301) 231-2159

d. Mr. Terry Nicholson
Dept. E115, Bldg. 598, Gate 599
McDonnell Douglas Astronautics Company
Highway 94 North and Harpoon Drive
St. Louis, MO 63301
(314) 925-6050

e. Ms. Elizabeth Brinker
Code 522.1
NASA/Goddard Space Flight Center
Building 23/E429
Greenbelt, MD 20771
(301) 286-3129
Syscon Corporation
3990 Sherman Street
San Diego, CA  92110
Syscon Corporation

1. Describe how your system supports early detection of inconsistencies, closure and errors.

The SKETCHER tool formally applies to high level software design activities. In this capacity, SKETCHER assists with the development of the Top-Level software architecture and subsequent design refinements. SKETCHER supports the early detection of Top-Level design anomalies by 1) the enforcement of the Ada language semantics and syntax during the Object Oriented Design Diagram generation process, and 2) by the generation of compilable PDL files that accurately reflect the respective design diagrams.

The PEP tool formally applies to the Top-Level and Detailed-Level design activities. The output of the PEP tool is an enhanced PDL prototype files that is 1) compilable for the verification of the corresponding PDL representation, and 2) executable to support correctness validation of the design at these level.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

The SKETCHER and PEP tools produce boolean type progress metrics, which assess the consistency and correctness of the current state of the design. Progress is measured by 1) the compilation of SKETCHER produced PDL (with no detected errors), and 2) the compilation and execution of PEP produced enhanced PDL prototype(s). In utilizing the results of a prototypes execution, progress may be further measured (or quantified) based the number of design requirements satisfied.

3. Describe how your system supports documentation, program management and control.

The SKETCHER tool directly supports design documentation activities in that the graphic Object Oriented Design Diagrams and the corresponding PDL representations are consistent as design iteration and refinement activities occur.
Both tools indirectly support program management and control in that they operate on Ada compilation unit boundaries. Given that DoD-STD-2167 CSCI, TLCSC, CSC, and LLCSC terminology and definitions map to Ada compilation units, then the design generation, verification, validation, validation and documentation output products of the SKETCHER and PEP tools support program management and control activities.

4. Describe how your system supports real time design.

The SKETCHER and PEP tools are generally applicable to any Ada software development project. They are not limited to, nor excluded from, use on the development of specific software applications. The requirements that drove the SKETCHER tools development (i.e., graphic conventions and PDL generation requirements) were formalized on a research and development project involving the use of the Ada language in the development of communication system software. This development took into account the employment of a layered architecture, the implementation of standardized protocols, prioritized concurrent processing, common dynamic buffer management and timing services.

Both SKETCHER and PEP provide the means to express the requirements and mechanizations (e.g., size and time constraints, parallel processing) associated with real time software. PEP in particular, is designed to address the risks associated with real time software development, by permitting rapid prototyping of critical algorithms, implementation strategies, and interfaces.

5. Describe how your system supports concurrency, parallelism.

The SKETCHER and PEP tools support the syntax and semantics of tasks, as specified by the Ada language, as follows:

The SKETCHER tool provides interactive commands for the declaration of tasks and the inclusion of task body structure skeleton statements within the generated PDL. It does not support task types or objects, although this capability is a planned tool enhancement scheduled for FY 1987.

The PEP tool supports the full range of parallelism supported by the Ada language, extended to provide for execution tracing of task activation, termination, and rendezvous events. It also provides for the time stamping of rendezvous event occurrences.
6. Is your system constrained to a particular implementation language (Ada)?

Yes. Both the SKETCHER and PEP tools are strictly limited to the semantics and syntax of the Ada language as specified by MIL-STD-1815A. In the case of the PEP tool, the PDL representation that can be submitted to the tool is extended as per the grammar presented with the response to question 7 below. Furthermore, both tools are implemented in the Ada language.

7. Does your system produce Ada PDL?

The grammar to be used by PEP consists of full Ada augmented by the use of embedded English comments which are contained within square brackets ("[ English ]"). A subset of this grammar, shown below in Backus-Naur form, illustrates the application of the square bracket notation. The symbol "=>" has been used to highlight the location where the square brackets notation has been inserted into the Ada language. (See Figure 1 on the following pages)

8. Describe how your system supports life cycle intraphase & interphase communications.

Figures A and B illustrate the generalized activity flows associated with the use of the SKETCHER and PEP tools. The tools were designed to accommodate the highly iterative activities associated with the software development process in general. The scope of the flows (i.e., interphase or intraphase) are user and/or methodology dependent and are not limited by the tools' characteristics or functionality. The use of graphics and PDL have historically proven to be efficient and effective means of communication between development phase activities, between development group members, for internal reviews, for formal reviews with customers, etc.

9. Is your system automated, executable, compilable?

Yes. Both SKETCHER and PEP are automated and executable tools, implemented in the Ada language. Both tools produce compilable PDL files as products, and in the case of PEP, the output product is an executable and enhanced version of the submitted PDL representation.
SQUARE_BRACKETS ::= 
"[ any english language structure with no embedded quotes or brackets ]"

SUBPROGRAMS

SUBPROGRAM_SPECIFICATION ::= 
procedure IDENTIFIER (FORMAL_PART) / 
function DESIGNATOR (FORMAL_PART) return TYPE_MARK

FORMAL_PART ::= 
( SQUARE_BRACKETS ) 
( PARAMETER_SPECIFICATION 
:PARAMETER_SPECIFICATION) 

STATEMENTS

SEQUENCE_OF_STATEMENTS ::= 
STATEMENT (STATEMENT)
STATEMENT ::= 
{LABEL} SQUARE_BRACKETS 
{LABEL} SIMPLE_STATEMENT 
{LABEL} COMPOUND_STATEMENT

EXPRESSIONS, ET. AL.

EXPRESSION ::= 
RELATION (and RELATION) 
RELATION (and then RELATION) 
RELATION (or RELATION) 
RELATION (or else RELATION) 
RELATION (xor RELATION)

RELATION ::= 
SQUARE_BRACKETS 
SIMPLE_EXPRESSION 
[RELATIONAL_OPERATOR SIMPLE_EXPRESSION] 
SIMPLE_EXPRESSION [not] in RANGE 
SIMPLE_EXPRESSION [not] in TYPE_MARK

DECLARATION

DECLARATIVE_PART ::= 
BASIC_DECLARATIVE_ITEM (LATER_DECLARATIVE_ITEM)
BASIC_DECLARATIVE_ITEM ::= 
SQUARE_BRACKETS 
BASIC_DECLARATION 
REPRESENTATION_CLAUSE 
USE_CLAUSE

GENERIC

GENERIC_DECLARATION ::= 
GENERIC_SPECIFICATION 
GENERIC_SPECIFICATION ::= 
GENERIC_FORMAL_PART SUBPROGRAM_SPECIFICATION 
GENERIC_FORMAL_PART PACKAGE_SPECIFICATION 
GENERIC_FORMAL_PART ::= 
generic (GENERIC_PARAMETER_DECLARATION)
GENERIC_PARAMETER_DECLARATION ::= 
( SQUARE_BRACKETS ) 
IDENTIFIER_LIST : [in (out)] TYPE_MARK 
[:=EXPRESSION] 
type IDENTIFIER is GENERIC_TYPE_DEFINITION 
PRIVATE_TYPE_DEFINITION 
with SUBPROGRAM_SPECIFICATION [is NAME] 
with SUBPROGRAM_SPECIFICATION [is ```];
The Ada PDL grammar summary given above supplements that of the Ada language itself, and is used as the criteria by which the correctness of the syntax of PDL being processed is judged. The following are examples of the correct use of square brackets in Ada PDL.

```ada
with TEXT_IO;
generic
  [ generic parameters are yet to be defined ]
procedure ADA_PDL_EXAMPLE
  ( [ input and output parameters to be defined ] ) is
  -- This procedure is example of the use of square
  -- brackets to defer detail during PDL writing.

  [ type LOCAL_TYPE is not yet completely defined ]
type NEW_INTEGER is range [ lower to upper values ];
begin
  -- start processing
  [ initialize the system ]
  TEXT_IO.PUT_LINE ( " hi there novice user " );
  -- complete processing

  [ shut down the system ]
exception
  when others =:
    [ handle errors appropriately ]
end ADA_PDL_EXAMPLE;
```

Figure 1 (cont'd)
Figure A ADA GRAPHIC NOTATION FLOWS

Figure B RAPID PROTOTYPING FLOWS
10. Describe the graphics support for your system.

The SKETCHER tool is an interactive graphics design tool that supports the development of software architectures and subsequent design refinements. SKETCHER currently operates with a Tektronix 4107 series bit-mapped color graphics terminal. The Ada Graphic Design Notation utilizes icons that are derived from the works of Booch's Object Oriented Design representations and Buhr's graphic conventions.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Early prototyping and rapid prototyping are supported by the SKETCHER and PEP tools. SKETCHER provides an interactive tool for the development of prototype PDL skeleton shells which front ends the PEP tool. This forms an automated means for the development of experimental prototypes (possibly during the requirements definition phase) or more formal rapid prototypes that may be generated at the design or coding phase of a development.

Software reusability is supported by the SKETCHER tools ability to interactively generate software architecture components that address reusability issues such as the localization of specific hardware and/or operating system interfaces to unique package areas.

Information hiding is supported by both tools by their ability to both hide and defer details. Local (e.g., to a package) information can not be accessed without being explicitly exported. Both tools support the deferral of levels of detail, which are unimportant at the current design level.
Packaging concept is supported by the SKETCHER and PEP tools by the adherence to the Ada language package feature as specified by the Ada language.

Abstraction is supported consistent with the Ada language.

Typing is supported consistent with the Ada language by PEP. This support is extended to include the ability to examine and set objects of arbitrarily complex data types. SKETCHER’S support of typing is limited to the identification of key data types, which is often critical even at architectural levels of the design process.

Preliminary development is supported directly by SKETCHER by the use of generalized “TBD” types and objects.

Generics are supported by the SKETCHER and PEP tools by the adherence to the Ada language generic feature as specified by the Ada language.

Mixers are not supported by SKETCHER or PEP.

Data flows and associated analysis activities are supported by the prototype and a tracing options of the PEP tool.

Control flows are supported by SKETCHER through the ability to indicate subprogram and task entry calls on the diagram. PEP supports the processing of all Ada forms of flow control.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

There are no paradigms built directly into either PEP or SKETCHER. However, the User’s Manuals of both provide usage guidelines which, when followed, result in significantly improved productivity and designs.

13. Describe the external tools with which your system interfaces (tool compatibility).

Both SKETCHER and PEP communicate with other system tools through the use of standard text files, which contain the Ada PDL, being produced or being processed. This is implemented through the utilization of Ada’s 

The mechanism permits SKETCHER and PEP to interface with a wide variety of existing tools including tools such as text editors, compilers, configuration managers.
14. Describe how your system supports hierarchical decomposition and flow direction (top-down, bottom-up, both, etc.), architectural perspectives (designer productivity) and object-oriented design.

SKETCHER was designed and developed to specifically support object-oriented design for Ada software. The graphical design commands supported by SKETCHER include both topdown (e.g., creation of a subprogram within an existing object) and bottomup (e.g., creation of a package or subprogram encapsulating existing objects). The designers flexibility/creativity is further supported by the ability to move and resize objects anywhere on the diagram which would not result in illegal Ada syntax or semantics. SKETCHER’s command repertoire includes all the commands necessary to support any decomposition technique.

Because PEP processes Ada PDL without any constraint based on past processing (e.g., compilations), it supports any design variation possible. Its flexibility and adaptability permit the rapid prototyping of alternate design concepts, thereby encouraging the designer’s creativity in developing the final design solution. PEP’s support for various types of hierarchical decomposition is essentially equivalent to that of any conforming Ada Program Library (i.e., there are no restrictions except on compilation order).

15. Is your system supported by formal syntax & semantics? Describe briefly.

Yes. PEP and SKETCHER support the generation and processing of a formally defined Ada PDL which is defined in Backus-Naur form (see the response to question #7 for a summary of the grammar) and has been verified using various analysis tools. The Object-Oriented Design Diagram conventions (which were adapted from the works of Buhr and Booch) are of necessity formal, to permit the on-the-fly semantics checking which is performed by SKETCHER. The formal definition is given in the SKETCHER User’s Manual.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

SKETCHER and PEP are both currently proprietary tools of SYSCON, and no such cost for the software is currently not available. The following utilization requirements are nominal based on SYSCON’s internal experience.
SKETCHER
Required Hardware: Graphics Terminal (e.g., TEK 4207)
Graphics Printer (e.g., TEK 4696)
Required Software: None
Required Training: Approximately 4 hour class
(proficiency takes approx 1 week of use)

PEP
Required Hardware: None
Required Software: Compatible Ada Compiler and Command Language Interpreter
Required Training: Basic Usage - 2 hour class
Advanced Usage - 3 day class
Required Expendables: None
Notes: An ANSI style terminal will improve display efficiency during prototype execution.

17. Indicate the hostability (measure of degree of portability) of your system.

Both SKETCHER and PEP are written in Ada to obtain the maximum amount of hostability possible. SKETCHER contains no system (host) dependencies and should be nearly 100% rehostable as is (this has been our experience to date). PEP utilizes the host Ada compiler and is partially written in the host's command language. The inter-program communication mechanism and command language facilities used by PEP are all very simple, to minimize the effort required to rehost the tool. The balance of the PEP software is written in Ada, and should be 100% rehostable.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

SYSCON's tools use the inherent capabilities of the Ada language to provide for interdisciplinary representations. At the top-level of system design or engineering, SYSCON typically uses "virtual packages" to encapsulate functional requirements, without necessitating a commitment to a particular implementation method (e.g., hardware or software). The utilization of Ada's interface definition mechanisms provides a method for capturing the details of the current level of abstraction while deferring decisions about lower levels.
19. How complete is the methodology - do its principles embody:

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

A high level overview of the software methodology utilized by SYSCON is presented in Figure C (on the following page). This methodology is strongly oriented toward the cited development methodology category. The SKETCH-ER and PEP tools, together with a validated Ada compiler, are the primary development tools components of an APSE currently utilized by SYSCON for the development of Ada software.

Other tools that are also part of the APSE are presented in the table on Figure C. These facilities are included for completeness in the presentation of the methodology. Specific details of the APSE tool facilities, with the exception of the SKETCHER and PEP tools, are beyond the scope of questionnaire.

20. Describe how your system supports a team development approach.
   (Number of stations/users).

Both SKETCHER and PEP are multi-user systems which can be used by as many designers as the host hardware is able to computationally support. Integration of several teams/individual efforts is accomplished at the program library level (e.g., through compilation of the Ada PDL). The absence of a built-in configuration management scheme permits SKETCHER and PEP to be ported to a wide variety of APSE’s with minimal impact on existing CM systems.

21. Describe how your system supports design trade-offs.

One of the prime motivations of both SKETCHER gives a designer the capability to develop and evaluate many different design architectures prior to committing to the one which best addresses all requirements. PEP’s ability to generate rapid prototypes gives the designer an opportunity to perform detailed evaluation of algorithms, data structures, and approaches prior to full-scale development.
<table>
<thead>
<tr>
<th>DOD-STD 2167 Level</th>
<th>Development Phase</th>
<th>Parallel/Support Activity</th>
<th>Applicable Tools</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre-Software</td>
<td>Concept</td>
<td>Ada Development (1,2,3,4)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Formulation</td>
<td>Environment (5,6)</td>
<td>Indoctrination (7,8,9)</td>
</tr>
<tr>
<td>Software Requirements Analysis</td>
<td>Software Architecture</td>
<td>Rapid Prototyping (5,6,11)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Formulation</td>
<td>Standards/Metrics (7)</td>
<td></td>
</tr>
<tr>
<td>Preliminary Design</td>
<td>Top Level Design</td>
<td>Formal Design (5,6)</td>
<td></td>
</tr>
<tr>
<td>Detailed Design</td>
<td>Detailed Level Design</td>
<td>Integrates (6,9,10,11)</td>
<td></td>
</tr>
<tr>
<td>Coding &amp; Unit Test</td>
<td>Code &amp; Debug Development</td>
<td>(8,9,10,11)</td>
<td></td>
</tr>
<tr>
<td>CSC Integration</td>
<td>Test &amp; Integration Formal Testing (6)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>CSC Integration Test</td>
<td>Evaluation</td>
<td>Software Metrics (8,10,11)</td>
<td></td>
</tr>
</tbody>
</table>

**Figure C ADA BASED DESIGN METHODOLOGY OVERVIEW**

**MAPSE DEVELOPMENT TOOLS SUPPORT TOOLS**

(1) Ada Compiler (5) SKETCHER (6) PEP (8) Ada Statement Analyzer
(2) Source Line Editor (9) Pretty Printer
(3) Library Management (10) Abstractor
(4) Debugger (11) Ada Architecture Analyzer
22. Indicate the range of problems to which the system can be applied.

PEP and SKETCHER are generic software development support tools applicable to development of systems of all kinds. In certain circumstances, for example the development of a trusted system using a specification language, standard procedures may have to be altered somewhat. Any system which can be developed using Ada PDL as part of the design process, can successfully utilize SKETCHER and PEP.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Both PEP and SKETCHER are proprietary tools of SYSCON Corporation. In that role, they are used to support SYSCON's ongoing Ada activities, and are thoroughly integrated into the SYSCON Ada Software Development Methodology.
NOTE: The system that is described in the following answers is the AGDS. Some parts of the system have been prototyped using IRAD funds as a "proof-of-concept", but there is not yet funding for a complete system, and no plans to produce a commercial product.

NOTE: SADT is the name of the original method devised by SofTech, and IDEF0 is the public domain name. The terms are used interchangeably in this discussion.

1. Describe how your system supports early detection of inconsistencies, closure and errors.

There are two forms of consistency checking. First, the IDEF0 drawing package prevents the user from drawing illegal IDEF0 diagrams (such as arrows or boxes in the wrong place). Second, we have developed the set of rules for checking global consistency (duplicate arrow or box names, diagrams with external inputs that don't match the parent, etc.).

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

No response was provided for this question.

3. Describe how your system supports documentation, program management and control.

IDEFO is designed to include a documentation system. As such, the completed AGDS would include the IDEF0 documentation. Further, it is planned that the system would allow Ada code, including comments, to be hidden behind the IDEF0 information.

4. Describe how your system supports real time design.

No response was provided for this question.

5. Describe how your system supports concurrency, parallelism.

IDEFO diagrams normally contain no information about the timing of events, so that functions can happen consecutively or concurrently. We have extended the IDEF0 diagrams to include timing information, so that the user can specify concurrency.
6. Is your system constrained to a particular implementation language (Ada)?

Much of the system (IDEFO construction, consistency checking, simulation, etc.) is language independent. However, the method used for the final translation to PDL is currently based on Ada.

7. Does your system produce Ada PDL?

Yes. It produces a compilable super-structure of an Ada program.

8. Describe how your system supports life cycle intraphase & interphase communications.

The entire design process is done by using behavioral IDEFO. These diagrams can be verified, simulated, reviewed by others, and checked for reusability.

Once the design enters the programming phase, high level Ada code is automatically generated, which can be filled in to produce running programs. These programs can again be simulated.

As the system enters the maintenance phase, running programs can be returned to the IDEFO semantic database for purposes of documentation and reusability.

9. Is your system automated, executable, compilable?

The system is planned as an automated system, producing compilable Ada code.

10. Describe the graphics support for your system.

Design and review are handled by a graphics front-end. Running on an IBM PC, simulation also utilizes graphics.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
Software reusability is planned to be handled by access routines to a IDEFO database. The user has the ability to browse, request specific routines, find reusability information, and look for common functions.

Information hiding is done by using the hierarchical structure of IDEFO to hide lower levels of the design. Further, the system will be able to hide Ada code within the SADT diagrams.

Packaging is used in the generation of the Ada code. Each box within an IDEFO diagram becomes an Ada package.

Typing is user controllable.

Generics are implicit in the conversion method.

Data and control flows are both supported by IDEFO.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

The most efficient way to build systems is to design in behavioral IDEFO, ignoring programming considerations. This design requires graphics, workstations, simulation, verification, review, and reusability.

The second part of system design is iterating between code and design.

13. Describe the external tools with which your system interfaces (tool compatibility).

There are converters for moving from the IDEFO semantic database to other tools.
14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

IDEFO is designed as a hierarchical method. As such, there are people using our tool from the top-down, or bottom-up.

15. Is your system supported by formal syntax & semantics? Describe briefly.

See papers on SADT and IDEFO.

16. Outline typical utilization costs for your system (cost of acquiring, using, training & maintaining it).

No response was provided for this question.

17. Indicate the hostability (measure of degree of portability) of your system.

Currently, it requires an MS/DOS machine. The design for the final system requires any workstation and main-frame combination.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

IDEFO has been used in software, hardware, factory automation, personnel procedures, and hundreds of others.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

It includes design and development.
20. Describe how your system supports a team development approach. (Number of stations/users).

Users work at workstations. Diagrams on placed in a database on a mainframe, to be reviewed by others at their workstations.

It is planned that the completed diagrams and code of different organizations can be checked for consistency, and simulated or combined on the mainframe.

21. Describe how your system supports design trade-offs.

No response was provided for this question.

22. Indicate the range of problems to which the system can be applied.

No response was provided for this question.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

No response was provided for this question.
1. Describe how your system supports early detection of inconsistencies, closure and errors.

The central module of the PadTech Design Core is an inference engine called the “process machine.” The process machine applies system- and user-defined rules of logic (inferences and constraints) to construct a knowledge base that contains the process design. The process machine is thereby able to detect inconsistencies immediately. It will not allow the user to enter logically inconsistent facts in the knowledge base.

By definition, the knowledge base, built and maintained by the process machine is assumed to be a closed world. This means that the knowledge base is the universe. A fact can only be true if the supporting data is included in the knowledge base. The process machine detects immediately any logical assertion or query that would violate this closure principle and informs the user or expands the knowledge base as appropriate.

The process machine has built-in error handling that can inform the user of any errors resulting from attempted logical operations. The error is reported through either the textual or graphics interface to the process machine.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

The PadTech Design Core has not automated the production of quantifiable metrics.

3. Describe how your system supports documentation, program management and control.

The PadTech Design Core does not provide pre-packaged automated project management tools for documentation, program management or access control. These features, however, can be treated as universal attributes of objects in the system design. Hence, like any other object attribute, they can be provided for and even made mandatory when using PadTech to design a system. Therefore, these features are completely customizable for each project.
4. Describe how your system supports real time design.

The PadTech Design Core is intended to meet the needs of real time design. Time in the PadTech Design Core is treated as a sequence of events. The operation of PadTech processors can be synchronized with a real time sequence of events to any granularity required by the system designer.

5. Describe how your system supports concurrency, parallelism.

The PadTech Design Core supports the creation of designs with massive parallelism, and allows the designer to incorporate as much concurrency as allowed by the problem. It supports the notion of “processors.” Processors are, in essence, executable objects triggered by changes in the state of the knowledge base. The result of executing a processor is called an event. An event actually marks a state transition and, in general, signifies the creation/termination of an object or a set of objects and the relations connecting them. A “process diagram” is used to capture the “trigger rules” and “processor-produces-event” relationships that together describe a complete process. The trigger rules, which determine under what conditions a processor will “fire,” can be quite complex and introduce concurrency.

Anytime the trigger rule conditions are met (i.e., anytime that the state of the universe of discourse is as described in the trigger rules) then a processor will fire. If the trigger rule calls for a processor to be fired for every instance of a particular object (or set of objects and their relationships) then the processors are made to execute concurrently. At that point, each processor is autonomous. Communication takes place strictly through the knowledge base. There is theoretically no limit on the number of concurrently fired processors.

6. Is your system constrained to a particular implementation language (Ada)?

The PadTech Design Core is not constrained to create designs for a particular language. In fact, a PadTech design may be used to integrate modules implemented in diverse languages.

7. Does your system produce Ada PDL?

The PadTech Design Core will have full Ada PDL production capability in Revision 2.00. A prototype Ada PDL production capability will be demonstrated with Revision 1.00. Designs produced by PadTech are particularly well-suited to support Ada software engineering principles.
8. Describe how your system supports life cycle intraphase & interphase communications.

One of the goals of the PadTech Design Core is to elevate and automate the role of a process architect and to totally integrate the design work of the architect with the implementation of the engineer. The result is that the traditional boundaries between design and implementation phases of the software life-cycle are not distinct. Indeed, the dichotomy between design and implementation is largely removed. PadTech is built upon the notion of "archtyping." The early results of the design effort are, in fact, more than a prototype; it is actually the basis for building the application.

At the same time, the designer is able to quickly modify the model whenever new information requires a change to his/her plans. The result is an unusual rapid prototyping approach and not a strict waterfall software development life cycle model.

9. Is your system automated, executable, compilable?

Various aspects of the PadTech Design Core are fully automated. For example, the graphics design tool automatically generates PADL (Process Architecture Design Language) which is then sent to the process machine to query/modify the knowledge base. This same approach is used to implement 3D3L processors that communicate with and are integrated by the process machine. ADT provides libraries for generating PADL in order to automate this approach. "Processors" in the ADT vernacular are executable objects. ADT does not offer PADL compilation capabilities at this time.

In terms of translation from the ADT design language (PADL) to Ada, the production of Ada (or Ada PDL) is automated. ADT does not provide an Ada language processor.

10. Describe the graphics support for your system.

The PadTech Design Core offers two fully functional user interfaces, one textual- and one graphics-based. The graphics-based module is called PadSurface. PadSurface is currently implemented on a Silicon Graphics color, high-resolution workstation. The user interacts with the system through a mouse and the keyboard. The graphics interface allows the user to create both types and instances. It supports three system-supplied diagram types (entity diagrams for planning, concept diagrams for data design, and processor diagrams for flow control) as well as user-defined diagram types.
11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Because many of the concepts are related, and some do not have generally accepted definitions, we have discussed the concepts as a group in the context of the PadTech methodology. The PadTech Design Core takes a unique approach to the software design process. This approach makes use of many concepts commonly found in object-oriented and logic programming environments. In particular, the notions of types, instances of, software reusability, and abstraction are handled in a very sophisticated and complete manner. A few definitions of the PadTech concepts are included in this questionnaire.

The PadTech Design core consists of a knowledge base, the process machine and various interface systems including a PADL editor-interpreter and Padsurface (a graphics interface). The knowledge base is divided into the information base and the rule base. The rule base contains constraint rules, inference rules and consistency rules. The process machine is responsible for creating and maintaining the knowledge base. The process machine receives messages from processors (reusable executable software modules). The messages may be queries, realm modifications or triggering requests.

A realm provides granularity in the knowledge base. It is a portion of the world from a particular point of view. A realm consists of a state of affairs; i.e., objects that bear relations to one another. Some of these objects are executable and are called processors or operators.

Everything occupying a realm is an object. A type is an object that presides over its instances. A type is a prototype or template that specifies a pattern to which it instances must conform (inheritance rules are applicable). One object is a subtype of another if and only if they are distinct
and necessarily every instance of one is an instance of the other. Objects may have attributes. An attribute is a binary relation and the value of an attribute is an object of a type that satisfies the intension of the binary relation. The relation itself has various attributes including cardinality. Hence relations can be mandatory or optional, and an upper bound for the number of instantiations of the relation can be enforced. An attribute is either a property or a component. An attribute is a component if a change in its values for a given object actually changes the identity of that object.

A partition of a given type is a collection of subtypes, constrained to share no instances.

A processor is an executable object. An event type is a type that signals the transition of the knowledge base from one state to another. Events are produced by processors and, in turn, can trigger other processors.

Activities are high-level looks at parts of a process. An activity produces products. In turn, products are in consumed by activities.

A diagram is a collection of instances of types given in the diagram's view, further restricted by the diagram's space, and limited to a particular realm. An activity diagram contains only activities, products, and the relations produces and consumes. A Processor diagram contains only processors and events, and the relations produces and triggers. Processors can be divided into action processors that must always produce an event and decision processors that produce an event only under certain predefined conditions. Concept diagrams contain various user-defined types, not included in activity or processor diagrams. Concept diagrams are linked to activity diagrams through the products.

Processor diagrams are linked to activity diagrams through the activities. Activity diagrams are linked to user-defined subjects. Concept diagrams capture dataflow information. Process diagrams capture control flow information.

The PADI interpreter supports the notion of PADI macros that accept parameters and act as functions.
12. Is there a paradigm embedded in your system? If so, describe it briefly.


This paradigm combines elements of an object-oriented approach with logic programming environments. The result is a proprietary paradigm which supports not only "conceptual analysis" but also provides an integration platform to control the execution of "conceptual processors."

The actual basic model underlying the product is customizable. Hence the user can elect to hide the PadTech paradigm by placing some other methodology as a shell over the packaged basic model. Hence the product can be made to support a variety of standard methodologies.

13. Describe the external tools with which your system interfaces (tool compatibility).

The PadTech Design Core includes a runtime library designed to allow external tools to communicate with the process machine. Any tool capable of manipulating string parameters (character data type) can make use of the PADL Statement Builder library.

This set of routines will generate PADL statements and send them to the process machine. It also facilitates PadTech knowledge base queries.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The PadTech Design Core supports the analysis of systems in a manner similar to that used in most object-oriented and logic programming environments. In general, the emphasis is on conceptual analysis: i.e., a logical decomposition of the problem into a set of objects and relations between objects. PadTech takes the design methodology much further than most object-oriented or logic programming tools and even includes a method for very high-level planning.
15. Is your system supported by formal syntax & semantics? Describe briefly.

The PadTech Design Core defines a process architecture design language known as PADL. The syntax for this language is formally defined by the BNF-like input for the Unix tools LEX and YACC. (YACC accepts specifications which define a LALR(1) grammar with disambiguating rules. The semantics for PADL have been defined in predicate calculus. The actions of the process machine (inference engine) can also be defined in predicate calculus.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

The beta revision of the product requires a Silicon Graphics 3010 terminal and a Data General DS/7500 workstation. The total cost of the Silicon Graphics hw/sw is approximately $46,110. The total cost of the Data General hw/sw is approximately $31,520. The initial cost of ADT's software product, the PadTech Design Core, is $35,000. Monthly support cost for the Design Core is $350.

17. Indicate the hostability (measure of degree of portability) of your system.

ADT intends to port the PadTech Design Core product to a number of systems in 1987. The product is written in Common Lisp and C to facilitate porting activities. At this time, the product is available only in the Silicon Graphics - Data General configuration described above.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The PadTech Design Core is intended to be interdisciplinary. It promotes the notion of a process architect. PadTech processes can be implemented in computer software and hardware, physical systems, or people. The symbols and terminology chosen to represent the process design are customizable by the process architect. Therefore, the tool can be used by a variety of experts (engineering or otherwise).
19. How complete is the methodology - do its principles embody:

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

The PadTech Design Core embodies a planning, design, development and, to some extent, a programming methodology (although the emphasis is at a system level and is not necessarily applicable on the traditional algorithmic level of 3GL structured programming).

The PadTech Design Core does not enforce or assume a particular project control or management methodology.

20. Describe how your system supports a team development approach. (Number of stations/users).

The PadTech Design Core Revision 1.00 has been implemented on a single user workstation (one station per user). Full multi-user (team) access to a single design knowledge base will be available in Revision 2.00 expected to go to Beta test in June of 1987.

21. Describe how your system supports design trade-offs.

The PadTech Design Core provides a system architect with a very powerful set of tools to facilitate the production of dynamic, flexible process designs. The architect is, therefore, able to modify designs or try new approaches very easily.

22. Indicate the range of problems to which the system can be applied.

The PadTech Design Core is applicable to a wide range of problems. It is best used for very large, complex systems with a high degree of concurrency required. Any process, computer-based or otherwise, can be analyzed or designed using the PadTech Design Core.
23. List the names, addresses, and phone numbers of five (customers) major users of your system.

As of January 1, 1987, only an Alpha version of the Design Core has been released. The Beta version of the product is expected to be released by February 1, 1987, and Revision 1.00 is expected to ship by April 1. ADT has two Alpha customers listed below:

1. Data General Corporation
   ATTN: Peter Dooman
   400 Computer Drive
   Westborough, MA 01580
   Phone (617) 870-6348

2. Coopers & Lybrand Associates Ltd
   ATTN: Hans Delter Scholz
   Plantree Court
   London EC4A 4HT
   Phone 01-583-5000

Note: It is the intention of Data General to both use the product internally to help meet the needs of their corporate MIS group and to market the product in both the commercial and federal marketplaces.

Coopers & Lybrand U.K. has successfully used the product in their role as consultants to the British Royal Navy. They intend to use the product in various other consulting projects both within Great Britain and the rest of Europe.

Both DG and CAL can provide further information concerning their use (or their clients' use) of the product.
AD CAD, Inc.

1. Describe how your system supports early detection of inconsistencies, closure and errors.

By its very nature, the descriptions and specifications in STATEMENT1's visual language are precise, yet clear and comprehensive, and thus allow for relatively easy manual detection of design errors and inconsistencies from the earliest stages.

The descriptions are completely 'understood' by STATEMENT1, thus allowing for automatic testing and simulations of the system under description (henceforth, the SUD) right from the start. Consequently, even if the description at a given point in time is very high-level and lacking most low-level details, it can be simulated and tested for consistency, completeness and many additional nontrivial properties at the level of detail that happens to be available.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

STATEMENT1 does not provide any explicit progress metric. We do not really believe that the distance from an ultimate final specification can be measured by naive numerical means. One can label entities in STATEMENT1 as 'not fully specified yet' and count how many such remain, and similarly one can count the levels of detail already present in the description and try to estimate how much deeper the final description will go. Obviously, however, such metrics cannot be overly significant.

3. Describe how your system supports documentation, program management and control.

STATEMENT1 provides extensive documentation facilities, including several kinds of graphical outputs, fixed format documents (such as data dictionaries, interface documents, N-square charts, etc.) and, in the near future, also user-specified documents that will be able to adhere to the many standards in the field. The main point to note is that STATEMENT1 contains and understands a vast amount of intricate information about the structure, functionality, data-flow, and, notably, dynamic behavior of the SUD. It can thus retrieve subsets of that information either explicitly using a powerful query language, or implicitly using document generation.
STATEMENT 1 will support conventional project management facilities, including version control and limited user access when working in a multiple-user environment.

4. Describe how your system supports real time design.

STATEMENT 1 was designed with complex, computer-embedded real-time systems in mind. It is difficult to describe the entire approach in a few words, but it might suffice to say that STATEMENT 1 utilizes a novel formalism, statecharts, for the behavioral description of such systems. Statecharts are described in:


Time (and real-time in particular) is captured in statecharts by special timeout events that are used to limit the time of being in a state, waiting for an event, executing an activity, etc. Since essentially all entities in STATEMENT 1 are multi-level and hierarchical, including (among other things) states, events and activities, the expressive power of these timing specifications is very rich. It goes without saying that the simulation and testing capabilities take the timing constraints fully into account.

5. Describe how your system supports concurrency, parallelism.

Again, dealing with the concurrency and parallelism inherent in complex systems is among the main concerns behind the STATEMENT 1 system. In fact, one of the main features of statecharts is the extension of finite state machines and their diagrams to cater for concurrent state-components, on all levels, via the orthogonality construct. This removes a major obstacle from the use of the very natural state-based formalisms for really complex systems - the state-space explosion phenomenon.

6. Is your system constrained to a particular implementation language (Ada)?

No. STATEMENT 1 can be compiled, in principle, into any high-level programming language, and for that matter also into microcode or silicon. Its database holds all information in a simple internal format suitable for manipulation in any such language.
7. Does your system produce Ada PDL?

Not yet, although the production of Ada PDL should be possible in a few months. The difficulty is in the rich expressive power of the languages of STATEMENT1 relative to Ada PDL. A subset of the STATEMENT1 languages that matches the capabilities of Ada PDL more closely could be treated for Ada PDL production quite painlessly in a very short time.

8. Describe how your system supports life cycle intraphase & interphase communications.

It does so by being based on languages that are, on one hand, clear and easy enough to serve as the lingua franca of the preliminary specification phases of the life cycle, even those parts carried out by the client or potential user, and, on the other hand, precise and rigorous enough to be fully simulated and tested as a prototype of the final implemented system. Descriptions of the SUD on varying levels can thus be communicated between groups and across phase boundaries, since they are all carried out in the same three graphical languages, and are supported by the very same system.

9. Is your system automated, executable, compilable?

Yes, yes and no. STATEMENT1 is fully automated as explained above. It is executable in the sense that its descriptions can be 'run' in precise simulations of the desired SUD's behavior, including indications of the functions and activities being carried out, the data and control signals flowing, the components and subsystems active, and the changes that take place in modes, states and conditions. It is, as of now, not directly compilable into code, though work on compilation into Ada is underway.

10. Describe the graphics support for your system.

Here, too, the topic begs for an extensive response, which is beyond the scope of these notes. Actually, to say that STATEMENT1 'has graphic support' is a gross understatement - it is really a graphical system per excellence. The underlying philosophy of STATEMENT1 is not that formal descriptions should be supplemented by graphics, but that they should be entirely graphical. STATEMENT1 allows for the specification of the SUD from three complementary and interrelated points of view, structural, functional and behavioral, and each is described using a novel diagrammatic language (respectively, module-charts, activity-charts and statecharts). The languages have several common features, including hierarchy depicted by
encapsulation, modularity, multi-level connections, etc. The graphic editors support the usual kind of insert, delete, zoom, pan, scroll, move and copy instructions, in a menu-driven way, with the system translating all graphical information into internal representations in its database.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

In a way, STATEMENT1 can be claimed to support most of these concepts, though not always explicitly. STATEMENT1 definitely provides both early and rapid prototyping, by the formal, precise and fully detailed simulations, as explained earlier. Reusability and macros are supported insofar as the descriptions are highly modular, and thus can be 'plugged into' many different places, and reused in other contexts. This applies to states ('behavioral macros') activities ('functional macros') and even components and modules ('physical macros'). Information hiding, packaging (indirectly) and abstraction are supported by virtue of the 'deep' hierarchical nature of all STATEMENT1 descriptions. For example, activities impose strict scoping rules, not unlike those found, (e.g., in Pascal or Ada), so that internal events, conditions, signals and data are hidden from higher levels and exterior entities. Data and control flow are basic to, respectively, activity charts and statecharts, and show up very clearly in the graphics, as well as in the simulations and the reports and documents.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

No, none of the usual (overkilled) ones. We believe in clear, precise and simulatable descriptions of all aspects of the SUD, with a firm commitment to what one might call 'visual formalisms' i.e., formal diagrammatic languages.
13. Describe the external tools with which your system interfaces (tool compatibility).

STATEMENT1 does not interface with other tools.

14. Describe how your system supports hierarchical decomposition and flow direction (top-down, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

As discussed above, hierarchical descriptions form one of the cornerstones of STATEMENT1. They can be utilized in top-down, bottom-up, inside-out, or mixed fashions. The user of STATEMENT1 is supposed to be a highly trained professional, and since STATEMENT1 does not impose any rigid recipes or templates for making progress, the designer's creativity is as important as anything else. Object oriented design, though not a central concern in the conception of STATEMENT1, is possible using separate activities for separate objects, and specifying their interrelationships via the controlling statecharts.

15. Is your system supported by formal syntax & semantics? Describe briefly.

Definitely. Each of the three graphical languages has a precise graphical (and hence also textual) syntax, and a formal mathematical operational semantics. Activity charts, for example, specify 'possible' data-flow, an unusual concept which allows their statechart to control the actual dynamic data-flow. Statecharts have quite a novel semantics, that is described in detail in:


16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

The basic software package costs around $15K per graphical workstation, with various add-ons (e.g., testing and simulation modules, project management routines, etc.) costing between $2K and $10K each. The price includes training and maintenance.
17. Indicate the hostability (measure of degree of portability) of your system.

STATEMENT1 is written mainly in Pascal, and currently runs on a Vax or Micro-Vax with a VMS operating system and a color Tektronix graphical terminal. Versions running on Vax-Station, Sun, Apollo and IBM workstations are forthcoming. A standard plotter and an additional alphanumeric terminal are recommended.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

STATEMENT1 utilizes clear graphical languages for precise specification and analysis. These languages transcend the differences between the various relevant engineering disciplines, a fact that has been thoroughly proved in three years of work with the languages by a large and heterogeneous team of engineers in the Lavi aviation project at the Israel Aircraft Industries. Thus, STATEMENT1 has been demonstrated to bridge the gaps and span the differences in approach, mentality and communication media of software, hardware and systems engineers.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

STATEMENT1 provides a novel and complete specification and design methodology. It does not touch upon the programming problem per se, except insofar as STATEMENT1 descriptions can lead (via direct downward compilation) to final working code.

20. Describe how your system supports a team development approach. (Number of stations/users).

STATEMENT1 is suited ideally for a number of workstations (say, between 2 and 25) linked via a network, with or without a mainframe in the background. Its project management facilities will be tailorable towards such team efforts.
21. Describe how your system supports design trade-offs.

Since the descriptions resulting from working with STATEMENT1 are on a level higher than conventional software, hardware, microcode, etc., STATEMENT1 transcends this division too. Its descriptions can, in principle, be compiled into software in a high-level language, into microcode or other low-level formalisms, and even directly into silicon. For ideas on the latter see:


22. Indicate the range of problems to which the system can be applied.

STATEMENT1 can be used for the specification, analysis and design of any complex reactive system. Reactive systems appear in a wide spectrum of application areas. Their complexity stems from many diverse discrete events and conditions that control their behavior. Examples include avionics and weapons systems, VLSI, communication networks and protocols, process and control systems, and so on.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Dr. Yonah Lavi
Manager R&D Computer Systems
Israel Aircraft Industries.
Lod, Israel
Tel: 972-3-9713716

Michael Zeevi
Div. Head for Software & Electronic Warfare
ELTA Israel Electronics Industries Ltd.
Electronics Division
Ashdod, Israel
Tel: 972-55-30738

Jacob Ballis
Methodologies
El-Op Electro-Optics Industries Ltd.
science Based Park
Kiryat Weizmann, Rehovot, Israel
Tel: 972-8-486706.
1. Describe how your system supports early detection of inconsistencies, closure and errors.

ADAS supports consistency checking at several levels. The first basic consistency checks take place during the system design and definition capture phase, using the ADAS interactive graphics editor. On both single-level and multi-level systems, ADAS checks for flow and type consistency between functions and between levels. More detailed consistency checking is done using the ADAS consistency checking tool, which also checks functional consistency against the reusable templates from which the functions are modeled.

Due to the versatility of ADAS in defining systems at any hierarchical level and to any desired level of detail, it is possible to do top-down system design and simulation at each level and at any phase of the design. In doing so, the designer can determine the degree of system completeness based on the system requirements and specifications.

ADAS catches system conceptual design errors in the early stages of development through the use of consistency checking and Petri Net simulation. Other errors are detected through hierarchical analysis and simulation as the system is defined in increasing detail. Depending upon the degree of detail to which the system is defined, logic, processing, and coding errors can be detected via the ADAS modeling and simulation process.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

At the present time, ADAS provides progress tracking and reporting through performance simulation. The designer has the flexibility to determine the degree of detail and completeness at which he desires to model and analyze. Plans are nearing completion for a system requirements/specifications, documentation, and progress tracking system that will be a part of the ADAS system.
3. Describe how your system supports documentation, program management and control.

RTI uses the present ADAS system to develop documentation and manage programs. However, at the present time, no specific documentation or program management tools are part of ADAS. As described above, a system is being implemented that will allow changes made to documentation or the system design to be reflected into the other.

4. Describe how your system supports real time design.

ADAS supports a design methodology which promotes the co-design of software and hardware. To represent real-time analysis and simulation of the defined system, ADAS allows software functions to be assigned to hardware modules, thus representing real-time hardware constraints and real-time software contention for shared hardware.

5. Describe how your system supports concurrency, parallelism.

The ADAS methodology promotes the co-design of software and hardware. In defining the two separate systems, it is possible to define concurrent and/or parallel functions. The ADAS tool set operates on whatever system has been defined and captured so as many concurrent and parallel processes and functions as needed can be defined, analyzed, and simulated.

6. Is your system constrained to a particular implementation language (Ada)?

ADAS currently supports as programming languages Ada and C, and supports as hardware description languages Helix and ISP. RTI is under contract to the Navy VHSCIC Program to add support of the VHDL hardware description language.

The source language of ADAS is C with the Ada interface written in Ada.

7. Does your system produce Ada PDL?

ADAS allows for the designer to code functionality in Ada for individual software modules. An ADAS program then generates Ada code to control the operation and interconnection of the individual modules.
8. Describe how your system supports life cycle Intraphase & Interphase communications.

ADAS is designed to be used from the very beginning of the design process. At any point in the design phase, designs can be saved and modifications to the system can be studied. Once the system is in other phases of the life cycle, proposed modifications can be reflected in the ADAS model before actual changes are implemented in the system.

9. Is your system automated, executable, compilable?

Yes, all of the above. ADAS tools are automated to the point where a user can easily capture designs and analyze systems. ADAS is also executable, so that a user can do complex simulation and performance analysis with very little intervention. When a system design is defined to a level of detail where each function can be described by a block of code, these functions can be represented by the code which is compiled and becomes part of the system definition.

10. Describe the graphics support for your system.

The majority of the ADAS design interface is graphical. The graphics editor is used to capture and edit the system design. Systems, functions, and interconnects can be defined graphically. A graphics terminal and a mouse are required for even basic system design. ADAS simulation tools have an optional graphical output, thus providing a visual analysis of the data and control flow during simulation of the system.

ADAS runs on a wide range of graphics devices from workstations such as the Vaxstation 11, Micro Vax II(GPX), and Sun 3/160 to low cost color graphics terminals on multi-user UNIX and VMS computers, such as the Vax 8600.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
ADAS supports prototyping by allowing a designer to model a system by entering performance information as opposed to a complete structured description. Feasibility studies can be done, modeling several alternative architectures and/or algorithms, before a candidate system is selected for functional modeling. Thus, with the ADAS system both early prototyping and rapid prototyping can be done.

ADAS allows software blocks describing functions to be reused where the same or similar function occurs for functional simulation.

Using ADAS hierarchical modeling, it is quite easy to hide information in lower levels of a design.

ADAS supports the Ada packages.

Levels of abstraction can be modeled easily using the ADAS hierarchical structure.

As part of the system design, functions and interconnects can be typed. Type matching of model functions and interconnects is part of the consistency checking that is done.

ADAS allows design from the very highest system level down to the most detailed level of the system. Changes at any level in the system hierarchy are reflected throughout the entire system design. Designs at any point can be captured and saved for later comparison.

All ADAS-defined systems are created using a basic set of reusable templates, thus providing a continuity based on the standardized templates. New templates can be created and added as the designer requires. The use of a specific set of templates provides standardization across the system design.

User-written macros are supported in many of the ADAS tools.

Data and/or control flows are represented by interconnects between functions or hardware modules. Characteristics such as queues can also be associated with the flows.
12. Is there a paradigm embedded in your system? If so, describe it briefly.

ADAS is based on a structured, hierarchical system design methodology and supports this methodology through the use of an integrated set of software tools. A major feature of the methodology is the co-design of software and hardware and the integration of both into a resultant system.

13. Describe the external tools with which your system interfaces (tool compatibility).

Helix and ISPS: ADAS provides an interface to both of these hardware description languages, allowing hardware module descriptions to be written in one of these languages and used in functional modeling.

VHDL: Via a Navy VHSC Program contract, ADAS will soon be able to generate VHSIC Hardware Description Language through hardware functional simulation using a hardware description language.

silicon Compilers' GENESIL: Two-way information exchange of hardware description information allows generation of integrated circuit mask data and functional simulation of the resulting chip. Information area, power consumption, etc., are reported back to the system designer.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The ADAS design capture and editing tools provide an easy method of defining a hierarchical system model. Once a top-level model has been defined, each function within that level can be defined in more detail by creating a new graphical model representing that specific function. This process can be done continuously at each level until the desired level of detail has been attained. When simulating or analyzing the system, the definition of the hierarchical models can be reflected all the way back up to the top-most model, thus attaining a more realistic system view by using the performance information passed up from the lower models.

There are no restrictions on the type or style of designs that can be defined by the designer in either software or hardware. Designs can easily be exchanged for others to allow comparison of different architectures or algorithms.
15. Is your system supported by formal syntax & semantics? Describe briefly.

ADAS uses a graphical representation rather than a language-based representation.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

Cost on a Vax 11/750 - 11/780 class machine is $50K/user with a $10K/year maintenance fee. On Vax 8600 class machines, the cost is $100K/user and maintenance is $20K/year. A four-day, basic and advanced training course would cost $1700/person.

17. Indicate the hostability (measure of degree of portability) of your system.

ADAS will run under DEC's VMS operating system or UNIX. Workstations, including Vaxstations II, MicroVax II(GPX), and Sun 3/160 are supported. Work is under way to port ADAS to the Apollo workstations.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The methodology on which ADAS is based supports system design by decomposing the system into separate software and hardware designs. The two are then combined to form the integrated system design. Thus, the methodology supports multi-disciplinary design, allowing computer architects and software engineers to work in parallel on the design. Each can understand the ADAS representations.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above
The methodology is complete in the area of system design and development, and the area of software program design. ADAS is structured so the designer defines the system as interconnecting functions, thus enforcing a very structured design discipline. Project control and management tools are in the initial design stages.

20. Describe how your system supports a team development approach. (Number of stations/users).

ADAS allows any number of users and is set up so that portions of the system can be developed independently and later integrated together to form the total system. This allows users with different areas of expertise to work independently of the total system before bringing it all together.

21. Describe how your system supports design trade-offs.

One of the major advantages of ADAS in design and analysis of systems is the ease with which the system model can be created, changed, and re-analyzed to evaluate system trade-offs. The information reported from an analysis or simulation can be easily checked to determine the effect of changes even when changes are made during a simulation.

22. Indicate the range of problems to which the system can be applied.

ADAS is best suited for multi-algorithm, multi-processor system design. Generating of microcode for a custom chip set, mapping instructions to the most optimum areas of a CPU, and determining the best hardware configuration for a specific software function are just a few of the applications for which ADAS has been used.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Todd Carpenter
Honeywell
3000 Technology Drive
Minneapolis, MN 55448
612/782-7412
Dan Nash
Raytheon Company, Missile System Div.
Hartwell Road
Bedford, MA 01730
617/273-9004
TRW
c/o
U.S. Army Strategic Defense Command
ATTN: DASD-H-SBY
P.O. Box 1500
Huntsville, AL 35807-3801
1. Describe how your system supports early detection of inconsistencies, closure and errors.

The system allows all requirements, design, and test information to be recorded in an element-relationship-attribute (ERA) data base. Because the information is in a data base, it may be queried in various ways to allow analysis of completeness and consistency after the completion of a methodology phase. The DCDS query and analysis systems provides automated analyses which provide the user a listing of anomalies in his specification compared to what should have been defined in the data base, at that point in the development process.

The primary objective of DCDS is to incrementally generate and verify requirements, design, and test information in such a way as to increase software development productivity and to attain greater software reliability. These two benefits are expected to be achieved through the following ancillary benefits:

1. Increased Understanding of Distributed Software Development -- by identifying a sequence of decisions to be made to accomplish the development, identifying the criteria for making the decisions, providing a method for representing the intermediate products, and identifying consistency criteria. The nature of the design process is more fully exposed and can be better understood by software developers. Increased understanding of the software development decisions results in a separation of concerns so that needed development decisions can be made in the correct order, at appropriate times, and with less iteration.

2. Early Requirements Emphasis -- system and software engineering in the development of a Data Processing System (DPS) and the requirements for the software that is to run on it concentrates on developing clear, complete, consistent requirements early in the development phase. This approach has been shown to have an important role in reducing software breakage, since otherwise, the "real" requirements are often uncovered late in the development, thus requiring iteration back through the development phases.

3. Automated Consistency/Completeness Analysis -- a significant objective of the DCDS methodology and language design was the identification of consistency/completeness criteria which could be verified using automated tools. This became a driving factor for determining what should be included in each DCDS data base. These criteria are derived from the semantic rules.
established in each phase during which data base entries are accomplished and assure that human errors don't creep into the data base undetected.

4. Discipline -- a primary benefit of any methodology is the formulation of a systematic method for performing an activity. This serves to focus the developer on the specific decisions to be made, the appropriate order in which to make them, and provides object milestones for the measurement of progress. The expected result is both lower cost and increased reliability, because everything is done when it is supposed to be done, and in context with other DCDS methodologies with which it may interface.

5. Strong Traceability -- this means that the consistency achieved at the software requirements level is preserved by the design, that any modifications to the requirements level is preserved by the design, that any modifications to the requirements can be directly traced to the portions of the design which implement them or tests that validate them. Further, any portion of the design can be traced back to the satisfaction of some requirements/design decision. In addition, traceability between key elements of each data base are provided so that change of any such elements automatically identified upstream and downstream elements that may require changes. If the properties of the requirements are preserved in the design by construction, errors from poor traceability should be absent from the code, and the reliability of the end product is thus increased. Furthermore, the cost of performing modifications of the design in response to modifications to the requirements during the implementation and maintenance phases should be reduced by the established traceability.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

No automatic metrics are provided. However, knowledge of progress status is known because of knowledge of which of the 34 methodology phases the user is working in. Each phase or activity has a recognizable completion criteria so that explicit movement from phase to phase can be recognized.

3. Describe how your system supports documentation, program management and control.

a. Documentation: Central Project Master Data Base and the Query capability facilitates the creation of system documentation (textual and graphically) from the specification and design information in the data base.

b. Program Management and Control: The program manager is supported by the overall Distributed Computing Design System (DCDS)
Concept which is designed to increase software development efficiency and effectiveness; to thoroughly address requirements to gain the cost and schedule benefits of getting this done correctly, understandably, and early; and to provide life cycle traceability from requirements to test. The ultimate benefit to the program manager is reduction in risk.

4. Describe how your system supports real time design.

DCDS was designed from the beginning to provide the means to handle real-time design, concurrency, and parallelism. Real-time design is the province of the Distributed Design Methodology (DDM) where means are provided to express the design of individual software tasks the condition under which they are available for dispatch, their relative priorities, and the application operating system rules for determining dispatch. The design resident in the data base is directly usable for design simulations to establish that real time processing can be accomplished. DCDS incorporates a mechanism for identifying and marking performance validation paths within the system model.

5. Describe how your system supports concurrency, parallelism.

Concurrency and parallelism is handled initially during system analysis by the System Requirements Engineering Methodology (SYSREM), which is an extension of the techniques described in Paragraph 10.2 of MIL STD-199 (USAF) and in the Department of Army Field Manual 770-78, particularly the application of Functional Flow Block Diagrams (FFBDs). FFBDs provide a powerful means of depicting system functional flow, but leave unanswered other important system issues needed to attain adequate system definition. The more important ones are as follows:

-How to decompose and allocate system performance, not just system functions.

-How to accommodate the need to simultaneously deal with concurrency or parallelism.

-How to clearly separate the standard (expected) system operation from the operational constraints caused by subsystem failures, limitation of available resources (e.g., interceptors), etc., in order to attain a clear perception of system operations under various conditions without cluttering up the standard functional flows.

-How to determine when functional decomposition is sufficiently complete to support proper allocation to the components of the system.
- How to derive needed coordination functions to control competing needs of various functions of the system.

- How to derive needed interface functions to support communication between system components.

- How to define the conditions for transitioning from one system function to another.

SYSREM was motivated in its design to extend MIL STD-499 and FM 770-78 concepts to address these issues and to provide a formal way to capture system definition in a data base such that automated consistency/completeness checks can be applied.

Through SYSREM, parallel processing possibilities are identified graphically during the functional decomposition process. These possibilities can be implemented through the techniques provided in the Distributed Design Methodology (DDM).

6. Is your system constrained to a particular implementation language (Ada)?

No. The DCDS Specification Language supports the use of any implementation language. Both Pascal and Ada have been used to date.

7. Does your system produce Ada PDL?

It supports the use of PDL during the design phases to express design. An early version of an Ada PDL Processor is available in the DCDS toolset.

8. Describe how your system supports life cycle intraphase & interphase communications.

The DCDS methodologies support each of the software life cycle phases. Within each methodology a specified set of language constructs are used to explicitly capture requirements, design, or test information (depending on which methodology is involved). Appropriate portions of the data base products in the data base of one methodology are used to initiate the data base of downstream methodologies.

Interphase communication is accomplished as follows:

- Methodology provides steps and instructions which guide users through each phase.
- Centralized Project DB and a query system makes specifications available to everyone working a particular phase.

- Consistency checks are required at various junctures within phases; these help ensure consistency among the project team members and reduce errors.

Interphase Communication is accomplished as follows:

- Information and specifications from each phase are carried forward (via the project database).

- Traceability (from phase to phase) is supported by the methodology, the specification language, and the support environment (software tools).

9. Is your system automated, executable, compilable?

DCDS supports automatic construction of executable modules from the system architecture described in the data base.

The underlying software providing the tools to support DCDS are provided in an executable version for use on a VAX. Although currently written in Pascal, an Ada version will be released in October of 1987 which will support transportability to other systems (i.e., IBM PC/AT).

10. Describe the graphics support for your system.

DCDS provides graphical interfaces fully integrated with textual representation of functional control and data objects for both system level requirements networks (F_NETS) and software requirements networks (R_NETS). The graphical structures provides a method illustrating concurrency, sequence of operations, and decision points within the requirements networks. Enhanced capabilities to allow for definition of any logical set of structured flows via a generic structure processor are under development with completion in September 1987. DCDS graphics are designed for portability using the DL-3000 package on the VAX. This allows (with graphics software emulators) use of an IBM PC as a graphics terminal. Note that all data is textually maintained in the Project Master Data Base such that full functionality of the system can be obtained without graphics—for instance with a VT100 terminal.
11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

The DCDS concept of early development of critical algorithms and their evaluation via simulations built rapidly from the data representation of the system architecture supports both early and rapid prototyping.

The methodology assumes an archive of reusable algorithms is available and directs the module designer to consider and select algorithms to be used in the system.

The methodology is geared toward decomposing a system into specification packages which identify the interfaces, functions to be performed, and the performance requirements associated with the functions. This approach allows the design of individual functions to proceed with minimal knowledge of other parts of the system.

The methodology and its supporting specification languages support the development of data structures from a high-level specification in requirements to a low-level specification in design. Also DCDS directs the user (software engineer) to functionally decompose a system down to the stimulus-response level. This requires the software engineer to think at various levels of abstraction as the system is being developed. The subnet facilitates thinking at higher levels and decomposing into lower levels.

DCDS requires the use of data object typing to define data structures with the system.

DCDS supports the development of systems in threads/paths which correspond to primary interfaces or messages/transactions to be processed by the system.
This partitioning of the system, according to its interfaces, supports the DCDS model(s) and specifications may be changed or expanded appropriately.

A special version of DCDS supports the definition of Ada generic units.

DCDS contains capabilities to generate hierarchy/data flow structures from the requirements and design specifications stored in the Project Master Data Base. Also, a static data flow analyzer tool is provided.

The requirements networks (R_NET, F_NETs) provide conditional nodes (i.e., "or" node) used to specify major decision points with respect to the sequence of the specified processing steps.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

An overall paradigm for DCDS is resident in the model shown in the diagram and tables following the questionnaire response. Some of the methodologies also incorporate their own paradigms for achieving requirements and design.

13. Describe the external tools with which your system interfaces (tool compatibility).

DCDS has an Open Architecture for assimilating externally-developed tools and transferring information to/from external tools. The common interface is the Project Master Data Base (ERA Model) with the automated tools used to enter, extract, and format data stored in the data base. The current DCDS integrated tool-set consists of the following major functions:

- Translation: Analyzes the DCDS specification language input statements and subsequent entries into the data base corresponding to the syntactic/semantic definitions. This function provides initial consistency checking of the inputs.

- Extension: Allows modification to the nucleus of elements, relationships, and attributes of DCDS languages to permit expansion of language constructs to meet special user/project needs.

- Completion and Consistency Analysis: Provides static flow analysis and the capabilities of a generalized extractor system for checking completeness and consistency against semantics rules for the data base contents.
- Database Query and Retrieval: Provides output from the database via sets defined by user query commands to allow manual and predefined analysis and automated documentation.

- Graphics: Allows interactive development or modification of structure graphics and produces hardcopy plots of the structures for documentation.

- Simulation: Provides the means to create, execute, and analyze simulation of the functional operation of a system under development in terms of the requirements/design established in the data base.

14. Describe how your system supports hierarchical decomposition and flow direction (top-down, bottom-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

DCDS provides a logical top-down decomposition of the problem. It uses hierarchical decomposition only at the systems analysis level to establish system or segment specifications. Unique rules are provided for system decomposition to assure that a functions decomposition defines its subordinate function within a control flow context that allows parallel representation of system actions.

DCDS uses an augmented functional decomposition approach to develop requirements and designs. It is not just a simple, top-down method of decomposition. The sequence of functions, potential for concurrency, and control flow are combined with functional decomposition to produce requirements and design models. Additionally, DCDS encourages some bottom-up development during the early stages of the system development process when critical assumptions and concepts must be simulated, tested, and proven. This approach provides a clear, concise understanding of required software actions greatly reducing the ambiguities that abound as the traditional functional decomposition approaches offered by other systems.

Design creativity is enhanced by achieving a clear understanding of system and software requirements early, by providing a road map (not a constraining cookbook) of a suggested sequence of developer actions in the methodologies, and by providing underlying tools to assist the user in every phase of the system definition and software development.

Aspects of object-oriented design are captured in some abstractions and approaches used in DCDS. Objects of interest are introduced in the software requirements phase where the required data transformations are precisely defined on the processing logic diagrams described above.
15. Is your system supported by formal syntax & semantics? Describe briefly.

The languages used to define the requirements, design, and testing all have a formal syntax. In addition, certain semantic rules are expected to be followed by the users. For example, if the user defines an input message, he is expected to assure that he also defines its data contents. These semantic rules are the basis for the predefined consistency checks available for use in the various methodology phases.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

This is a Government owned system. Although there is no cost to acquire it, Government approval must first be attained. In addition, it currently is not being released to foreign users. Also, training material is currently under development.

17. Indicate the hostability (measure of degree of portability) of your system.

The underlying DCDS software is currently hosted on a VAX using the VMS operating system. Additionally, the Ada version of DCDS is currently being re-hosted onto an IBM PC/AT.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

Questions 18 and 19 are similar in nature and scope. Therefore, only one answer was developed. The answers for both questions is presented under Question 19.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above

DCDS is an extremely comprehensive set of five methodologies. It incorporates 21 phases and approximately 110 steps. The five methodologies within DCDS are:
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-System Requirements Engineering Methodology (SYSREM) for defining and specifying system requirements, with an emphasis on the data processing subsystem.

-Software Requirements Engineering Methodology (SREM) for defining system software requirements, with an emphasis on stimulus-response behavior.

-Distributed Design Methodology (DDM) for developing a top-level architectural design for the system software, including distributed design, process design, and task design.

-Module Development Methodology (MDM) for investigating and selecting algorithms, defining detailed design, and producing units of tested code.

-Test Support Methodology (TSM) for defining test plans and procedures against requirements, producing an integrated tested system, and recording test results.

The diagram following the questionnaire response illustrates how the DCDS Methodologies synergistically work together to support the system development life cycle from system requirements through integration testing. In addition to supporting the traditional system life cycle phases, DCDS supports project management activities. The DCDS project master data base is a repository for storing system specification, decisions, assumptions, etc., which may be interrogated or summarized in reports for project management. The DCDS system specifications may be reviewed by management for accuracy, completeness and consistency using the DCDS query capability.

DCDS also supports the management of software development. Specifically, the Automated Unit Development Folder consolidates the requirements, design, codes, test plan, schedule, etc., into one file which may be updated and queried by project management.

20. Describe how your system supports a team development approach. 
(Number of stations/users).

DCDS has contemplated the probability that most systems are developed by teams of various disciplines and the methodologies are designed with that in mind. Typical users are:
SYSREM: System Engineers
SREM: Software Requirements Engineers
DDM: Distributed Process Designers (i.e., design system software architecture)
MDM: Detailed Designers, Implementors
TDM: Integration Testers

Each has been given his own language set to define the results of his efforts in data bases. These may be distributed for use by various teamed contractors or for separate departments within the same company. With appropriate configuration management, multiple users may work with a single data base.

21. Describe how your system supports design trade-offs.

Data bases provide the information to support simulations at different levels of detail. The logic structures (specify functions, control/data flow, interfaces and performance objectives) that are defined in SYSREM (under development) and in SREM (exists) provides the simulation framework. Thus, if the results are not as expected, there is no issue as to whether the requirements or the simulation fidelity is the problem. When the requirements, represented by the logic diagrams, are modified to improve the system's performance, the simulator is automatically changed in accordance with the changes to the logic diagram structures. Other generic simulation output exists for design trade-offs that allow the user to tailor a simulation to the level of fidelity appropriate for his design, and then to allow the simulation to run using the contents of his design data base as a direct input to the simulation.

22. Indicate the range of problems to which the system can be applied.

DDM is designed for large, distributed, real time, embedded systems, such as that contemplated for SDL. However, it can also support smaller systems, monolithic systems, non-real time systems, or non-embedded computer systems. The user simply skips the portions of the methodology that do not apply to his application.
23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Mack Alford
GE
P.O. Box 8555
Building 7, Room 7236
Philadelphia, PA 19101
(215) 354-2035

Barry Boehm
TRW
Building 02 (Room 1310)
One Space Park
Redondo Beach, CA 90278
(213) 535-2184

David Palmer
GRC
P.O. Box 6770
Santa Barbara, CA 93170-6770
(805) 964-7724

Larry Marker
TRW
213 Wynn Drive
Huntsville, AL 35805
(205) 837-2400

Cliff Barkley
TRW
213 Wynn Drive
Huntsville, AL 35805
(205) 837-2400

Alice Brown
Nichols Research Corporation
1010 Memorial Parkway
Huntsville, AL
(205) 833-1100
Wayne Smith
GRC
307 Wynn Drive
Huntsville, AL 35805
(205) 837-7900

Carolyne Pasini
TRW
Building 119 (Room 4824)
One Space Park
Redondo Beach, CA 90278
(213) 217-6581
DCDS SUPPORTS COMPUTER SYSTEM LIFE CYCLE

**SYSTEM LIFE CYCLE PHASE**
- Mission Need Determination
- Milestone I: Concept Selection
- Milestone II: Program Definition
- Milestone III: Production and Development

**SYSTEM ACTIVITIES**
- Concept Exploration
- Demonstration and Validation
- Full-Scale Development
- Production and Development

**PHASES**
- Software Requirements Analysis
- Software Design
- Coding and Unit Testing
- Software Integration and Testing
- Software Performance Testing

**SOFTWARE REQUIREMENTS**
- System Requirements Analysis
- System Design
- Critical Design Review
- Preliminary Design Review
- Critical Design Review

**SOFTWARE REQUIREMENTS ENGINEERING METHODOLOGY**
- SREM: System Requirements Engineering Methodology
- SDEM: Software Requirements Engineering Methodology
- DDM: Distributed Design Methodology
- MDM: Module Development Methodology
- TSM: Test Support Methodology

**SYSTEMS**
- System Requirements
- System Design
- Critical Design
- Preliminary Design
- Critical Design

**TEST NAVIGE**
- Test Planning
- Test Procedures
- Test Cases
- Integration and Test
- Perform Qualification Tests

**TEST NAVIGE**
- Accepted Software
- Physical Configuration Audit

**LEGEND**
- SREM: System Requirements Engineering Methodology
- SDEM: Software Requirements Engineering Methodology
- DDM: Distributed Design Methodology
- MDM: Module Development Methodology
- TSM: Test Support Methodology

**TEST NAVIGE**
- Test Planning
- Test Procedures
- Test Cases
- Integration and Test
- Perform Qualification Tests
Table 1-1. The Phases of the System Requirements Engineering Methodology (SYSREM)

- Phase 1: Define System - Supports transformation of the need into a formal problem statement of the semi-closed system, which includes the system and its environment. The top-level inputs and outputs and the performance indices of the system are defined.

- Phase 2: Identify Subsystem Configurations - Supports definition of subsystem configurations which describe potential classes of solutions to the system problem. This allows definition of the classes of inputs and outputs of the system regarded as a black box containing the defined subsystems.

- Phase 3: Decompose System Logic - Supports transformation of the semi-closed system requirements into the open system's requirements by decomposition to the level where the system's perception of the items in the environment occurs. This allows identification of the sequences of inputs and outputs between the system proper and its environment.

- Phase 4: Decompose and Allocate to Subsystems - Supports continued decomposition of the functional requirements until they can be uniquely allocated to the subsystems defined in Phase 2, and allows identification of the subsystem interfaces.

- Phase 5: Determine Subsystem Feasibility and Cost - Based on the allocated requirements, supports estimation of resource utilization, cost, and schedule for each subsystem; identification of potential failure modes; and definition of subsystem level critical issues.

- Phase 6: Solve Subsystem Critical Issues - Supports evaluation of analysis results of subsystems to identify system-level approaches to solve critical issues to achieve required system performance.

- Phase 7: Develop Exception Layer Decompositions - Supports development of the additional layers of requirements needed to deal with exceptions caused by system failures and resource limitations. These new functions are then decomposed and allocated, as described in the preceding phases.

- Phase 8: Plan System Integration and Test - Supports establishment of the plans, schedule and costs for development, integration, and testing of the developed subsystems to yield the desired system.

- Phase 9: Optimize Over Designs - Supports analysis of alternative system designs (subsystem configurations) for selection of the final system.

- Phase 10: Produce System/Subsystem Specifications - Supports production of the System Segment Specifications in accordance with customer formats in preparation for the System Requirements Review or the System Design Review.
**Table 1-2. The Phases of the Software Requirements Engineering Methodology (SREM)**

- **Phase 1: Define Elements and Build Data Base** - Supports initial definition in an RSL data base of the OPS requirements by identifying the interfaces, message flow and contents, global information, and the processing flow to respond to input messages.

- **Phase 2: Evaluate Kernel** - Supports consistency/completeness checks of the data base produced in Phase 1 to provide the software engineer a list of anomalies for his correction.

- **Phase 3: Complete Functional Definition** - Supports detailed definition of data and additional consistency/completeness checks to assure correct membership of data within messages and repetitive sets. Also supports evaluation that all data is both used and produced within the defined processing logic and analyzes the logic of the defined data flow. Provides information of anomalies for correction.

- **Phase 4: Complete Management and Control Information** - Supports examination of the completeness of traceability within the data base and the status of open issues for solution and provides identification of needed corrections.

- **Phase 5: Accomplish Dynamic Functional Validation** - Supports building and executing a functional simulation to accomplish a dynamic evaluation of the OPS requirements directly from the data base. This provides a means to examine the OPS system operation within an environment defined in a user-built simulation driver.

- **Phase 6: Develop Performance Requirements** - Supports identification of paths on the processing flow diagrams to which performance requirements can be allocated and the points on these paths where data can be recorded for use in evaluating attainment of the performance requirements. Also supports definition of how the system uses the recorded data to determine a pass/fail criteria for each performance requirement.

- **Phase 7: Accomplish Analytic Feasibility Demonstrations** - Supports evaluation of different algorithmic approaches within the context of the processing flows in the data base and to evaluate allocated performance requirements for pass or fail within the environment modeled by the simulation driver. Assists in identification of infeasible and non-testable requirements.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Accomplish Geographical Node Design - The first of four overlapping levels of design which defines the geographically separate network of nodes. Results in requirements and constraints for local node design.</td>
</tr>
<tr>
<td>2</td>
<td>Accomplish Local Node Design - The second of four overlapping levels of design which defines the design of local nodes of groups of computers or computer systems connected by a local communication system and interfacing with the communication network connecting the geographical nodes. Results in requirements and constraints for computer-system design.</td>
</tr>
<tr>
<td>3</td>
<td>Accomplish Computer-System Design - The third of four overlapping levels of design which defines the internal design of local computer systems based on common architectural considerations. Supports identification of the details of the interconnection networks and protocols between the local computer systems. Also supports decisions as to allocation of requirements between various software levels and the hardware. Results in requirements and constraints for local process design.</td>
</tr>
<tr>
<td>4</td>
<td>Accomplish Local Process Design - The last of four overlapping levels of software design which defines the details of the processes to be allocated to the various computer systems. Includes definition of application tasks and their budgets, scheduling/dispatching criteria, priority structures, intertask communication, error handling, overload control, and process control. Also supports definition of global data management, access protocols, and interface refinement. Results in the requirements and constraints for task design.</td>
</tr>
<tr>
<td>5</td>
<td>Accomplish Task Design - Supports application of process and task design rules to identify the task control routine and its layers of supporting application routines. This includes opening Automated Unit Development Folders (AUDFs) which are used to organize, in a single place, all aspects of the development of each unit of code from requirements to unit test for the tasks to be designed. Results in the requirements and constraints for the detailed design implemented in the Module Development Methodology (MDM) of DCDS.</td>
</tr>
<tr>
<td>6</td>
<td>Produce Design Specification - Supports production of the Software Top Level Design Document in accordance with customer formats.</td>
</tr>
</tbody>
</table>
Table 1-4. The Phases of the Module Development Methodology (MDM)

- Phase 1: Identify and Analyze Potential Algorithms - Supports identification of algorithm needs and their interfaces, evaluation of existing or new algorithmic approaches, and determination of timing and sizing estimates of candidates. Candidates are offered for consideration by the process designer.

- Phase 2: Define Reusable Modules - Based on the evaluations of Phase 1 and process designer feedback, supports selection of a candidate set of algorithms for development and supports reusable module design of selected critical algorithms.

- Phase 3: Accomplish Design of Routines - Supports preliminary achievable design in PDL for routines to accomplish algorithms that are not using existing reusable modules. These preliminary designs, their requirements, and their interfaces are used to initialize Automated Unit Development Folder (AUDF). After PDR, supports development of detailed designs.

- Phase 4: Develop Unit Test Plan - Supports development of the unit test plan in the AUDF. Also supports definition of test procedures, test cases, pass/fail criteria, test drivers, and data loggers for unit tests, where appropriate.

- Phase 5: Code and Unit Test - Supports development of the in line code to replace the PDL comments between the PDL control flow statements of Routines entered into the AUDF. Supports prevention of control flow changes within Routines without Task Designer approval. Also supports recording of unit test results in the AUDF.
Table 1-5. The Phases of the Test Support Methodology (TSM)

- Phase 1: Prepare Initial Test Approach - Supports initiation of the TSL database from the SSL, RSL, and DDL database to capture the information necessary to produce the requirements/verification matrix, and the test/requirements matrix.

- Phase 2: Develop Test Plans and Environment - Supports definition of the major segmentation of the test program into builds, and schedules their time sequence. Test names and test aids are identified and scheduled, and a preliminary test plan is produced.

- Phase 3: Develop Test Procedures - Supports detailing the test procedures and test cases with inputs, expected outputs, and pass/fail criteria. All necessary drivers, harnesses, simulators, and stubs are developed and tested. Uses Automated Test Development Folder (ATDF) and the TSL Data Base to organize and plan testing for each build.

- Phase 4: Perform Integration Tests - Supports the integration testing and production of periodic status reports and the final integration test report. Uses the ATDF and TSL Data Base to record test results. The individual builds transition into this phase separately, according to their schedule.

- Phase 5: Perform Acceptance Tests - Supports the test program for formal qualification testing. Acceptance test plans, test procedures, and test reports are produced the same way as for integration testing.
Intermetrics, Inc.

1. Describe how your system supports early detection of inconsistencies, closure and errors.

The use of PSL/PSA for requirements analysis and system specification assists in the early detection of large scale design flaws. This is the purpose for which PSL/PSA was designed, and has proven valuable in years of industrial use. PSL/PSA does this by identifying overlapping, redundant or inconsistent information in the design description. This is accomplished by examining a graph of the structure of the design.

Once the system has proceeded to lower level design and the system has been translated to Byron, errors and inconsistencies continue to be easy to find, because it is easy to trace code back to the requirements that a specific piece of code is intended to satisfy. This also makes it possible to determine whether all requirements have been addressed, which assists in determining whether closure has been satisfied.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

After the software system being created reaches the point where the Byron tools can be applied, each unit in the system is marked to indicate what phase of the life cycle it has reached. As the code evolves, it gradually passes through each of the phases: specification, design, coding and test. At any point it is possible to query the system as to what phase any given unit has reached.

In addition, tools to perform such metric analysis as the Halstead metric have been written based on the information available in the Byron data base. Thus, the potential exists for many such tools, although they are not part of the current set of tools supplied with Byron.

3. Describe how your system supports documentation, program management and control.

The Byron system includes a document generator and formatter whose purpose is to simplify the process of creating documents which describe the system. The user describes the document which is to be produced in a high level language called Dek, informing the processor what information to extract from the code and how to format it. The user currently receives five document templates with the Byron system: a calltree generator, a user
manual generator, a data dictionary generator, a dependency table generator,
and a 483 style C5 generator. In addition, work is in progress on templates
to generate many of the 2167 style documents. The high level language
Bdoc makes it easy to create new documents, and it is easy to keep
documents current because they are generated directly from the code and the
comments. Thus control of document versions tends to become mostly a
matter of controlling versions of system code.

4. Describe how your system supports real time design.

Real time design is supported by the PSL/PSA tools through the ability to
describe timing and state transitions within the system. It is possible to
analyze the behavior of the system based on the information described.
When the design passes to the Byron system, the user may apply all the
usual Ada constructs associated with real time applications, and may tailor
the use of the Byron PDL to support the use of these constructs.

5. Describe how your system supports concurrency, parallelism.

The PSL/PSA tools permit the user to easily describe parallel processes,
rendezvous, and the like, and to analyze systems described in this manner.
When the design passes to the Byron system, the user may apply all the
usual Ada constructs associated with real time applications, and may tailor
the use of the Byron PDL to support the use of these constructs.

6. Is your system constrained to a particular implementation language (Ada)?

The PSL/PSA system is wholly language independent. The Byron system
relies on an Ada based PDL, and is therefore slanted toward Ada. However,
the system has been used to create both Fortran and CMS2 code in the
past, and other languages would present no different problems. One customer
does not even own an Ada compiler. The Byron system is most easily
and naturally used, however, when the implementation language is Ada.

7. Does your system produce Ada PDL?

The system is able to produce Ada PDL at several stages. First, at the
juryne between PSL/PSA and Byron as described above. Secondly, Ada
files containing both comments and skeletal code (a PDL description) can
be generated from Ada specifications already analyzed into the Byron
language.
8. Describe how your system supports life cycle Intraphase & Interphase communications.

The ease with which one can communicate between phases depends on which phase one is in. It is easy to communicate between requirements analysis and system specification, and also between the phases following design. This is because the form of the design during requirements analysis and specification is the PSL/PSA form, while the form for the rest of the life cycle is that of the Byron PDL. While the information is in one form or the other, the phase delineations are fairly loose. Basically, whatever form is applicable is being expanded on in whatever manner is appropriate for the phase one is in. The information created during the previous phases is present in the form that is being expanded upon.

The communication between the system specification phase and the design phase is more rigorously controlled. When the PSL/PSA code is deemed complete, a tool is used to create Ada/Byron code skeletons based on the PSL/PSA code, incorporating the information available in the PSL/PSA code in the Ada/Byron code.

9. Is your system automated, executable, compilable?

The system is comprised of a series of executable tools which assist in the analysis of statements of system design. These statements take two forms, input code to the PSL/PSA system and input code to the Byron system. The Byron code is in the form of Ada code with structured comments and so is compilable. There is a tool which automates the translation from PSL/PSA code to Byron code. In addition, facilities are provided to permit the user to tailor existing tools to create new tools reporting on the information in the descriptions of the system.

10. Describe the graphics support for your system.

The system runs primarily on mainframes; however, a PC-based front-end is available with PSL/PSA which is complete structured analysis workstation combining analysis, graphics, and documentation facilities in a flexible working environment. The Byron tool itself has no graphical interface. It is possible, however, for Byron users to write both graphical and interactive reports using the Byron Program Library Access Package (a set of database query packages written in Ada and provided with the product).
11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

It is possible to create programs with the Byron Program Library Access Package which will examine the Ada specifications which make up the high level design, and automatically generate skeleton bodies for them which simulate the intended working of each Ada unit. Thus it is possible to create a preliminary executable at an early stage in the design work.

Since the documentation for each unit is included in and with the code, the code tends to be better documented, and the documentation is certain to be current and in sync with the code. Removing these pitfalls make code more easily reusable.

Because of the structure of the data base in which the information about the code is stored, code is naturally divided into interface and implementation code. Interface code is generally just those Ada specifications that the outside world needs to access, while implementation code tends to be not only the bodies for those specifications, but also whatever utility packages are used to handle internal details which users of the system as a whole should never know about.

The Ada packaging mechanism is fully supported. In addition, the data base contains the concept of "catalogs" which are divided into the interface and implementation parts described above. These catalogs provide a higher level packaging mechanism. For instance, a user might have a trig package, a numerical integration and differentiation package and a linear programming package, all of which might be grouped together to form a math catalog.
When the system is initially described using PSL/PSA, a large degree of abstraction is possible. As the system evolves, the abstraction mechanisms gradually become those mechanisms provided by Ada.

Byron provides full access to Ada typing mechanisms.

The system permits code to evolve easily as new requirements or new implications of old requirements are discovered. This may result in newer portions of the system undergoing design while older portions are in the coding phase of the life cycle, but this poses no problems for the system.

Byron provides the full capability of Ada generics.

It would be possible to write a macro processor using the Byron Program Library Access Package, but no tool for this purpose currently exists.

PSL/PSA permits data flow analysis as well as other design methodologies. In addition, the Byron database maintains the information needed to construct data flow diagrams, although no tool is currently provided to perform this analysis.

A calltree generator is provided with the Byron tools. Information exists for more detailed flow of control analysis, but current tools do not take advantage of it.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

The PSL/PSA paradigm is that a system may be described at a high level as a series of objects or entities and the relations between them. These relations may take many forms and describe the interactions between the objects/entities.

The Byron paradigm is that after a system has been specified, it is possible to describe it using Ada code and structured comments. In general, the design will begin primarily as structured comments, and code will be added as the design and coding get more complete.

13. Describe the external tools with which your system interfaces (tool compatibility).

It is easy to interface the Meta-Byron tools with other tools, because both PSL/PSA and Byron provide tools to permit the user to extract information from the data base and create a report. Carefully handled, this report then
becomes the input to the tools in question. Also, the tools within Byron are loosely coupled. For instance, the Byron document generator outputs a file which is passed to a formatter for final formatting. Some users prefer to use a formatter other than that supplied with the system, so they decouple the formatter and install their own. They only necessary modification is to have the document generator output slightly different formatting commands, and this is easily accomplished.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The PSL/PSA portion of the system supports a variety of design methodologies, including Yourdon, Warnier/Orr, DeMarco and Object oriented Design. The core of PSL/PSA is the Problem Statement Language, which permits a user to describe a system in terms of objects and the properties of, and relations between these objects. Different architectures will result from different interpretations placed on the objects. For instance, the objects may represent data, or they may represent program units. When the design passes to the Byron portion of the system, the methodology used may again vary. Depending on how the Byron system is configured, different methodologies may be supported.

In general, the natural mode of the system is hierarchical decomposition. As the system evolves, the task becomes better understood and the need for new units becomes apparent. This does not, however, preclude the use of bottom-up design techniques; if a given set of packages is available, that will tend to influence the design, as people write specifications which the existing packages satisfy and incorporate them in the system.

15. Is your system supported by formal syntax & semantics? Describe briefly.

The PSL/PSA system supports a language called the Problem Statement Language. This language permits the description of objects in terms of their properties and their relations with other objects. For instance, the statements

```
DEFINE PROCESS new-employee-processing;
DERIVES hired-employee-report;
```

defines a process object "new-employee-processing" which creates as an output "hired-employee-report".
The Byron system supports a superset of Ada, that is, Ada with the addition of structured comments. These comments take the form

```
--|<ada_identifier:><txt>
```

where the ada_identifier is a keyword describing what kind of text the comment is expected to contain. Examples of keywords are "overview," "algorithm" and "modifies." The user is permitted to define keywords by stating the name of the keyword, what kind of Ada entities it may be associated with, and the life cycle phase when it is expected to be specified.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

<table>
<thead>
<tr>
<th>Byron Costs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Microvax</td>
</tr>
<tr>
<td>per primary CPU</td>
</tr>
<tr>
<td>required training</td>
</tr>
<tr>
<td>(2 persons)</td>
</tr>
<tr>
<td>TOTAL</td>
</tr>
</tbody>
</table>

Maintenance for first year is included. After that, it is 20% of the purchase price.

<table>
<thead>
<tr>
<th>PSL/PSA Costs</th>
</tr>
</thead>
<tbody>
<tr>
<td>approximately $120,000 total (rough order of magnitude)</td>
</tr>
</tbody>
</table>

Includes: 5 copies of Structured Architect
1 copy of Architect Integrator (including report specification Interface)
PSL/PSA
Meta-Plus (PC graphics package)
8 person training in Ann Arbor. Consulting

17. Indicate the hostability (measure of degree of portability) of your system.

Meta-Byron will be available on any DEC/VAX system running VMS. IBM re-hosts to various operating systems are planned. Byron as a stand-alone tool is available on IBM 370 architectures running either CMS or MVS, DEC/VAX-VMS, and the Sperry 1100 series. PSL/PSA as a stand-alone tool
available on all of the above systems as well as DEC ULTRIX and Apollo UNIX.

Byron itself is written almost entirely in Ada, as it is fairly easy to rehost it to any system which has an Ada compiler. However, a large amount of code is involved, so a rehost is not necessarily a fast or cheap job.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The system directs its focus toward the creation of software, so very little support for tasks such as hardware design is provided. It is possible to use the system to express the requirements which such tasks place on the software.

19. How complete is the methodology - do its principles embody

-A development methodology only
-A design methodology only
-A programming methodology only
-A project control methodology
-A management methodology
-All of the above

The system attempts to be as methodology free as possible. The PSL/PSA portion of the system can support the methodologies of Yourdon, Warnier/Orr and DeMarco as well as Object Oriented Design. The Byron portion of the system is similarly flexible. Nevertheless, if the user doesn't want to use any established methodology, there is a default methodology. This is primarily a design and programming methodology, dealing with the information which should be present in the code at various stages of the life cycle.

20. Describe how your system supports a team development approach.
(Number of stations/users).

In general, there are no limits to the number of users on the system. The practical limit is that of the computing power of the machine being used. Other than that, PSL/PSA has been used on many large projects, and Byron has been used in at least one project which peaked at approximately fifty users.
21. Describe how your system supports design trade-offs.

It is possible to include design rationale in the design, and to describe possible future enhancements in ways that make them easy to find when time or money become available to perform the enhancements.

22. Indicate the range of problems to which the system can be applied.

The system assists the user in creating software throughout the entire life cycle, from requirements analysis to test and maintenance.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

Paul Szulewski
Charles Stark Draper Laboratories
M.S. 71
555 Technology Square
Cambridge, MA 02139
(617) 258-1832

Larry Gilchrist
Hughes Aircraft Co.
M.S. 418/L215
1901 W. Malvern
P.O. Box 3310
Fullerton, CA 92634
(714) 732-5760

Paul Wood
UNISYS Corporation
M.S. Y11A6
UNISYS Park
P.O. Box 64325
St. Paul, MN 55164
(612) 456-7300
Mike Wheeler
Grumman Melbourne Systems Division
Huntington Quad #3
4th Floor, M.S. J03-118
Melville, NY 11740
(516) 752-3169

Bob Calland
Naval Ocean Systems Center
Code 624 (B)
San Diego, CA 92152-5600
(619) 225-6231
1. Describe how your system supports early detection of inconsistencies, closure and errors.

AutoCode/Ada supports the early detection of inconsistencies, closure, and errors in the following ways.

a. Error checking on entered data is performed automatically as the elements of a design are assembled from a library of building blocks. This ensures that all data definitions are consistent with the intended function.

b. The graphical interface automatically provides an unambiguous visual representation of the functionality and interconnection of all elements of a system. This gives visual feedback on inconsistencies.

c. The model linker that prepares system models for simulation and code generation performs extensive checking for completeness of model specifications and inconsistent interconnections.

d. A comprehensive simulation capability available with AutoCode/Ada provides the ultimate test for accuracy and completeness of a design. Designs can be simulated directly or the actual Ada code that is produced by AutoCode/Ada can be simulated.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

AutoCode/Ada does not directly produce a progress metric. It will, however, report on missing or incompletely specified elements when requested to assemble a system. Indirectly, its automatic documentation features allow you to examine the current state of completion any system or system component.

3. Describe how your system supports documentation, program management and control.

AutoCode/Ada is based on block diagrams. These diagrams are created graphically and form the basis for documentation of a design. User specified textual documentation on system elements can be entered (and is automatically maintained in the database) as the system is created. Program management and control can be exercised by auxiliary software (dictated by the
4. Describe how your system supports real time design.

In AutoCode/Ada, a system design is specified as a collection of Process-Blocks. Blocks within a Process-Block are connected with each other and with the outside environment via data flows or control flows. These flows are referred to as data or control signals.

Process-Blocks can contain primitive functional blocks and perhaps other Process-Blocks (the system is fully hierarchical). A large library of predefined primitive blocks is provided for constructing computational algorithms and control logic, including state transition diagrams. At the Process-Block level, the user can specify attributes that determine computational triggering and timing of that process. This allows the user to specify both periodic and event driven real-time systems that encompass multirate/multitask applications.

5. Describe how your system supports concurrency, parallelism.

AutoCode/Ada provides a real-time model that views systems as collections of concurrent, prioritized tasks. These tasks can be scheduled for periodic execution or can be triggered by asynchronous events. Execution of these tasks is conducted on the basis of preemptive priority based scheduling.

Data and control flows passing between tasks are handled such that all tasks can be safely computing in parallel. Thus, the Ada source code generated by AutoCode/Ada represents applications that can be targeted to uniprocessor as well as multiprocessing and distributed environments.

6. Is your system constrained to a particular implementation language (Ada)?

No, a FORTRAN version of AutoCode is also available. A C version is under development.

7. Does you system produce Ada PDL?

The block-diagram language used in AutoCode/Ada is a graphical process description language. Ada code is produced directly from these block diagrams. Virtual code associated with an Ada compatible PDL can be inserted in the generated code by the user via code generation templates that are provided as part of the AutoCode/Ada system.
8. Describe how your system supports life cycle intraphase & interphase communications.

AutoCode/Ada supports system development by using a structured graphical language that is applicable to all phases of the development process. The use of a common graphical notation dramatically improves communications throughout the software life cycle and eliminates transformation errors that can occur between phases. Specifications, designs, and documentation are maintained in catalogs that can be accessed by both designers and implementors. During the implementation phase, one of the principal benefits of AutoCode/Ada is that the implementation produced by the code generator is an exact expression of the design.

9. Is your system automated, executable, compilable?

The generation of code from block diagrams is automatic. The Ada code generated by the code generator is both compilable and executable.

10. Describe the graphics support for your system.

AutoCode/Ada provides a powerful, graphics-oriented interactive interface with hardware support for a number of industry standard plotters and laser printers. Workstation versions of AutoCode/Ada make extensive use of the latest in workstation interface technology. The interface includes multiple windows, mouse driven graphic layout and manipulation, pop-up forms, and pull-down menus.

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows
AutoCode/Ada facilitates both rapid and early prototyping of a real-time system. A prototype of a system design can be quickly assembled in the AutoCode graphical environment and then evaluated using AutoCode's extensive simulation capability. An early prototype can be progressively refined into a complete design. At any point in this process, the engineer can invoke the code generator to generate the code for any subsystem within the design, thus allowing evaluation of the actual implementation code.

Instead of storing the actual Ada code for a system implementation, AutoCode/Ada uses a template of the code with which it regenerates the code as needed based upon a block diagram. The block diagram specification is a reusable, transportable representation of a system that can be stored in simple ASCII files.

The form of hierarchical modeling used by AutoCode/Ada allows the user to construct self-contained, modular components at any level. Details can be hidden within the modular components enabling the user to deal with much more abstract objects, thus reducing the level of complexity of the system being created.

Packaging, as it applies to Ada, is supported at code generation time. The code which is generated by AutoCode/Ada is provided as one or more Ada packages that can be supplemented by user library packages. Features of the packaging can be controlled by the user via the code generation templates.

AutoCode/Ada allows the user to view his system at any desired level of abstraction. If the user begins with general ideas that form a top level view of the system, this view can be progressively decomposed into lower levels. Finally, a level is reached that requires only primitive functional descriptions. With AutoCode/Ada, this decomposition process is accomplished by manipulating templates to describe the system in much the same way that an engineer sketches designs by hand.

Fundamental data types are predefined by AutoCode/Ada and are implicit in the use of each functional block. These types are automatically mapped into language type definitions during code generation.

A system design can evolve through progressive refinement of an early prototype. This type of evolutionary process is strongly supported by the system simulation capability in AutoCode which provides for continuous evaluation of the system or any of its components. At each stage in the evolutionary process, the current design is captured and maintained in a design catalog which can be used to enforce configuration management.
The concept of templates is used extensively in AutoCode/Ada because each predefined building block in the graphical language is such a template. Customization of each template is provided by data supplied by the user. Also, Ada language generics can be utilized directly by the user within user specified "source code" blocks.

Text oriented macros are not used in AutoCode/Ada.

AutoCode/Ada is based upon a graphical block diagram language that specifies flows of both data and control signals.

12. Is there a paradigm embedded in your system? If so, describe it briefly.

The paradigm embedded in AutoCode/Ada is the block diagram. It forms the complete basis for design and implementation of real-time systems.

13. Describe the external tools with which your system interfaces (tool compatibility).

AutoCode/Ada interfaces with MATRIX and SYSTEM_BUILD, which are both ISI products that support system design and simulation. Files are created by AutoCode/Ada in a form that can be easily monitored and controlled by user specified configuration management and control tools.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

The block diagrams created with AutoCode/Ada are fully hierarchical in that any Process-Block can contain other Process-Blocks. Process-Blocks can also be replicated freely. There are no restrictions on building systems from the top down, the bottom up, or the middle out. Graphical layout is free-form. The objects in AutoCode/Ada are well defined blocks and user created modular components that are functions of user-defined parameters and of the data flowing into them.

15. Is your system supported by formal syntax & semantics? Describe briefly.

AutoCode/Ada is based on a concisely defined interactive graphical interface that allows you to assemble systems graphically from predefined and user defined components. The semantics of all such components is formally
defined. As such, no formal syntax is required. Designs can also be created from command files, which must follow formal syntax.

16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

For AutoCode/Ada on a VAXStation, typical costs would be: 15-30K$ for the workstation hardware, 33K$ for the AutoCode/Ada software, approximately 1K$ of direct training costs plus 1 man-month of time required to become proficient. Software maintenance costs for AutoCode/Ada are 20% /year. Quantity discounts are available.

17. Indicate the hostability (measure of degree of portability) of your system.

The SYSTEM_BUILD package on which AutoCode/Ada is largely based is currently supported on VAX systems, IBM mainframes, IBM PCs. Workstation versions include VAX-stations and Apollo workstations (SUN Workstation versions are being developed). AutoCode/Ada is currently available on VAX-stations and will be made available on other systems upon demand.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

The block of diagrams of AutoCode/Ada are oriented towards systems engineering. Similar block diagramming techniques are commonly used (by hand) in software engineering. AutoCode/Ada is a software engineering tool that supports system specification, system design, automated documentation, simulation and code generation.

19. How complete is the methodology - do its principles embody

-A development methodology only
-A design methodology only
-A programming methodology only
-A project control methodology
-A management methodology
-All of the above

AutoCode/Ada can be used to support any structured design and development methodology. Programming is supported by automated code generation and can be used to develop executable application code (with exception of hardware device drivers). Project management and control can be performed.
by auxiliary software that provides for configuration control and monitoring of the database files created by AutoCode/Ada.

20. Describe how your system supports a team development approach. (Number of stations/users).

AutoCode/Ada supports team development through the decomposition of a system into a hierarchy of subsystems, each of which may be developed independently and then integrated. Catalogs of block diagram representations of system components can be shared between development teams as necessary. The number of simultaneous users is determined only by the host system. For example, VAX hardware can support multiple users on a single machine or distributed workstation access through a network. User supplied configuration control tools can be used to control access to systems under development.

21. Describe how your system supports design trade-offs.

AutoCode/Ada supports design trade-offs through rapid simulation and system prototyping.

22. Indicate the range of problems to which the system can be applied.

AutoCode/Ada is a real-time system design and specification tool with applications in guidance and control problems for aircraft, spacecraft, missiles, process control systems and servomechanisms. Extensive simulation capabilities are currently available with the AutoCode/Ada toolset (and more are under development) making it suitable for use in major simulations including battle management, trajectory evaluation, etc. Automated code generation provides a significant capability for real-time simulations including those requiring hardware in the loop.

23. List the names, addresses, and phone numbers of five (customers) major users of your system.

AutoCode/Ada is currently in beta-test at three sites:

Patrick Rogers
University of Houston Clear Lake
High Technology Lab
Houston, TX 77058-1068
(713) 488-5921
Alok Das  
USAF/RPL  
DYSS-Stop 24  
Edwards AFB, CA 93523  
(805) 275-5412

Niranjan Rao  
Boeing Military Aircraft Company  
MS K755  
P.O. Box 7730  
Wichita, KS 67277  
(316) 526-7918
1. Describe how your system supports early detection of inconsistencies, closure and errors.

Both error prevention and early error detection are routinely supported by EPOS. A powerful set of analysis programs provide redundancy, consistency and completeness checks of parts of the system requirements, as well as checks for completeness, type conflicts, inconsistencies in the export/import relations between modules/packages, missing value assignments for data, etc. Some tool analysis is done automatically; the remainder is user-invoked. EPOS checks the requirements specification and conceptual design for:

- correct syntax,
- compatibility of formal elements input with information in the project data,
- compatibility of decision rules with decision process definitions,
- completeness and consistency of decision tables,
- redundancy,
- completeness of substitution and references to requirements.

EPOS checks the system design specification for:
- completeness of hierarchy design,
- name conflicts,
- non-referenced design components
- important hierarchical features such as data type and range consistency,
- non-contradictory synchronization
- completion of project requirements.

Additional analysis and support of automatic code generation facilities such as checks for sufficiency of design for transformability to Ada code are also supported.

2. What type of progress metric does the system produce? Is it quantifiable measure of completeness?

There is support for several representation (requirements, specifications, design, program code). Several levels of abstraction -- indicating different degrees of completeness -- can be visualized. The degree of completeness can be measured by the completeness of the representation itself, and by the fulfillment of requirements form an earlier representation. EPOS uses a single unified database which integrates requirements, specification (design) and
management activities permitting a comprehensive overview of progress and development throughout the project.

3. Describe how your system supports documentation, program management and control.

Portions of (or complete) documentation can be produced in several ways from the project database. The system includes project planning (work breakdown structure, network planning) as well as project control (actual-mental comparisons, visualization of progress, etc.). Text and graphs are produced automatically to support documentation, design and program management. EPOS will automatically produce a large variety of graphical outputs providing representations of both design and project management information.

4. Describe how your system supports real time design.

All necessary real time constructs are provided in the specification language at a very high, problem-oriented level, and are therefore easy to understand. For example, synchronization, mutual exclusion, cyclical operations, etc., are supported. Additionally, EPOS provides the option to automatically generate Ada code or Ada code fragments with the further ability to provide annotated Ada in support of the Ada development activity. Furthermore, high-level real time constructs can be transformed by EPOS automatically into lower level Ada code constructs.

5. Describe how your system supports concurrency, parallelism.

All real time aspects including tasking, concurrency, and parallelism are supported. If the target programming language for the code generator is capable of dealing with these requirements (as in the case of Ada), appropriate real time constructs are generated in the program (Ada) code.

6. Is your system constrained to a particular implementation language (Ada)?

No. The system is language-independent. For selected implementation languages (such as Ada, Pascal, Fortran, etc.) EPOS offers additional specific support. EPOS design support functions for all languages include assistance for design, development and assembly of other HOIs such as Joyval or assembly language.
7. Does your system produce Ada PDL?

No, not directly. EPOS, however, provides a design language to design systems and programs, which fulfills the requirements of PDL objectives. Additionally, there is the option to produce annotated Ada code directly. Code fragments may also be output to assist design and rapid prototyping.

8. Describe how your system supports life cycle intraphase & interphase communications.

Different representation for the different phases of the life cycle. Tracing, feedback, consistency checks and, to some extent, automatic transformation are provided between these representations. EPOS's unified database provides current status information to all participants throughout the project life cycle.

9. Is your system automated, executable, compilable?

The system is highly automated throughout its various phases of operation. It is also capable of providing (for certain HOLs) automated source code generation. It provides integrated support for software/hardware development. Several transformations are automated. The system is executable.

10. Describe the graphics support for your system.

Utilizing its unified database, EPOS is capable of automatically generating graphs and text. Intensive graphical output (hierarchy diagrams, data structure diagrams, data flow and control flow diagrams, Petri-nets, hardware block diagrams, module connection diagrams, bar charts, PERT charts, Gantt charts, etc.). Graphical input of specifications is in development (prototype versions for hierarchy diagrams and flow charts exist).

11. Describe how your system supports concepts of:

- Early prototyping vs. rapid prototyping
- Software reusability
- Information hiding
- Packaging concept
- Abstraction
- Typing
- Evolutionary development
- Generics
- Macros
- Data flows
- Control flows

Parts of the design can be prototypes using code generation capabilities, i.e.,
code fragments for Ada development.

The required object description and the concept of library modules, together
with various powerful mechanisms for specifying attributes and searching, are
the basis for software reusability, which can be addressed at various levels of
abstraction.

The module concept allows the application of principles of information hiding.
The Ada analysis package, in addition to its other functions, enforces
compliance with visibility rules.

Modules, packages can be specified and analyzed with analysis programs which
check import/export consistency and visibility rules.

Various number of levels of abstraction can be defined according to user
needs.

Pre-defined types (FLOAT, BOOLEAN, etc.) as well as user-defined types are
possible. Analysis is provided.

Different builds are possible. Tracing of changes and extensions possible from
the requirements specification to the design and code.

Generics are not directly supported in the current version, but similar
concept is achievable.

Explicit specification of macros is possible. The semantics are known to the
Ada generator.

Specification of data flow is supported as one of the design methodologies.
Graphical documentation and analysis are provided.

Specification of control flow is supported, either as a dominant function in
the function-oriented design methodology, or in addition to other specifications
in other methodologies. Extensive graphical documentation and analysis are
provided.
12. Is there a paradigm embedded in your system? If so, describe it briefly.

The paradigm (similar to Balzer [Balzer, Cheatham, Green: "Software Technology in the 1990's: Using a New Paradigm", IEEE Computer, November, 1988]), to automate later phases (code generation) in the development life cycle and to emphasize earlier phases.

13. Describe the external tools with which your system interfaces (tool compatibility).

Very general interface to extract information from the database and provide it for other tools. The machine editor is interfaced and used directly during development. Special interfacing to graphic editors is in development (prototype versions). General interfaces to plot tools.

14. Describe how your system supports hierarchical decomposition and flow direction (topdown, bottoms-up, both, etc.), architectural perspectives (designer creativity) and object-oriented design.

Directly supports hierarchical decomposition with appropriate syntax constructs and corresponding abstraction levels. Both top-down and bottom-up approaches are possible and supported. Object-oriented design is one of the principles of the system (language elements are design objects).

15. Is your system supported by formal syntax & semantics? Describe briefly.

Yes. System includes specification languages with formal syntax and semantics. Syntax checker (Parser) is included. A set of analysis tools for evaluating the semantics and for transforming representations according to predefined semantics is also included.
16. Outline typical utilization costs for your system (cost of acquiring, using, training, & maintaining it).

<table>
<thead>
<tr>
<th>Description</th>
<th>Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>Single VAX Installation</td>
<td>$42,500</td>
</tr>
<tr>
<td>1 week of training</td>
<td>$11,250</td>
</tr>
<tr>
<td>Annual maintenance/upgrade fee</td>
<td>$ 6,000</td>
</tr>
<tr>
<td>Total</td>
<td>$60,350</td>
</tr>
</tbody>
</table>

Price in effect as of February 1, 1987.
Specialized support is also offered.

17. Indicate the hostability (measure of degree of portability) of your system.

Very high degree of portability (one of the objectives of the system). EPS is already available on the DEC VAX family (730-8600); IBM PC XT, AT and AT compatibles (Toshiba 3100); IBM mainframe (VM/CMS and MVS TSO); Intel 8085/80286 (IRMX); Siemens 7000 (BAS2000). Porting of the system on other machines is available on request. Motorola 68000 (UNIX), UNIX 4.2 and Bell 5 implementations will be available in March of 1987.

18. Describe how your system supports interdisciplinary abstractions/representations (i.e., systems engineering, software engineering, hardware engineering).

EPS supports systems engineering, i.e., support of software development as well as hardware configuration. System and hardware development is supported in an environment that itself supports multiple methodological approaches and simultaneous mapping of software and hardware concepts.

19. How complete is the methodology - do its principles embody

- A development methodology only
- A design methodology only
- A programming methodology only
- A project control methodology
- A management methodology
- All of the above
All of the above - EPOS itself represents a full design and development philosophy with integrated methodology support. Additionally, EPOS is method-independent and supports various standard methodology approaches such as function-oriented, device-oriented, event-oriented, module-oriented, data structure-oriented, data flow oriented and method neutral, with the ability to automatically shift methodologies during use.

20. Describe how your system supports a team development approach. (Number of stations/users).

Project planning of team staffing and work assignments, as well as responsibility analysis is provided. The work of the team members is performed in a so-called decentralized workstation concept with a central project database (on mainframe of PC) and several workstations for the developers.

Team members can work on different types of machines, with data exchange and integration possible.

21. Describe how your system supports design trade-offs.

Not directly supported, although analysis is provided to analyze different design approaches.

22. Indicate the range of problems to which the system can be applied.

EPOS has been successfully used in a large number of different projects, including real time projects and commercial applications. Project size has ranged from small, one/two-person projects to complex efforts involving several aerospace companies.

Target languages may range from assembler to Ada and other high-level languages.

The system is suited for all phases of development and a range of team sizes, with integrated support for development and management.
23. List the names, addresses, and phone numbers of five (customers) major users of your system.

The EPOS system is in use on major projects in approximately 250 installations world-wide. Users include:

West Germany: Ministry of Defense, Grumman Aerospace, MBB (Messerschmitt-Boelkow-Blohm), Phillips, Robert Bosch, base 10, and Contraves, to name a few. Specific contact information is available on request.

**EPOS REFERENCES**

Mr. Eckhart Schwab
Ministry of Defense - Bonn
Rue Vie
Emielstr.
D-5000 Bonn WEST GERMANY
010/288 121 53

Dr. Kurt Keppner
Director, Technical Planning Div.,
Contraves GmbH
Winterspurer Str. 47-19
D-7708 Steinhach WEST GERMANY
077/77 8 13 57

Dr. Klenk
MBB (Messerschmitt)
Dept. LKE 111
D-9042 Ottobrunn WEST GERMANY

Dr. Schmitke
Phillips Kassel
Dept. KFA
Postfach 310220
D-3500 Kassel WEST GERMANY

Dr. Marus
IBM LF Laboratory
Scheerlecren 220
D-7600 Boddenhan WEST GERMANY
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