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ABSTRACT

This thesis is an interactive wargame using an APPLE III microcomputer (128K configuration) programmed in UCSD PASCAL. It is designed as a naval task force undergoing an air attack and is modeled from the Air Battle Analyzer by M. C. Waddell of the Johns Hopkins University Applied Physics Laboratory.
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I. INTRODUCTION AND BACKGROUND

A. AN INTERACTIVE COMPUTER ASSISTED WARGAME

A wargame can be considered to be "any type of analysis or modeling that contains an explicit representation of two or more sides in defining an adversary or conflict situation." [Ref. 1] Military science has long been interested in games/gaming for their use in establishing tactical and strategic doctrine and the development of new and improved weapon systems. Low [Ref. 1] has proposed that "a morphological matrix can be constructed in three dimensions to review the field of military games in all its forms." Figure (1.1) is this classification matrix. The dimensions of the matrix are technique, scope, and application. From this matrix it is obvious that there are many possible combinations of technique, scope and application in the development of different wargames. "Clearly, any research to be performed in gaming must be selective and focused on particular elements of this matrix if the effort is not to become untenable in its proportions." [Ref. 1]

The air battle computer program of this thesis is an interactive wargame using an APPLE III microcomputer programmed in UCSD PASCAL. It is designed as a many on many engagement, to provide a tool for operations planning and evaluation, as an interactive computer wargame, and would be located as such in Figure (1.1). This wargame also has training and educational applications and therefore could be easily integrated into a wargaming or simulation course as a teaching aid due to its flexibility, ease of operation and portability.
Figure 1.1 Gaming Classification Matrix

The selection of the Air Battle Analyzer as a model for this thesis was made because it provided a convenient format to initiate an interactive wargame on a microcomputer. It is designed to be general in approach and provide much flexibility in the play of the game. It also provided a very convenient and mathematical approach that was easily translated into a computer program.

B. WHY A MICROCOMPUTER?

In the last few decades, computers and the problems to which they have been applied have been a primary concern of both civilian and military communities. Computers have evolved from the UNIVAC I, vintage
1950 vacuum tube, through the transistors of the late fifties to the silicon chips and integrated circuits of today. New applications for computers are appearing everyday. Therefore, it is not surprising that the military establishment has diligently researched the applicability of the computer to its multitude of problems, e.g., guidance mechanisms for weapons, inventory maintenance of logistic support equipment, and computer wargames.

This evolution of the computer is phenomenal. The computers of today are faster, more efficient, have a larger memory capacity and, all this notwithstanding, are cheaper to build and operate. "With every major advance in solid state electronics technology, you get two new products; a smaller version of yesterday's computer and a more powerful version of today's computer." [Ref. 2] Microcomputers today are relatively cheap and are becoming a very common appliance. They can be found on board the ships and aircraft of today's Navy. They are relatively unimposing machines and most are very simple to operate. With the advent of these machines on board our ships, it has become imperative that they be used constructively.

Wargaming in the past has been conducted manually or at great expense on large computer facilities. Microcomputers offer a very pleasing alternative to the plotting and frustrating tasks of manual wargaming and provide a very economical alternative to the large computers. The NAVAL TACTICAL GAME, NAVTAG, TRAINING SYSTEM is an example of a valuable aid to teaching tactical doctrine through the use of an interactive microcomputer wargame. The NAVTAG system, however, consists of three microcomputers, three video display terminals, three mass storage devices and a printer. This system is designed specifically for IAVTAG.
C. PURPOSE

The purpose of this thesis is twofold. First, to create a prototype microcomputer version of the Air Battle Analyzer and second, to explore the capability of a standard APPLE III microcomputer.
II. AIR BATTLE ANALYZER

A. PURPOSE

The Air Battle Analyzer is published by The Johns Hopkins University Applied Physics Laboratory. It was developed in 1963 as a "means for considering in an orderly and economical fashion, how a hypothetical air battle may progress." It is to be used "in ascertaining the effects of both deployment and tactical employment of various weapon systems and other equipment on many different battle situations." [Ref. 3]

B. DESCRIPTION, TOOLS

The Air Battle Analyzer is used as a tool to bring into perspective the interactions of forces in an air battle. It is designed to provide a chronological display of movements and operations of the different units involved. The primary tool toward this goal is the plotting and display chart, Figure (2.1). This figure has several of the lines and units plotted, reflecting what the chart looks like after a battle scenario has been enacted. The chart is sectioned into three areas, a range-altitude plot, a range-azimuth plot, and a range-time plot. The link between the areas is the range scale, which runs along the horizontal axis. This common link is designed to facilitate reference from one plot to another.
Figure 2.1 Plotting Chart (Reduced)

Included with the chart are several nomographs and plastic plotting tools that are essential for several of the numerical calculations involved, and that facilitate the actual plotting of lines on the different areas of the chart. Figures (2.2) and (2.3) are examples of the associated tools for use with the Air Battle Analyzer. Figure (2.2) is
a Mach Meter, used "for drawing aircraft range-time lines having slopes appropriate to the aircraft speed." Figure (2.3) is a nomograph for determining radar detection ranges in a clear environment.

Figure 2.2 Mach Meter Template (Reduced)
C. LAYOUT, GAMEFLOW

To begin the analysis, all the units involved and the radar horizons of the fleet units are plotted on the range-azimuth area of the chart. On the range-time area are plotted the early parts of the attack profile, combat air patrol and early warning aircraft. Also needed is data concerning the performance characteristics of the units and the weapons of both the fleet and attack. Additionally, battle plans for both the fleet and attack are needed in order to stage the actual attack and subsequent defense. These battle plans and performance characteristics are left entirely to the user, but should appropriately reflect what the user desires to analyze. "The battle plans may be thought to consist of the orders of battle and of standard doctrine and such information as might be given in a pre-attack briefing." [Ref. 3]

The game progresses as the interactions between the different units begin to unfold and information is "received" concerning the attack. These interactions are indicated by the attack profiles on the range-altitude chart intersecting with the radars of the fleet units. These interactions enable the user to make decisions concerning the use and deployment of his forces, provided the appropriate employment of the battle plans.

The examination of the battle is completed when the user decides the fleet has become fully aware of the nature of the attack and has brought to bear any and all of the units he believes should be used in its defense. At this point, the analysis and "second guessing" can be done to try and determine how the battle might have progressed had different decisions been made at certain points in the progression of events.
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III. USERS GUIDE

A. STARTUP, BUILDING THE DATABASE

The Air Battle Computer model is designed to operate on an APPLE III microcomputer with one additional disk drive and a video monitor. The needed software is stored on two 5 inch floppy disks, labeled ABA.1 and ABA.2. The game will start automatically following these simple instructions:

i) Place disk labeled ABA.1, label up, in disk drive 1 (built in drive).

ii) Place disk labeled ABA.2, label up, in disk drive 2 (external drive).

iii) Turn video monitor on.

iv) Turn APPLE III computer on.

The disk drives will whir audibly, and shortly thereafter the APPLE III PASCAL copywrite notice will appear briefly on the monitor, followed by two screens of very general information about certain aspects of program operation. It is important to note the orientation of the screen, and that the figures on displays are disproportionately large relative to the distance between units.

The third screen presented will be the first selection menu, Figure (3.1). After the selection from the first menu the disk drives will whir briefly as program control is chained to the programs on the second disk. What follows will depend on the menu choice of the user. If option 1 was selected, a screen titled FLEET COMPOSITION will appear. This screen is followed by six others that present a general overview and specific parameters for the ships of the default database.
If you have played this game before, then you may be familiar with the default input database and/or you may have previously remodeled it to suit your needs. Please select one of the following options:

1: BUILD DATABASE; WITH REVIEW of default database.
2: BUILD DATABASE; WITHOUT REVIEW of default database.
3: Use the DEFAULT DATABASE parameters with NO REVIEW.
4: Use the DATABASE parameters retained FROM LAST GAME.

Type a number from 1 to 4:

Figure 3.1 Menu from Intro

Following the review of the fleet, the review of the aircraft will begin with a screen titled AIRCRAFT. The first screen describes how friendly aircraft are deployed, followed by two screens of specific parameters for deployed fighters and three screens of specifics on deployed early warning aircraft. These six screens are followed by one screen of specific parameters for each of the eighteen attack aircraft. Once the user becomes familiar with the format, these screens can be advanced quickly. If the user desires to change some of the parameters, these same values will be presented again during the process of changing the default database.

The selection menu of Figure (3.2) follows this review of the default database. For the novice user it is recommended that selection 1 be chosen, primarily because it does not require further manipulation with the database prior to seeing it, using it and becoming familiar with it during the game portion of the program. Thus, this selection
bypasses a possible detrimental aspect of the game for the novice user, namely, lengthy, boring and repetitious review of parameters. After the user has become familiar with the default database through use of the game he is better able to decide what aspects of it he may wish to change or enhance. After this selection there is a short period of disk activity while the default database files, located on disk number one are being transferred to the game database files on disk number two and the control is transferred to the game program.

How do you wish to set up the players?

1: Use the default fleet/ship and aircraft database.
2: Use the default fleet and build your own aircraft.
3: Use the default aircraft and build your own fleet.
4: Build your own fleet and aircraft database.

Type a number from 1 to 4:

Figure 3.2 Menu from Startem

If the user decides to build a new database, he is given the opportunity to add units, delete units, or change unit parameters. This is done on a question and answer type basis with the program initiating the questions. The user is first given the opportunity to alter the ships' database provided the default fleet is not used. For each ship, he is asked if he wishes to delete it from the database. If he answers negatively, he is asked if he wishes to change any of its parameters. If he answers no, he is asked the same questions for the next ship, etc. If he answers positively to the deletion, he is
immediately asked the same question for the next ship. If he answers yes to changing a ship's parameters, he is shown each parameter for that ship and asked if he wishes to change it. A positive response then causes the program to ask him to enter the new value, a negative response causes the program to retain the old value. In either case, the program progresses to the next parameter value and the process is repeated. After all the ships in the default database have been presented, the user is asked if he wishes to add any ships to the database. If ships are added, he is asked to enter the appropriate parameter values.

When the fleet game database has been built, the user is given the same opportunity to add, delete, or change parameter values of the attacking aircraft. The screen and questioning format for changing the attack aircraft is the same as that for the fleet units.

B. PLAYING THE GAME

The first graphic display, Figure (3.3) is the next screen presented to the user. This display simply introduces the shapes that will be seen on the displays of the fleet and attack. The figure for the fighter aircraft is used on both the fleet display and the attack display; however, the attack display is separate and the user has the option of viewing it.

Next the user is asked if he desires the computer to step through the game at a specified time step. It is recommended that this be answered NO. The program then begins to check for any radar contacts. This requires scanning the linked lists several times, which for the first few time steps causes a rather lengthy pause in visual activity.
Presented below are the figures that will be used in the graphic displays. The actual position of the unit shown will be the upper left point of figure.

**SHIPS**

**AIRCRAFT**

**FIGHTER**

**AEW**

**RADAR**

**CONTACTS**

**AEW**

**FIRE CNTRL**

**AIR INTCPT**

**SHIP SRCH**

---

Figure 3.3 Figures Used in Graphics

During this pause the program provides a visual indication\(^1\) that it is still operating. The first display of the fleet is then presented with the center of the screen cluttered with several units drawn on top of each other. Along the top of the screen appears:

```
U(pscale / D(ownsacle / R(ecenter
```

Along the bottom of the screen are a variable length line which portrays 10 nautical miles on the screen scale, and below that:

```
C(ontinue Time : xxx
```

The time is the current game time, in minutes. By pressing "D" or "U", the user can downscale or upscale the display. A few downscapes at this point will begin to display the units on a less cluttered scale. The user can recenter the display on any unit by typing "R" and the

---

\(^1\) The symbol "=>" is printed diagonally across the screen from the upper left corner of the screen.
number of the unit. A unit may not appear on the screen due to the
scale and the X-Y values of the screen center. The user enters "C"
when he is familiar with this view of the force layout and is ready
to continue the program. The user is then asked if he wishes to see
the attack; if so, it is displayed in the same fashion as the fleet.

Figures (3.4) and (3.5) are examples of the screen display of the
fleet. Figure (3.4) exhibits the initial display, downscaled a few
times, and Figure (3.5) exhibits a later display with several radar
contacts and other game consequences.

\[
\text{U-pscale} / \text{Downscaled} / \text{R-ecenter}
\]

\[
\begin{align*}
6 & \quad 3 \\
\text{2} & \quad \text{10} \quad \text{11} \\
\text{9} & \quad \text{4} \\
\text{5} & \quad \text{C-ontinue} \\
\end{align*}
\]

\[\text{--> 10 NM} \quad \text{Time: 0}\]

\text{Figure 3.4 Initial Fleet Display}
The next presentation is the menu for selecting status reports, Figure (3.6). These reports are amplifying information about the fleet display. For example, the fighter/interceptor report contains the unit number corresponding to the number on the graphic display, and the aircraft's coordinate position, position relative to the carrier, heading/course, velocity, the remaining minutes of endurance and the number of missiles remaining. The early warning aircraft report has exactly the same layout and information as the fighter/interceptor with the exception AEW aircraft do not carry missiles. The ship report indicates the unit number, ship type, coordinate position,
Please select an option according to which status of forces report you wish to peruse.

1: Ships.
2: Fighter / interceptor.
3: Early warning aircraft.
4: Radar contacts.
Q: Quit.

NOTE: COORDINATE POSITIONS are SCALED: 1 = 10 NM.

After your selection you will be presented with specifics and status information concerning your selection. You will then be returned to this menu where you may make another selection or repeat a previous selection.

Figure 3.6 Status Reports Menu

course and speed, the number of long and short range missiles still onboard, and the number of missile hits and bomb hits. The radar report contains the contact number, coordinate position, the contacting radar type, contacting unit's number, and if the contact has been killed on this step.

After studying these reports, the user is presented the opportunity to redeploy or move the friendly units. The next menu, Figure (3.7), allows the user to specify how the friendly units are to move during the next time step. The selections allow the user to launch an aircraft by selecting aircraft type, and entering the desired heading, velocity and altitude. The user can initiate the recovery of an aircraft. For example, if a fighter was out of missiles, or was getting "low" in endurance, by selecting 'recover a fighter' the airborne fighters' unit numbers and positions relative to the carrier are
Please choose your desired course of action:
1: Move a fighter/interceptor.
2: Launch a fighter/interceptor.
3: Recover a fighter/interceptor.
4: Move an AEW aircraft.
5: Launch an AEW aircraft.
6: Recover an AEW aircraft.
7: Move/maneuver an individual ship.
8: Alter the PIM / SOA of the fleet.
D: Review the display of forces.
R: Review the status of forces.
Q: Quit.

After your selection, you will be asked for specifics about your selection, then you will be returned to this menu where you may make another selection, repeat a selection for another aircraft/ship or stop.

Figure 3.7 Nextevents Menu

presented individually. For each aircraft, the user is asked if he wishes it recovered. He simply answers yes for the aircraft he wishes to recover; if he answers no to each fighter, then the program returns to the selection menu. When a recovery is initiated, the program directs the aircraft towards the carrier. When the "recovered" aircraft gets within five nautical miles of the carrier, an "instant landing" is performed. The user can alter the heading, velocity or altitude of an airborne aircraft or he can change the course and speed of the fleet or of an individual ship of the fleet. He can also review the force displays or status reports from this menu.

After making all desired changes, the user is shown the current game time, the default game end time, and is asked if he wishes to stop the program. If the program is not stopped, he is asked to enter the
next time step length. Time steps do not have to be equal in length or any specified minimum or maximum length. However, if a step of greater than 60 minutes is entered, the program asks the user to verify the entry. The time step must be entered in minutes. After this entry, the entire game process is then repeated and the user will see the same visual indications of program activity while the program checks for radar contacts. This is followed by the next display of the fleet. If any movements were ordered from the event menu, the units will be displayed at appropriate relative positions, and any radar contacts, if made, will also be displayed.

The program operates on a time step structure. This is important to note because all calculations are performed at the end of each time step. The time step increment is supplied by the user. No calculations are made for interactions that would have occurred between time steps. Therefore, when interactions between the forces have begun, it is recommended that time steps of no more than 5 minutes be used. Using the default database, the first radar contacts are made after approximately 30 game minutes and interactions will begin after approximately 45 game minutes.
"Programs that use procedures well are generally far easier to read, easier to understand, easier to change, and easier to get working." [Ref. 4, p. 90]

A. INTRODUCTION

This chapter and the next explain the program execution. This chapter is written in four sections. The first will list and explain the assumptions and give a brief overview of the program. The next states a few arguments for the programming language choice. This is followed by a description of the disks and the files residing on them. The last section explains the organization and creation of the database, including how the default database is formed and altered.

B. GENERAL PROGRAM OPERATION

1. Assumptions of the Program

This program was designed to be as similar to the Air Battle Analyzer as possible; however, there were several simplifying assumptions that were required. Some of these assumptions were necessitated by memory space limitations in the actual game portion of the program, as written for the APPLE III. The assumptions are:

i) default database used,

ii) one-sided play,

iii) radar detections and missile firings,

iv) cartesian coordinate system,
v) instantaneous manuevers,
vi) time step processing.

The following paragraphs briefly describe each assumption.

A default database has been supplied with the program. This was done to allow the novice player to use the program immediately, without a lot of foreplanning concerning characteristics and battle plans. The more experienced player can easily change this database. By altering the database, the player can see the differences these changes make in the outcome of the game.

The attack battle plan is written into the program, i.e., the attack performs only preplanned\(^2\) manuevers. This was done in order to hasten the play of the game as well as to keep it simple for the user. This allows the user to concentrate on the fleet's battle plan without the distraction of assuring the attack follows his plan. Also, this frees the user to experiment with many battle plans against a common attack profile.

The default attack force consists of eighteen aircraft located approximately 500 NM East of the fleet. The force is formed in six wings of three aircraft. All of the attack aircraft begin the game on a heading of 270. The first three aircraft begin at 20,000 feet altitude and the rest are at 10,000 feet. The first three and the last six aircraft begin the game at 350 knots and the remaining aircraft

\(^2\)These manuevers are preplanned in the sense that they occur after certain time periods. The attack "flight" profiles may change from game to game because of different attack databases or different time step lengths used throughout the game.
start at 400 knots. As the game time exceeds multiples of 20 minutes, each aircraft's heading is altered towards the carrier. When the first aircraft gets within 200 NM of the carrier, the altitude of each aircraft is changed to 200 feet. When the game time exceeds 120 minutes the remaining aircraft begin their retreat at 10,000 feet, heading 090 at 450 knots.

The attack profile portion of the program is contained in the ATKUPDATE procedure which resides on the Thesis3b file. This profile is programmed in a way that should be easy to change. Most of the parameters that are necessary to create the profile are written as constants in the declarations section of the game program, residing on file Thesis3. Further detail on this procedure can be found in Chapter 5, with possibilities of expansion discussed in Chapter 6.

Radar detection of an attack aircraft occurs when it comes within a certain finite range of the friendly unit. That range is the lesser of the maximum radar range or the radar horizon, a function of the aircraft(s) altitude. In order for a unit, attack or friendly, to fire a missile or drop a bomb, the unit must have an available missile (bomb) and the target must be within minimum and maximum missile range. For air intercept radars, air-to-air missiles, and air-to-surface missiles, the target must also be within the detection/firing envelope.

The playing area is an X-Y cartesian coordinate type layout, with positioning of aircraft and ships referenced to their X-Y positions and altitudes. The X-Y axes are measured in nautical miles and altitudes are measured in feet. Altitude changes, and turns are done instantaneously rather than gradually over some time and distance.
The game portion of the program uses a time step structure
vice a next event structure. This method was chosen because it allows
the operator to increment the battle scenario at a pace of his own
choice. Also, this structure provided a more convenient approach to
the interactive aspect of the program. A combination time step, next
event structure would provide a more realistic methodology; however,
this project's completion date necessitated the strict time step
approach. The major drawback to this approach is that all interac-
tions between the fleet and the attack are done at each time increment.
This necessarily implies that a lengthy time step, once interactions
between the opposing forces have begun, might cause a missed interaction,
when in fact one certainly would have occurred.

2. Program Operation, Primary Chain

The Air Battle computer program is composed of four distinct
operational units that are chained together such that program flow
passes from one logical stage of operation to another. The four units
are depicted in Figure (4.1) in a simple flow diagram. These units
are actually four distinct, separately compiled, program codefiles.
The APPLE library unit CHAINSTUFF was used as a mechanism for the
chaining of the programs. The chaining is accomplished by declaring,
at the start of the current program, the filename of the program codefile
that is to be executed when the current program concludes.
CHAINSTUFF also provides a construct that allows a string
variable to be passed between the programs, thus permitting a very
convenient structure to allow information obtained in one program to
be referenced in the next.
This mechanism is of primary importance in the sequence control of an interactive computer program, i.e., how the user directs the sequence of program operations. The "dialogue" or sequence of exchanges between the user and the program is the user's tool for this control. Ramsey and Atwood [Ref. 5] identify eight general dialogue types, of which this program uses two that require little or no training:

i) question and answer,

ii) menu selection.

These two choices, specifically the first, affect other aspects of an interactive computer program, namely the data entry. Further detail on this area of the program will be discussed in the section on building the database.
3. **Individual Programs, Briefly**

Intro (file Thesis0), the "turnkey" program, is a short initialization program that presents the user introductory information pertaining to the operation of the program. It also provides a notification of certain aspects of the program execution. It contains the initial option selection menu as well. From this selection, control passes to one of the other three programs.

Startem (file Thesis1) is executed unless the fourth option (use last game's database) is selected from Intro. This program presents the parameters established in the default database. After the review, the next selection menu is presented to allow the user to select which of the main areas of the default database he may wish to change or retain. The option selected from this menu determines what is done in Changem (file Thesis2), the program that builds the game database.

Changem is the program in which the user is presented the opportunity to add or delete units, or change parameters of the units in the fleet or attack. The user first is asked if he wishes to retain a unit; if he chooses to do so, he then is asked if he wishes to change any of its parameters. If he answers positively to this, he is presented with each of the parameters individually and asked if he wishes to change it; if so, he is asked to enter the new value.

Abagame (file Thesis3) is the actual game program. This program reads the game database built in Changem and forms linked lists of the records, separating the aircraft records into an "attack" list and an "air" list. It forms and displays the graphic figures, then
goes into a loop for the manipulations of the game for each time step.

C. THE LANGUAGE, PASCAL

"The idea of separating a program into general procedural units that operate on data, and then establishing communication between the units by passing data structures back and forth is the essence of good computer programming. A language like PASCAL gives you a good opportunity to develop this strategy since PASCAL provides both procedural subunits and a large assortment of data structuring techniques." [Ref. 4, p. 274]

PASCAL was chosen as the programming language for several reasons. First, the languages the APPLE III computer supports limited the choice to either BASIC or PASCAL. Second, the expected length of the program necessitated a choice that would provide a document that could be easily read and easily changed. Third, the general nature of PASCAL provides a natural top-down structuring of a program.

Primarily PASCAL is much easier to read and understand than BASIC. This is important if a program may be changed at a future time, by either the original or some other author. PASCAL is much better suited to lengthy programs than BASIC due to the procedural subunits available and the ease in which a program is broken down into those units. PASCAL naturally eases the programmer into top-down development techniques.

There are several aspects of APPLE III PASCAL that lend themselves to the memory space problems, some positively, some negatively. One option of the APPLE III PASCAL system seemed to have very promising attributes to the memory space problem. The reference manuals indicate the system allows the program to control what library units will be
"loaded" into the computer memory by the compiler options "NOLOAD" and "RESIDENT". Without these options, all library units "used" by the program are loaded into memory at the start of execution, thus reducing memory available for the program. However, with these options, the program is supposed to be able to control when a unit is "loaded" into memory, thus a unit can be "resident" only when it is needed and not resident otherwise. The author was able to get this option working for all but the graphics unit, PGRAPH. Therefore, unfortunately, it was not included in the program.

Another APPLE III PASCAL characteristic that is similar to the "noload" option is program segmentation. A program can use 15 segmented procedures, which are loaded into memory only when they are active. This aspect was used in the Abagame program, and indeed was essential.

Still another area of UCSD PASCAL that suggested flexibility with memory space allocation was the use and reuse of memory for dynamic linked lists. However, the method the APPLE III uses is not as flexible and therefore was not as useful as was hoped. The computer does not "dispose" of deleted records on an individual basis but rather they are "disposed" in a block of consecutively linked records. This aspect was indeed useful, but it was not as flexible as one that would allow the reuse of memory space occupied by a single dynamic variable after "disposal".

D. FILE DESCRIPTIONS, DISK ORGANIZATION, EXECUTION TIME

1. Boot Disk, ABA.1

Included on the Boot Disk are all the files needed to boot the APPLE III's Sophisticated Operating System (SOS) files, sos.kernel,
sos.interp, and sos.driver as well as the PASCAL files system.pascal and system.miscinfo. These five files are needed to boot the PASCAL system. The only drivers supported in the sos.driver file are the CONSOLE and GRAPHICS drivers. Memory space limitations in the game portion of the program were the reason no other drivers were supported in the sos.driver files. These five files occupy 165 blocks on the disk. Additionally, the system.library codefile, the system.startup codefile and the default database reside on the Boot disk.

The system.library occupies 70 blocks and contains the APPLE library units, APPLESTUFF, CHAINSTUFF, LONGINTIO, PASCALIO, REALMODES, TRANSCEND, and PGRAPH. The system.library also contains the unit THESISTUFF, in which reside several procedures designed specifically for use in each of the Air Battle Analyzer programs. The type declarations needed in each of the programs are also in the Thesistuff unit. READINT and a slightly modified version of it, READREAL, were obtained in an article written by Edward Heyman [Ref. 6]. The system.startup codefile is the name given to the codefile of the Thesis0 text file.\(^3\) This is the short introductory program with the first option selection menu. This file occupies 8 blocks on the disk. The last two files on the boot disk are the files containing the default database, together they occupy 5 blocks.

2. Second Disk, ABA.2

The files residing on the second disk are the last three of the program codefiles, Thesis1, Thesis2, Thesis3, and the Thesis3.library

---

\(^3\)This is a naming convention on the APPLE III for a "turnkey" program, a program that executes immediately after the system is booted up.
occupying 17, 25, 43, and 11 blocks respectively. As explained earlier, Thesis1 is the codefile for the STARTEM program, Thesis2 is the codefile for CHANGEM and Thesis3 the codefile for ABAGAME. Also residing on this disk are the game database files created in the CHANGEM program, and the "outfile" database files that are created in ABAGAME. These four database files will have varying lengths, depending on the changes instituted in CHANGEM and the actual play of the game.

There are three units, MAKEFORMS, GRAFSTUFF, and BEARINGS on the Thesis3.library file. MAKEFORMS forms the packed arrays that represent the forms shown in the graphic displays. GRAFSTUFF has the UPSCALE, DOWNSCALE, and RECENTERT procedures used in the graphic displays. BEARINGS has the procedures that get distances between two coordinate positions, DISTANCE; bearing from one position to another, DEGREES; and a new coordinate position after a time step has occurred, GETNEMXY.

3. Playing Time

This program can be executed in two stages;

i) review and build a database,

ii) and play the game.

To do a thorough job of each entails about 30 to 45 minutes per stage. When a user builds a database, it is retained on the second disk as game database files. These files are not altered by the game program. Therefore, this game database can be used as often as desired. For each separate game, the player can simply alter his deployment of forces and/or change time step lengths to view a new battle unfold.
With each execution, of course, the user becomes more familiar with the required key strokes necessary to accomplish his goals and thus the playing time decreases. Likewise, after building a few databases for the game, the user again becomes familiar with the key strokes required and thus can accomplish the first portion in less time.

E. ORGANIZATION AND CREATION OF THE DATABASE

1. Filemaker and the Default Database

Figures (4.2) and (4.3) illustrate the record types used in the program; Figure (4.2) is the ship record and Figure (4.3) is the aircraft record. These figures illustrate the variables contained in each record, the range of each variable, and the meaning of ambiguous variable names. Note that the aircraft record is a multiple nested variant record. An aircraft can be an "enemy" or "frend" and if it is a "frend", it can be either "intcpt" (interceptor/fighter) or "aew" (early warning aircraft).

Filemaker is the program that creates the default database by initializing the variables in each record. This program defines the number and types of units involved and then assigns parameter values to each unit. If a new default database is desired, the program Filemaker can be used to form it. The user would need to edit the text version of Filemaker and change whatever aspect of the file is desired. After saving this textfile, he would need to recompile the new Filemaker text and then execute the compiled code to create the new default database files. The filenames of the default database are SHIPINFILE and AIRINFILE. The parameter values assigned to the units in the default database exhibit a close resemblance to the parametric values suggested in the manual game's example.
ship = record
    link : shipntr;
    class : shiptype;
    num : 0..255;
    xpos : real ;
    ypos : real ;
    pim : 0..359;
    soa : 0..50;
    fcrng : 0..255;
    ssrng : 0..255;
    lrsam : 0..255;
    srsam : 0..255;
    lrmpk : real ;
    srmpk : real ;
    srmin : 0..255;
    srmax : 0..255;
    lrmin : 0..255;
    lrmax : 0..255;
    mhits : 0..255;
    bhits : 0..255;
    sunk : boolean;
end;

Variable Meanings:
link : A pointer variable used in the linked lists.
class : A program defined type (cv, dest, crsr).
um : The unit number, assigned in Abagame.
xpos : The X coordinate position of the unit.
ypos : The Y coordinate position of the unit.
pim : Course/Heading of the unit.
soa : Speed of the unit.
fcrng : Fire control radar maximum range.
ssrng : Ship search radar maximum range.
lrsam : Number of long range SAM's.
srsam : Number of short range SAM's.
lrmpk : Long range missiles' probability of kill.
srmpk : Short range missiles' probability of kill.
srmin : Short range missile minimum target distance.
srmax : Short range missile maximum target distance.
lrmin : Long range missile minimum target distance.
lrmax : Long range missile maximum target distance.
mhits : Number of missile hits endured.
bhits : Number of bomb hits endured.
sunk : True if (mhits + bhits) GT a program constant.

Figure 4.2 Ship Record
aircraft = record
    link : airpntr;
    num : 0..255;
    xpos : real;
    ypos : real;
    alt : 0..30000;
    azmth : 0..360;
    velcty : 0..2000;
    iff iffctype;
    case iffctype of
      enemy :
      ( asm : 0..31;
        asmrng : 0..255;
        asmenv : 0..359;
        asmpk : real;
        bomb : 0..31;
        bombpk : real );
      friend :
      ( aCfrnd : frndtype;
        case frndtype of
        intcpt :
        ( intndr : 0..255;
          airng : 0..255;
          aienv : 0..359;
          aam : 0..31;
          aamrng : 0..255;
          aamenv : 0..359;
          aampk : real );
        aew :
        ( aewndr : 0..255;
          aewrng : 0..255 );
        end;)
    end; record

Variable Meanings:
link : A pointer variable used in the linked lists.
num : The unit number, assigned in Abagame.
xpos : The X coordinate position of the unit.
ypos : The Y coordinate position of the unit.
alt : Altitude of the unit.
azmth : Course/Heading of the unit.
velcty : Ground speed of the unit.
iff : A program defined type (enemy, friend).
asm : Number of Air-to-Surface missiles.
asmrng : Air-to-Surface missile range.
asmenv : Air-to-Surface missile firing envelope.
asmpk : Air-to-Surface missile probability of kill.
bomb : Number of bombs
bombpk : Bombs' probability of kill.
acfrnd : A program defined type (intcpt, aew).
intndr : Interceptors' airborne endurance.
airng : Air intercept radar maximum range.
aienv : Air intercept radar detection envelope.
aam : Number of Air-to-Air missiles.
aamrng : Air-to-Air missile range.
aamenv : Air-to-Air missile firing envelope.
aamwpk : Air-to-Air missile probability of kill.
aewndr : Early warning aircraft airborne endurance.
aewrng : Early warning radar maximum range.

Figure 4.3 Aircraft Record
2. Organization and Format

As mentioned earlier, Startem is the program in which the default database is presented, and Changem is the program in which the default database is used to form the game database. Figure (4.4) is a partial flow chart for Startem, where the entry flow path is determined by the selection from the first menu. The next selection menu provides a more detailed selection of how the game database is to be formed. This is done in the GAMECHOICES procedure. Figure (4.5) is a general flow chart for Changem, where the entry flow path is determined by the selection from the second menu. Notice it is not always necessary to pass through all the programs. From Intro it is possible to bypass most of Startem or to bypass Startem and Changem. Further, it is possible to bypass Changem from Startem. Actually, the only time a program is entirely skipped is when the operator chooses to play with a previously established database, thus skipping Startem and Changem.

3. Startem, Thesis

The primary purpose of this program is to present the parameters of the default database; therefore, the largest portion of this program does just that. However, the entire program is executed, i.e., the default database is reviewed only if the first option, 'build a database with review', is selected from the menu in Intro. If the third option, 'use default database', is selected, this program simply transfers the default database files to the game database files. If the second option, 'build database, no review', is selected, this program presents the second selection menu, which provides a detailed selection of how the game database is to be built.
Figure 4.4 Startem Flowchart
The methodology of the review is similar to the chaining of the programs, except that this is from an individual program level. The main program calls the first procedure which starts a chain through four procedures. The order of presentation of the default database is;

i) A general overview of the ships, including aircraft on the carrier, type and number of missiles, and type of radars.

ii) A review of the Surface-to-Air missile parameters, and the ships' radar maximum ranges.

iii) A review of each ship's parameters, including position, course, and speed.

iv) A general overview of the aircraft involved and how they are deployed.
v) A review of individual aircraft parameters including position, altitude, course, groundspeed, armament, type radars, etc. Only airborne aircraft are listed in this review.

4. Changem, Thesis2

As indicated in Figure (4.5), Changem is where the game database is built. The presentation of the variables available for alteration is done in the same order as it was in Startem. If choice four, 'build fleet and aircraft', was selected from the second menu, then the ordering is virtually identical; otherwise, there is some distortion of the ordering.

"Careful attention to the way the user sees a program - the so-called 'user interface' - ... makes the difference between programs that are friendly, forgiving, conversational, and humane and others that are hostile, rigid, obscure, and machine-like." [Ref. 4, p. 138]

There has evolved recently some general ideas as to the nature of interactive computer models, and how they should be designed with respect to the user. [Ref. 7] Several of these ideas, specifically feedback, consistency and simplicity, and how they have been incorporated in Changem are discussed below.

The user needs to be provided feedback for his actions. It is natural for the user to need to know that his actions have been understood and accepted. This feedback should be obvious and displayed where the user expects to see it. Changem echoes all user inputs on the screen directly left of where the cue to enter has occurred.

This presents another point, consistency. The user should not be required to guess where the cues will appear or where his feedback will occur. This consistency should be carried over from one aspect of
a program's operation to the next. This idea is evident throughout the program where a response to a program generated question is required. 4

Simplicity. The simpler a program is to use the more it will be used. This also allows the more inexperienced user to use it correctly, competently and constructively.

As mentioned earlier, a primary concern of an interactive computer program is the data entry. Toward this end Changem and all other parts of the "whole" program use a consistent data entry process. In each instance the following sequence of steps occur:

i) prompt,
ii) provide feedback,
iii) perform error check,
iv) accept data entry.

A prompt is provided for each data entry. It is always as brief and as specific as possible. If the entry is to change a default value, this value is presented. If there is a length limit, the length of the entry is indicated by an underline of appropriate length. On entering the data, whether it is a Yes/No response or a numerical data entry, feedback is presented, immediately to the left of the prompt line.

An error check of the entry is performed. If the entry requires a single key stroke, as in answering a Yes/No question, then for an illegal response the entry is not accepted and the user is asked to reenter the response via an error message that again reflects what

4One aspect of program consistency was altered in the graphic displays. The method of continuing the program was purposely altered to a different key stroke than found elsewhere. An explanation follows in Chapter 5, Abagame.
is expected. If the entry is to be numerical, as in changing the X position of a unit, the program accepts only digits and characters acceptable in numbers; it will not accept anything else, i.e., it will accept a "+" or "-" as the first character and if the entry is a real number, a "." is accepted. If an integer value is expected, the "." will not be accepted anywhere in the entry.
V. ABAGAME, THESIS3

A. INTRODUCTION

This chapter explains the game portion of the program. It describes the main program and each of the major procedures.

B. MAIN PROGRAM

Figure (5.1) is a flow diagram for the main program of Abagame. When this program is called the game database has been built, either in a previous session or in the Changem program. Abagame first calls the procedures INITIALIZE and DOAIRLISTS which form the linked lists from the game database, and then SHOWFORMS is called which presents a display of the forms used in the graphic displays. The program then asks the user whether he wishes to have the computer step through the game at a fixed time step. If so, the program will not call the SHOWSTATUS, NEXTEVENTS or NEXTSTEP procedures while all other aspects of the program are identical.

Abagame then begins the loop that repeats each of the following procedures until the "game time" is greater than the default "endtime" of 160 minutes or the user tells the program to stop in NEXTSTEP. The first procedures called are AIRADARCNTC and SHIPRADARCNTC, which determine if any of the fleet units have any radar contacts. Then DISPLAYGAME is called and presents the graphic displays of the fleet and the attack. SHOWSTATUS is called next and presents status information on the fleet units. The procedures NEXTEVENTS and SELECTOR, discussed
Figure 5.1 Abagame Main Program Flowchart
Figure 5.1 Continued
here as a single entity are called next. They allow the user to selectively alter the headings and speeds of friendly units. NEXTSTEP is called which allows the user to stop the program or continue with a time step of his choice. The program time is then updated according to the new time step. GETKILLS, the procedure which eliminates the "killed" enemy aircraft or "sunk" ships, is called next. The last procedures called in the loop are FLTUPDATE and ATKUPDATE. These two procedures update the fleet and attack positions according to the time step and the headings and speeds of the units. When the loop is exited, the program calls MAKEOUTFILE which creates "outfiles" of the surviving aircraft and ships.

C. INITIALIZE, DOAIRLISTS, SHOWFORMS

The procedures INITIALIZE and DOAIRLISTS are very similar. They form the linked lists that are used in the remainder of Abagame. Initialize is called first. It initializes the boolean variable "stop" to false, and the game time to zero. The SHIPDATA file is read from the game database and each record is assigned a sequential number and placed in the ship linked list. Also, the carrier's X and Y coordinates are noted. The carrier's position is referenced often throughout the program. DOAIRLISTS reads the AIRDATA file from the game database and according to whether the aircraft is an "enemy" or "frend" assigns it to the "atk" list or "air" list. The attack aircraft are assigned sequential numbers beginning at one. Since the displays are divided into attack and fleet, and the fleet consists of ships and friendly aircraft, the friendly aircraft need to be assigned non-conflicting numbers with the ships. Therefore, the friendly aircraft are assigned
sequential numbers beginning after the last number assigned a ship. This numbering is designed to facilitate the user's recognition of units between the graphic displays, the status displays, and the "event" displays.

SHOWFORMS is the procedure that shows the user the different forms that will be used in the graphic displays. This procedure first calls the procedures in the MAKEFORMS library unit that form the figures, and then displays them on a graphic display with appropriate explanation. The actual forms are made by activating or deactivating specific bits in two dimensional packed arrays of boolean variables.

D. GENERATING RADAR CONTACTS AND KILLS

The two procedures AIRADARCNTC and SHIPRADARCNTC along with MAKECNTC have several functions. They determine if an attack aircraft has been detected by one of the four radar types of the fleet or if it has been killed by a missile shot, either surface-to-air or air-to-air. Missile firings are done in an "uncoordinated" mode. If a contact is within the range and the firing envelope of a friendly unit that unit will fire. SHIPRADARCNTC also determines if one of the attack aircraft has successfully hit a ship with a missile or bomb and whether that ship has been sunk.

MAKECNTC forms a linked list of radar contacts, determining which attack aircraft are in radar contact and if more than one type radar is in contact which one will be displayed as having contact. MAKECNTC requires six parameters passed to it;

1) type of contacting radar,
2) state of contact, either alive or killed,
iii) contact's X coordinate,
iv) contact's Y coordinate,
v) contact's number,
vi) number of unit holding contact.

AIRADARCNTC determines the interactions between friendly aircraft and attack aircraft. The overall process is to scan the friendly aircraft list as an outer loop and for each airborne friendly aircraft scan the attack aircraft list. For every combination of airborne friendly aircraft and each attack aircraft the ground distance, as opposed to slant distance, and the radar horizon are calculated.

Radar horizon is calculated using:

\[
\text{rh} := 1.25 \times \sqrt{\text{alt of a/c#1}} + \sqrt{\text{alt of a/c#2}}.
\]

If the friendly aircraft is an early warning aircraft, then the distance between the units is checked. If this distance is less than the radar horizon and the maximum AEW radar range, then the procedure MAKECNTC is called, utilizing; 'air search radar', and 'contact is alive'. After return from MAKECNTC, the next attack aircraft on the list is checked through this entire process.

If the friendly aircraft is an interceptor, the distance between the units is compared to the air-to-air missile (AAM) maximum range, and the radar horizon. If the distance is less than these values, the target is within the firing envelope, and the interceptor is armed with missiles then a missile is fired. The interceptor's missile count is then decremented and a random number is generated in the RANDOM procedure of the APPLESTUFF unit of the system.library. RANDOM generates a psuedo-random number uniformly distributed between
zero and "maxint", the maximum integer represented in the APPLE III.
If the random number is less than or equal to "maxint" multiplied by
the probability of kill for the missile then the attack aircraft is
declared killed and MAKECNTC is called with; 'air intercept radar',
and 'contact is killed'. If the random number was greater than the
"maxint" multiplied by the missile 'pk', then MAKECNTC is called with
the same parameters except that 'contact is alive' is used. After
return from MAKECNTC, the next attack aircraft on the list is checked
through the process. However, if the last check (distance compared
to missile maximum range, distance compared to radar horizon, target
within firing envelope, and number of missiles greater than zero) was
not true then the distance is compared to the air intercept radar
maximum range, the radar horizon, and the air intercept radar detection
envelope. If the distance is within both of these ranges and the
target is within the detection envelope, then MAKECNTC is called with
'air intercept radar', and 'contact is alive'. If one of these com-
parisons is not true, then the next attack aircraft on the list is
checked through the process. The procedure is exited when all aircraft
have been paired for the comparisons.

In essence, this process is; check the shortest missile range; if
within range, check for kill; if not within range, check for next
longest radar range; if within range, generate contact; and if not
within range, consider the next aircraft.

As indicated, SHIPRADARCNTC executes virtually the same process,
the algorithm is identical, only the complexity is changed. Radar
Horizon is calculated using:

\[
\text{rh} := 1.25 \times \text{Sqrt(alt of a/c)}.
\]
Ships may differ in their armament, but they are assumed by the program to have the same capabilities; short range surface-to-air missiles (SRSAM), long range surface-to-air missiles (LRSAM), fire control radar, and ship search radar. The SRSAM ranges (minimum and maximum) are compared to the distance between the ship and attack aircraft first, then LRSAM ranges, then fire control radar, then ship search radar. If the test that is true is for SRSAM, LRSAM, or the fire control radar then the radar parameter passed to MAKECNTC is 'fire control' otherwise it is 'ship search'. If the check was for a missile type then a random number is generated and a comparison similar to the one explained earlier is made. If,

random number <= maxint * missile pk,

is true then 'contact is killed' is passed to MAKECNTC, otherwise 'contact is alive' is passed.

At this point in SHIPRADARCNTC, it is determined if the attack aircraft has come within the range for a bomb drop or within range of an air-to-surface (ASM) missile. Range for a bomb drop is checked first, then the range for an ASM shot. A successful hit (determined by the same method as above) causes the bomb hit total or missile hit total to be incremented by one. The total hits on the ship are then compared to the hit tolerance for the ship and if the tolerance is exceeded, the ship is declared sunk. At this point, the next attack aircraft on the list is checked through this entire process. The procedure is exited when all ships have been compared with all attack aircraft.
MAKECNTC is the procedure that forms the radar contact linked list for each time step of the game. This procedure scans the contact list comparing each element's X position and Y position with the positions passed it by AIRADARCNTC or SHIPRADARCNTC to determine if this attack aircraft being passed is already on the list. If it is not on the list, then it is put there. If this aircraft is on the list and if the contact on the list is dead, then nothing occurs. If the incoming contact is indicated killed, then the incoming parameters replace those on the contact list. If the contact on the list is not dead already or indicated dead by the incoming parameters, the final contacting radar is determined according to the radar hierarchy: fire control, air intercept, ship search and air search. As an example, when a fire control radar and an air intercept radar are in contact and the target is alive, then the fire control radar is declared the radar in contact, the displays will exhibit the fire control symbol and the status report shows fire control as the radar in contact. However, if the same radars hold contact and the interceptor had scored a kill, then the air intercept radar is used as the radar in contact. If the ship and interceptor fired a missile and both indicated a kill, then the one placed on the contact list first is used as the unit in contact. In this case, it would be the air intercept radar because AIRADARCNTC procedure is executed before SHIPRADARCNTC.

E. DISPLAGAME AND GRAPHICS DISPLAYS

Figure (5.2) is a general flow diagram for DISPLAGAME. DISPLAGAME is the procedure from which both the fleet and attack deployment displays are called. The first thing done is to call POSITRANSFER,
Figure 5.2 DISPLGAME Flowchart
which is a procedure to build the two linked lists that the procedures SHOWFLEET and SHOWATTACK will use to make the displays. The first list is the "flt" list and the second is the "ene" list. Each is a linked list of records. Figure (5.3) illustrates these records, which are defined in the system.library unit GRAFSTUFF.

The "flt" list is formed by scanning the ship list and transferring the required information, then scanning the "air" list (friendly aircraft) and, provided the aircraft is airborne, transferring the required information. The "cnt" list (radar contact) is next scanned and the information on it is transferred. Likewise, the "ene" list is formed from the "atk" list (enemy aircraft). These separate lists are needed because the coordinate positions are actually changed when a screen is recentered, upscaled or downscaled.

```
flt = record
  link : fltpntr;
  what : fltyoe;
  num : 0..255;
  xpos : real;
  ypos : real;
end;

ene = record
  link : enepntr;
  what : enetype;
  num : 0..255;
  xpos : real;
  ypos : real;
end;
```

Variable Meanings:

- link: A pointer variable used in the linked lists.
- what: A program type, used to determine what figure to use in the display.
- num: The unit number, assigned in Abagame.
- xpos: The X coordinate position on the screen.
- ypos: The Y coordinate position on the screen.

Figure 5.3 Display Records
The procedures SHOWFLEET and SHOWATTACK do just what their names imply. They scan the appropriate list ('flt' or 'ene') and draw the correct figure and unit number at the X-Y coordinate position. The procedure WHATNEXT is then called and presents a selection menu, consisting of four choices that are drawn on the graphic force display. The user can upscale or downscale the display or recenter on one of the figures on the display or he can continue the program.5

The same menu is provided on both the fleet and attack displays. The user is presented the fleet display on every time step through the game. After he sees this display, he is presented the option of viewing the attack display.

The three procedures SCALEUP, SCALEDOWN, and RECENTER are in the thesis3.-library unit GRAFSTUFF. Additionally, this unit defines the records that form the "flt" list and "ene" list. The scaling procedures are very similar in style and operation. The scale is either doubled or halved with each call to the respective procedure. The procedure RECENTER works in the following manner. The appropriate list is scanned to find the unit on which the display is to be recentered. Then adjustment figures for each coordinate plane are calculated that are the distance from the screen's center to the unit. Then the list is again scanned and each unit's X and Y positions are redefined according to the adjustment figures.

5This is the inconsistency mentioned earlier. This was done because the type ahead buffer of the APPLE III stores key strokes until the computer can act on them. During a recenter operation, a three digit number is allowed. Often though, the recenter is done on a single or double digit unit number thus a space or carriage return is required to enter the number. If this key is inadvertently held too long, it would cause the screen to recenter and then immediately type the space character. With the method used elsewhere, this would cause a page continuation. It was concluded this inconsistency was more desirable because it made the program a bit more "goof proof".
F. STATUS REPORTS, NEXTEVENTS, NEXTSTEP

The displays are followed by the menu for selecting the status reports of the fleet. These reports show the display number, type of unit, coordinate position, position relative to carrier (aircraft and radar contacts only), heading of unit, and speed of unit. These reports are amplifying information for the displays.

When the user is through reviewing the status reports, he is presented the menu for selecting the events he desires to take place in the next time step. When a selection is made from the event menu, the selection is followed by further questioning to determine what the user desires to accomplish. For example, if he chooses to move a fighter, he is presented with each airborne fighter and asked if this is the one he wishes to move. If he answers no to each one, he is taken back to the menu and no changes are made. If he answers yes for one, he is asked to enter the new heading, velocity and altitude he desires for the unit. After this, he is presented with the event menu again. He can then make another selection or repeat a selection for another aircraft (or ship) or quit. The user is able to review the displays and/or the status reports from this menu. Reviewing the status reports allows the user to see the alterations he has made for the next time step.

When the user is satisfied with his actions and is ready to continue, he quits this menu and is presented the "next step" choices.

---

6This is actually a misnomer. The user alters the heading, speed and altitude of a unit and with the next update and display the units are "moved" accordingly.
He is told the current game time, in minutes, and is asked if he wants to stop the program. If he answers no, he is asked to enter the next time step increment. The last part of the program loop is the set of procedures that update the positions of the fleet and attack.

G. GETKILLS, FLTUPDATE, ATKUPDATE

The final three procedures in the program loop update the linked lists for the next loop. GETKILLS serves two functions, it deletes "sunk" ships from the ship list and deletes "killed" attack aircraft from the attack list. First, it scans the contact list checking for "killed" contacts. Then for each "killed" contact, it scans the "atk" list looking for the aircraft that has matching coordinate positions, and then deletes this aircraft from the "atk" list. When the scan of the contact list is completed and all "killed" attack aircraft are deleted, the ship list is then scanned. Each "sunk" ship is then deleted from the list. At the completion of GETKILLS, the lists contain only alive aircraft and floating ships.

FLTUPDATE is then called and updates the positions of the fleet units. The new ship list is scanned and the library procedure GETNEWXY is called for each ship. If the ship is the carrier, then the coordinate positions are noted for future game reference. The procedure then scans the "air" list and determines endurance for each airborne friendly aircraft. If the aircraft does not have enough endurance to last the time step, then it is deleted from the list. If the aircraft has enough endurance, then the endurance time is decremented and the aircraft's new coordinate positions are calculated and recorded by
GETNEWXY. If the aircraft is not airborne, then the aircraft's coordinate positions are set equivalent to the carrier's.

ATKUPDATE is the last procedure called in the loop of the program. ATKUPDATE scans the "atk" list and calculates and records the new coordinate positions for each attack aircraft. It next implements the attack profile. If the game time is greater than the attack retreat time, then the list is scanned again and the retreat heading, velocity and altitude are placed in the appropriate variables of each aircraft's record. If the game time is less than the retreat time, then game time is checked against a "look" time. This "look" time is considered to be an intelligence update time, i.e., after every multiple of this look time increment, the attack "gets an intelligence update", which consists of the new heading to the fleet. When the game time increases beyond these "look" intervals, the heading of each attack aircraft is updated. Also, when the first attack aircraft gets within 200 nautical miles of the carrier, each aircraft's altitude is changed to the "inbound" altitude. Most of these "profile variables" are written into the program as constants and therefore this "profile" can be changed by changing these constant values. Figure (5.4) is a list of the game constants and their meanings.

When this procedure is completed, the program checks for a user declared "stop" or a game time greater than the default "endtime". If either is true, the program exits the loop and calls the procedure that forms the outfiles of the program. These files are placed on the second disk and can be printed using the FILECHCKER program. The files consist of information concerning the forces still in "action" when the program was halted. If the program is not halted, the game is repeated beginning with the check for radar contacts.
retrtime = 120 : Game time of retreat.
retrthdg = 090 : Retreat heading.
retrtalt = 20000 : Retreat altitude
retrtvel = 400 : Retreat velocity
inbdalt = 200 : Inbound attack altitude.
inbdist = 200 : Distance from carrier for attack altitude descent.
incr = 20 : Intelligence update interval.
tol = 0.5 : Miss tolerance for bomb drops.
hittol = 7 : Number of hits a ship can endure.
recov = 5 : Instant recovery radial distance.
tmdefault = 160 : Game end default time.

Figure 5.4 Abagame Program Constants
VI. FUTURE DEVELOPMENTS, APPLICATIONS

A. EXPANSION AND EXTENSIONS

There are a few areas of the program that could be enhanced to make the program more flexible, more realistic, or operate/use memory more efficiently.

Flexibility could be enhanced with the addition of a larger database or maybe several different default databases. More files could be created with several different types of scenarios, e.g., convoys, or offensive attacks against an air defense. The scenario of this program has much room for expansion. For example, the attack force could be altered for:

i) the azimuth of the attack,

ii) more or fewer aircraft,

iii) highly specialized aircraft,

iv) different formations,

v) time delays between attack aircraft, etc.

It would be a trivial matter to change the menus and chaining operations of Intro and Startem to allow more databases/scenarios. These changes could be instituted as possible classroom projects in a wargaming or simulation course. With the inclusion of these ideas into the program, the algorithms certainly would be scrutinized and assuredly enhanced and streamlined, thus enhancing efficiency. The program was developed and written with "brute force" algorithms, and therefore lacks algorithmic finesse. More time and a concentrated effort in this direction could lend more realism and/or increase the efficiency.
Several times throughout the development of this thesis, the problem of memory space limitations has occurred. Upgrading the computer to the 256K configuration would allow a more expanded and realistic solution to the presentations. This expansion would allow more drivers in the system definition and more memory for the program. The addition of a "printer" driver would enable printed output, from tables and lists to a complete listing of the default or game database. The program does create "outfiles" that retain information on and the status of the surviving ships and aircraft. The textfile/program FILECHCKER will print these files to a printer if the system is coupled to an rs232 port.\footnote{This can be changed simply. Enter the text version of FILECHCKER and change the string variable in the rewrite statement from .rs232 to .silentype or .printer or the appropriate name of the "printer" device driver.} Filechcker requires compilation and a system configured for a "printer" driver before it can be run.

Another avenue of expansion that could increase the program flexibility would be the addition of several attack profile (ATKUPDATE) procedures. If this were done, the user could be presented with a menu for selecting the profile he desires to implement at the start of the Abagame program, then based on his selection the appropriate procedure would be called when the attacking force's positions are to be updated.

An enhancement that would require extensive changes to the basic structure, but could add a higher level of realism would be the incorporation of an event type structure between the time steps. With this game structure, a more realistic approach to radar detections and missile
firing envelopes and of missile interceptions could be calculated and implemented. This would require more elaborate mathematical models. Specifically involving missile and aircraft interaction geometries.

Alternatively, all interactions could be calculated on a very short time step structure between the game "review" times of the user supplied time step. This would require less extensive program changes than the next event structure and it would help eliminate the occurrence of missed interactions because of long time steps.

B. APPLICATIONS

The air battle computer program is not designed to test one's knowledge of weapon systems or characteristics; it is helpful in ascertaining the effects of tactical employment of various types of weapon systems. It illustrates the consequences of decisions and of different courses of actions on the many possible interactions between adversary units and provides an easily understood display of movements and operations of the ships and aircraft. The air battle program is most helpful with the timing of the tactical decisions required in an air battle. The ephemeral nature of decisions in a tactical situation belies the importance these decisions hold on the outcome of a battle. The length of time one decision affects the battle is often very short; however, the entire outcome of the battle may rest entirely on one of these tactical decisions.

This program cannot be considered a cornucopia of solutions to the tactical decision problem areas it presents. It lacks realism in very important aspects of unit characteristics and the solution of interaction geometries. It provides, however, a learning experience in a recreational
environment and an interesting and economical method for exploring tactical environment decisions. Repeated use of the program is required to appreciate the subtle differences between one manner of tactical decision implementation and another.
UNIT THESISTUFF
INRINSIC code 24 date 25

INTERFACE

TYPE
shiptyp = "ship"
aeroplan = "aircraft"
contact = "contact"
shiptyp = "destroyer"
firetype = (interface)
afflute = (friendenemy)
radarype = (enrilsrchairston)
airtr = (c1enofonbellushirtfscirncirps)
contact = record
  link : shiptyp
  whe : reardure
  num : 0.255
  num : 0.255
  xmp : real
  ymp : real
  dead : boolean
end
ship = record
  link : shiptyp
  class : shiptyp
  num : 0.255
  xmp : real
  ymp : real
  xmp : 0.359
  ymp : 0.201
  fmp : 0.255
  smp : 0.255
  xload : 0.255
  yload : 0.255
  dirk : real
  slant : real
  height : 0.255
  slant : 0.255
  lim : 0.255
  lim : 0.255
  lim : 0.255
  lim : 0.255
  lim : 0.255
  lim : 0.255
  sunk : boolean
end
aircraft = record
  link : aeroplan
  num : 0.255
  xmp : real
  ymp : real
  alt : 0.30000
  azim : 0.359
  velcty : 0.20000
  aff : afflute
case if length of
  enum : ( as:
  asms : 0..31;
  asmem : 0..255;
  asemv : 0..359;
  asemk : real;
  asmb : 0..31;
  asmork : real )
friend : ( asfrmd : fnktype;
  case fnktype of
  intext : ( intindr : 0..255;
  aintms : 0..255;
  aintmv : 0..359;
  aintmk : real )
  aew : ( aewndr : 0..255;
  aewms : 0..255 )
end)
  < record >

VAR
  selection : char;
  contrum : 0..31;

PROCEDURE SCNCONTRO ( domat : control );
PROCEDURE CONTINUE;
PROCEDURE YESNOSEL;
FUNCTION CHANGEIT : boolean;
FUNCTION READINT ( int : integer ) : integer;
FUNCTION READREAL ( int : integer ) : real;

IMPLEMENTATION

PROCEDURE SCNCONTRO:

begin
  case domat of
    bel : contrum := 071 < Sound Bell >
    bs : contrum := 081 < Backspace Cursor >
    int : contrum := 091 < Horizontal Tabulation >
    lf : contrum := 101 < Linefeed >
    off : contrum := 141 < Screen Off >
    on : contrum := 151 < Screen On >
    clr : contrum := 281 < Clear Screen >
    cline : contrum := 291 < Clear Line From Cursor >
    crun : contrum := 311 < Clear Screen From Cursor >
    end;
  writeln ( in : contrum, 2..12 )
end;
  < SCNCONTRO >
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PROCEDURE CONTINUE;
begin
write (" Press the SPACE BAR to continue. "); 
read (selection); if selection = (on) then
begin
writeln(bell); writeln;
write (" You must hit the SPACE BAR!! -- Please try again: ");
read (selection);
end;
end;

PROCEDURE YESNOSEL;
begin
write (" Select 'Y' or 'N' ");
read (selection); if selection = (on) then
begin
writeln(bell); writeln;
writeln(" You must enter a (Y or y) or (N or n) !! ");
write (" Please try again: ");
read (selection);
end;
end;

FUNCTION CHANGEIT;
begin
 writeln;
 writeln(" Do you wish to change this value? ");
 writeln (YESNOSEL); writeln; writeln;
 case selection of
   'Y' or 'y': begin
     changeit := true;
     write(" Enter the new value: ");
     read (oldvalue);
     end;
   'N' or 'n': begin
     changeit := false;
     write(" Old value retained.... ");
     end;
 end;
end;

FUNCTION READINT;
begin
const
  low := 3;
  up := 13;
  pr := 32;
var
  charray : array [1..101] of char;
end;
num : integer
position : 1..10
next : boolean
digits : set of char

begin < READINT >
digits := ['0'..'9']
for position := 1 to length do
  write ('_')
end
position := 1
while position <= length do
  begin
    read (keyboard, char array [position]);
    if (char array [position] in digits + ['+', '-', ''])
      then begin
          write (char array [position]);
          position := position + 1
        end;
  end; < while >
  num := 0
  if char array [1] = '-' then neg := true else neg := false
  for position := 1 to length do
    if (char array [position] in digits)
      then begin
          num := 10 * num + ord (char array [position]) - ord ('0')
      end;
  end;
  readint := -num
end < READINT >

FUNCTION READREAL:

TYPE
  REAL := REAL

CONST
  INF := -1;

VAR
  char array : array [1..10] of char
  num, divisor : integer

num := num + ord (char array [position]) - ord ('0')
num : real;  
posit : decimal ; i : 0..10;  
next : boolean;  
digits : set of char;  

begin  
digits := [ '0'..'9' ];  
for posit := 1 to int do write (' ');  
for posit := 1 to int do screenctob(s);  
posit := 1;  
decimal := 0;  

divisor := 1;  
while posit <= 1 do  
begin  
read (keyboard) charray [posit]);  
if (charray [posit] in digits + ['+', '-', '-', '.'])  
then begin  
write (charray [posit]);  
posit := posit + 1;  
end;  
if charray [posit] = '.' then decimal := posit - 1;  
end;  
while posit <= int do  
begin  
read (keyboard) charray [posit]);  
if (charray [posit] in digits + ['.'])  
then begin  
write (charray [posit]);  
posit := posit + 1;  
if charray [posit] = '.' then decimal := posit - 1;  
end;  
else begin  
if charray [posit] = chr(0x)  
then begin  
screenctob(s);  
posit := posit - 1;  
end;  
if (charray [posit] in chr(0)+chr(0))  
then int := posit - 1;  
end;  
end;  
while ;  
um := 0;  
if charray [i] = ' ' then next := true else next := false;  
for posit := 1 to int do  
if (charray [posit] in digits)  
then num := 10 * num + ord (charray [posit]) - ord ('0') ;  
if (decimal < 0) and (int <= decimal)  
then for i := 1 to (int - decimal) do  

divisor := divisor * 10;  

num := num / divisor;  
if num < 0  
then readreal := -num  
else readreal := num;  
end;  
< READREAL >  
end.  
< THESISTUFF >
UNIT BEARINGS

INTERFACE

USES
  real modes, transcend

CONST
  PI = 3.1415927

PROCEDURE GETNEWXY ( TMHDG,VEL : INTEGER; VAR NX,NY : REAL );
FUNCTION DEGREES ( X0,Y0,XR,YR : REAL ) : INTEGER;
FUNCTION DISTANCE ( X0,Y0,XR,YR : REAL ) : INTEGER;

IMPLEMENTATION

PROCEDURE GETNEWXY:
  VAR
    dist, rad, xi, yi : REAL;
  BEGIN
    dist := vel * km / 600;
    rad := rad % pi / 180;
    xi := nx + dist * sin (rad);
    yi := ny + dist * cos (rad);
  END;

FUNCTION DEGREES:
  VAR
    wdif, wdif : REAL;
    value : INTEGER;
  BEGIN
    wdiff := xi - xr;
    wdif := yi - yr;
    IF wdiff = 0
    THEN IF wdif < 0
          THEN degrees := 0
          ELSE IF wdif > 0
                 THEN degrees := 180
                 ELSE degrees := 0
    ELSE IF wdif = 0
          THEN IF wdiff = 0
                 THEN degrees := 270
                 ELSE degrees := 90
    ELSE BEGIN
      value := round (180 / pi * atan (wdif / wdiff));
      IF abs (value) < value
         THEN IF wdif < 0
                THEN degrees := 180 + value
                ELSE degrees := value
    END;
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else degrees := 360 + value
  else if xdiff < 0
  then degrees := 180 + value
  else degrees := value

end;

FUNCTION DISTANCE;
VAR
  xdiff, ydiff : real;
BEGIN
  xdiff := x - xref;
ydiff := y - yref;
distance := round(sqrt((x-ref) + ydiff) + ydiff));
end;

UNIT HAKEFORMS;
intrinsic code 26 data 271

INTERFACE
VAR
  shiform : packed array [0..5] of boolean;
  aiform : packed array [0..5] of boolean;
  liform : packed array [0..5] of boolean;
  aewurf : packed array [0..4] of boolean;
  fardr : packed array [0..4] of boolean;
  eardr : packed array [0..4] of boolean;

PROCEDURE HISKFORMS;
PROCEDURE AIRFORMS;

IMPLEMENTATION

PROCEDURE HISKFORMS;
VAR
  lru : 0..20;
BEGIN
  for i := 0 to 3 do
    for j := 0 to 7 do
      shiform[i,j] := true;
      aiform[i,j] := true;
      liform[i,j] := true;

  for i := 0 to 5 do
    for j := 0 to 7 do
      aewurf[i,j] := true;
      eardr[i,j] := true;
      fardr[i,j] := true;
end;
if ((i = 0) and ((w < 3) or (w > 4)))
    then shifform [1w] := false

if (((i = 1) or (i = 4)) and ((j < 2) or (j > 5)))
    then shifform [1w] := false

until
shifform [3,0] := false
shifform [3,3] := false

for l := 0 to 4 do
    for j := 0 to 4 do
        ifdr [l,w] := true
    for l := 1 to 3 do
        fserdr [l,w] := false
    for i := 1 to 3 do
        ifdr [l,w] := false

for l := 0 to 4 do
    for j := 0 to 4 do
        if ((i = 2) or (j = 2))
            then ifdr [l,w] := true
        else ifdr [l,w] := false

for l := 0 to 4 do
    for j := 0 to 4 do
        if (j = 4) or (l + j = 4)
            then ifdr [l,w] := true
        else ifdr [l,w] := false

for l := 0 to 4 do
    for j := 0 to 4 do
        if (l + j) then
            then ifdr [l,w] := false
            else ifdr [l,w] := true

        ifdr [0,0] := false
        ifdr [0,4] := false
        ifdr [4,0] := false
        ifdr [4,4] := false

until

PROCEDURE AIRFORMS1

VAR
    w : 0 .. 20;

begin
    if i = 0 then
        for j := 0 to 9 do
            if (j + i) then
                then ifdr [i,j] := true
                else ifdr [i,j] := false

    until

begin
    for i := 0 to 5 do
        for j := 0 to 9 do
            if (j > 3) then
                then ifdr [i,j] := true
                else ifdr [i,j] := false

    until

end
inlform [3,0] := true
inlform [3,1] := true
for i := 0 to 5 do
  for j := 0 to 9 do
    if ((i = 2) or (i = 3))
      then awform [i,j] := true
    else if ((j = 3) or (j = 4))
      then awform [i,j] := true
    else awform [i,j] := false
awform [1,8] := true
awform [1,9] := true
awform [4,8] := true
awform [4,9] := true
end.
end.

UNIT GRAFSTUFF
intrinsic code 32 data 33

INTERFACE

CONST
  num = 139
  scan = 95

TYPE
  filentri = "fil";
  enentri = "enent"
  filtype = (ewrea,ewra,ewreaent,ewrecont,ewrecontent);
  enetype = (ewent,ewentent);
fil = record
  link : filentri;
  what : filtype;
  num : 0..255;
 作品 : real;
  time : real;
end;
en = record
  link : enentri;
  what : enetype;
  num : 0..255;
 作品 : real;
  time : real;
end;

VAR
  filbeser filnext : filentri;
  enbeser ennext : enentri;
  filkref : boolean;
  recent : integer;
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IMPLEMENTATION

PROCEDURE RECENTER;
VAR
  nucedu : real;
BEGIN
  IF @kuren/
  THEN BEGIN
      enenex := enebase;
      WHILE ((enenex<nunucent) and (enenex<nil)) do
        enenex := enenex.link;
      xadd := xcen - enenex.xpos;
      yadd := ycen - enenex ypos;
      enenex := enebase;
      WHILE enenex<nil do
        BEGIN
          enenex.xpos := enenex.xpos + xadd;
          enenex.ypos := enenex.ypos + yadd;
          enenex := enenex.link;
        END;
    END
  ELSE BEGIN
    fltnext := filbase;
    WHILE ((fltnext.nunucent) and (fltnext<nil)) do
      fltnext := fltnext.link;
    xadd := xcen - fltnext.xpos;
    yadd := ycen - fltnext ypos;
    fltnext := filbase;
    WHILE fltnext<nil do
      BEGIN
        fltnext.xpos := fltnext.xpos + xadd;
        fltnext.ypos := fltnext.ypos + yadd;
        fltnext := fltnext.link;
      END;
    END;
  END;
BEGIN
  PROCEDURE SCALEUP;
  VAR
    nducedu : real;
  BEGIN
    IF @kuren/
    THEN BEGIN
      enenex := enebase;
      WHILE enenex<nil do

PROCEDURE SCALEDOWN:

VAR
  xadd, xadj : real;

begin
  if akdrawf then begin
    enenext := enebase;
    while enenext <> nil do begin
      begin
        xadj := xcen - enenext".xpos;
        yadj := ycen - enenext".ypos;
        enenext".xpos := xcen - xadj / 2;
        enenext".ypos := ycen - yadj / 2;
        enenext := enenext".link;
      end;
    end;
  end;
else begin
  filnext := filbase;
  while filnext <> nil do begin
    begin
      xadj := xcen - filnext".xpos;
      yadj := ycen - filnext".ypos;
      filnext".xpos := xcen - xadj / 2;
      filnext".ypos := ycen - yadj / 2;
      filnext := filnext".link;
    end;
  end;
end;

END.
PROGRAM FILEMAKER
USES theisstuff;

VAR
    shipfile : file of ship;
    file : file of aircraft;
    itd : 0..200;

PROCEDURE MAKESHIPFILE;

begin
    with shipfile do
    begin
        link := nil;
        class := cvf;
        num := 01;
        xpos := 51;
        xpos := 101;
        pnm := 0253;
        soe := 201;
        some := 401;
        sflx := 801;
        lana := 01;
        lana := 401;
        lmax := 0.4;
        lmax := 0.7;
        smin := 01;
        smin := 201;
        lmin := 101;
        lmin := 401;
        mina := 01;
        mina := 01;
        sunk := false;
    end;
    put (shipfile);
    for i := 1 to 4 do
    begin
        with shipfile do
        begin
            link := nil;
            class := dest;
            num := 01;
            pnm := 0253;
            soe := 201;
            some := 401;
            sflx := 801;
            lana := 01;
            lana := 201;
            lmax := 0.4;
            lmax := 0.7;
        end;
    end;
end;
srain := 01
srmek := 201
lrain := 101
lrmek := 401
whits := 01
blits := 01
sunk := false

case i of
1 : begin xpos := 31 ypos := 11) end
2 : begin xpos := 61 ypos := 12) end
3 : begin xpos := 71 ypos := 91 end
4 : begin xpos := 41 ypos := 81 end
end;

end: < with >
end: < for >
for i := 1 to 4 do
begin
with shipinfo do
begin
link := nil1
clase := ccss1
num := 01
rim := 0251
wos := 201
forms := 401
wrmst := 801
lrmst := 201
lrmek := 201
lrmek := 0.41
zrark := 0.71
srain := 01
srmek := 201
lrain := 101
lrmek := 401
whits := 01
blits := 01
sunk := false

\case i of
1 : begin xpos := 31 ypos := 11) end
2 : begin xpos := 61 ypos := 12) end
3 : begin xpos := 71 ypos := 91 end
4 : begin xpos := 41 ypos := 81 end
end;
< case >
end: < with >
end: < for >
end: < MAKESHIPFILE >
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PROCEDURE MAKEFRIENDLYAIR;

BEGIN
  FOR I := 1 TO 24 DO
    BEGIN
      WITH AIRFILE DO
      BEGIN
        LINK := nil;
        XPOS := 3;
        YPOS := 10;
        ALL := 0;
        DEATH := 0;
        VELOCITY := 0;
        AFF := 1;
        DEFEND := initial;
        INSERT := 120; { in minutes }
        AIR := 40;
        AIRREV := 120;
        AIRINV := 6;
        AIRMARK := 0.5;
        ASAIR := 20;
        ASAIRNV := 80;
        CASE I OF
          1 : BEGIN
            XPOS := 5;
            YPOS := 10.5;
            ALL := 20000;
            DEATH := 0.25;
            VELOCITY := 25;
          END,
          2 : BEGIN
            XPOS := 3.5;
            YPOS := 10.5;
            ALL := 20000;
            DEATH := 0.25;
            VELOCITY := 25;
          END;
        END; { case }
      END; { with }
      PUT (AIRFILE);
    END; { for }
  END; { BEGIN }
END;
awwrnt := 2001
        case i of
            1 : begin
                xpos := 01
                ypos := 23
                alt := 150000
                azimuth := 0251
                velcty := 251
            end
            2 : begin
                xpos := 121
                ypos := 241
                alt := 150000
                azimuth := 0251
                velcty := 251
            end
            3 : begin
                xpos := 191
                ypos := 141
                alt := 150000
                azimuth := 0251
                velcty := 251
            end
        end) < case >
    end) < with >
    put (airinfile)
end) < for >
end) < MAKEFRIENDLYAIR >

PROCEDURE MAKEATTACKAIR;
begin
for i := 1 to 6 do
for j := 1 to 3 do
begin
with airinfile" do
begin
    link := nil;
    azimuth := 2701;
    rff := unnamed;
    asmk := 0.601;
    asmkv := 1801;
    asmkw := 301;
    bmbek := 0.251;
    case i of
        1 : begin
            if j = 1 then begin
                xpos := 30.01; ypos := 30.01
            end
            else if j = 2 then begin
                xpos := 30.51; ypos := 30.51
            end
            else begin
                xpos := 30.51; ypos := 29.51
            end;
            alt := 200000;
            velcty := 3501;
            asm := 61;
        end
end
end;
end;
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bumb := 2;
end < case 1 >
2 : begin
if j = 1
then begin xpos := 60.0; ypos := 40.0; end
else if j = 2
then begin xpos := 60.5; ypos := 40.5; end
else begin xpos := 60.5; ypos := 39.5; end
alt := 10000;
vecty := 400;
asa := 61;
bumb := 0;
end < case 2 >
3 : begin
if j = 1
then begin xpos := 60.0; ypos := 30.0; end
else if j = 2
then begin xpos := 60.5; ypos := 30.5; end
else begin xpos := 60.5; ypos := 29.5; end
alt := 10000;
vecty := 400;
asa := 61;
bumb := 0;
end < case 3 >
4 : begin
if j = 1
then begin xpos := 60.0; ypos := 20.0; end
else if j = 2
then begin xpos := 60.5; ypos := 20.5; end
else begin xpos := 60.5; ypos := 19.5; end
alt := 10000;
vecty := 400;
asa := 61;
bumb := 0;
end < case 4 >
5 : begin
if j = 1
then begin xpos := 65.0; ypos := 35.0; end
else if j = 2
then begin xpos := 65.5; ypos := 35.5; end
else begin xpos := 65.5; ypos := 34.5; end
alt := 10000;
vecty := 320;
asa := 41;
bumb := 2;
end < case 5 >
6 : begin
if j = 1
then begin xpos := 65.0; ypos := 25.0; end
else if j = 2
then begin xpos := 65.5; ypos := 25.5; end
else begin xpos := 65.5; ypos := 24.5; end
alt := 10000;
vecty := 320;
```pascal
uses stuff;

VAR
  shipofile : file of ship;
  aircraft : file of aircraft;
  shipfile : text;

PROCEDURE SHIPCHECK;

PROCEDURE SHIPWRITE;

BEGIN
  with shipofile do
  BEGIN
    writeln(shipofile); writeln(shipofile); writeln(shipofile);
    writeln(shipofile); write ('X-Y coordinate position : (');
    writeln(shipofile); writeln(shipofile); writeln(shipofile); writeln(shipofile);
    writeln(shipofile); writeln(shipofile); writeln(shipofile); writeln(shipofile);
    writeln(shipofile); writeln(shipofile); writeln(shipofile); writeln(shipofile);
    writeln(shipofile); writeln(shipofile); writeln(shipofile); writeln(shipofile);
    readln(shipofile);
    writeln(shipofile); writeln(shipofile); writeln(shipofile);
  END;
END ( SHIPWRITE )
```
BEGIN
reset (shoutfile, 'abs.2:shoutfile.data');
l := 0;
write (outfile);        SHIPS ");
while NOT eof (shoutfile) do
BEGIN
l := l + 1;
with shoutfile do
BEGIN
  case cls of
    cv: kind := 'Carrier';
    dest: kind := 'Destroyer';
    crsr: kind := 'Cruiser';
  end;
write (outfile);
  if l mod 3 = 0 then begin
    writeln (outfile);
      (SHIPS cont. ");
    end;
end;        < for/with >
end;        < while >
close (shoutfile);        < SHIPCHECK >

PROCEDURE AIRCHECK;

PROCEDURE ATTACKWRITE;

BEGIN
with shoutfile do
BEGIN
  writeln (outfile);
  writeln (outfile);
  writeln (outfile);
  writeln (outfile);        'kind' aircraft number 'num:3',
  writeln (outfile);
  write (outfile) 'X-Y coordinate position :
  writeln (outfile) 'xpos=411, ypos=411, ');
  writeln (outfile) 'Current course / heading :
  writeln (outfile) 'Current velocity :
  writeln (outfile) 'Current altitude :
  writeln (outfile) 'Number of ASH's :
  writeln (outfile) 'Number of bomb's :
end;        < with >
end;        < ATTACKWRITE >
PROCEDURE INTOPTWRITE:

begin
  with airoutfile do begin
    writeln(outfile); writeln(outfile); writeln(outfile);
    writeln(outfile, 'kind', ' number', 'num:3', '.');
    writeln(outfile);
    write(outfile, 'X-Y coordinate position', ': (')
    writeln(outfile, 'pos:411', ';', 'pos:411', ')');
    writeln(outfile, 'Current course / heading', 'azmath:5', '.');
    writeln(outfile, 'Current velocity', 'velctw:5', '.');
    writeln(outfile, 'Current altitude', 'alt:5', '.');
    writeln(outfile, 'Number of AAM', 'num:5', '.');
    writeln(outfile);
    writeln(outfile, 'Note: Altitude = 0 => Aircraft is on carrier.');
  end;
end;

PROCEDURE AEWRITE:

begin
  with airoutfile do begin
    writeln(outfile); writeln(outfile); writeln(outfile);
    writeln(outfile, 'kind', ' aircraft number', 'num:3', '.');
    writeln(outfile);
    write(outfile, 'X-Y coordinate Position', ': (');
    writeln(outfile, 'X-Y position', ': ');
    writeln(outfile, 'Current course / heading', 'azmath:5', '.');
    writeln(outfile, 'Current velocity', 'velctw:5', '.');
    writeln(outfile, 'Current altitude', 'alt:5', '.');
    writeln(outfile);
    writeln(outfile, 'Note: Altitude = 0 => Aircraft is on carrier.');
  end;
end;

PROCEDURE AIRCHECK:

read (airoutfile, 'eba2airoutfile.data');
1 := 0;
read (outfile); writeln(outfile, 'aircheck')
while NOT vof (airoutfile) do begin
  l := l + 1;
  with airoutfile do begin
    case iff of
      enemy: begin
        kind := 'Enemy'; attackwrite; end;
      friend: case afrm of
        intect: begin
          kind := 'Interceptor'; attackwrite;
        end;
      end;
      else: begin
        kind := 'Fighter/Interceptor'; attackwrite;
      end;
    end;
  end;
end;
PROGRAM INTRO1

USES chainstuff,thesistuff;

PROCEDURE INTRODUCTION:

begin
screenoff; screenon;
writeln('This is the AIR BATTLE ANALYSER (ABA) startup program.');
writeln('If you have not already done so please insert the ABA.2 disk .');
writeln('in disk drive number 2.');
writeln('Throughout the execution of this program you will be');
writeln('presented with several selection options. In each instance');
writeln('please choose your desired option by typing the appropriate');
writeln('response if you have a error simply attempt to re-enter.');
writeln('Care should be taken not to hold down a selection key. ');
writeln('It may produce undetermined results due to the auto repeat .'');
writeln('function of the keyboard.');
writeln('You may wish to have available some paper in order to make ');
writeln('notes to yourself or to plot the current positions of the ');
writeln('forces and/or to determine movements of your forces.');
end;

PROCEDURE INTRODUCTION2:

begin
screenoff; screenon;
writeln('For your convenience the initial positions are determined ');
writeln('and laid out on a 100x100 grid where each unit is 10 NM. ');
writeln('For example if the carrier is at (10,10) and an attack ');
writeln('aircar is at (89.5,10), the aircraft is 795 nautical miles ');
writeln('due East of the carrier. The grid is oriented as follows: ');
writeln('000 = North is to the top. ');
writeln('090 = East is to the right. ');
writeln('180 = South is to the bottom. ');
writeln('270 = West is to the left. ');
writeln('Due to the nature of the screen and the computer graphics ');
writeln('there will appear to be some distortions when the 100x100 ');
writeln('grid is transformed to the screen's dimensions. Also be');
writeln('aware that the distances depicted on the graphic displays ');
writeln('are deceptive due to the size of the figures. ');
writeln('Now let's begin');
end;
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PROCEDURE INTROTHREE;

begin
  scontrol(cir); scontrol(off); writeln; writeln;
  writeln('If you have played this game before then you may be familiar.');
  writeln('with the default input data base and/or you may have previously
  rewritten it to suit your needs.');
  writeln;
  writeln('Please select one of the following options : ');
  writeln('  1: BUILD DATABASE WITH REVIEW of default database.');
  writeln;
  writeln('  2: BUILD DATABASE WITHOUT REVIEW of default database.');
  writeln;
  writeln('  3: Use the DATABASE parameters with NO REVIEW.
  4: Use the DATABASE parameters retained FROM LAST GAME.');
  writeln;
  writeln;
  write ('Type a number from 1 to 4 : '); read (selection);
  scontrol(on);
  while NOT (selection in ['1','2','3','4']) do
    begin
      scontrol(bell); writeln;
      writeln('Must be a number from 1 to 4 !! Please try again : ');
      writeln('Must be a number from 1 to 4 !! Please try again : ');
      read (selection);
    end;
  end;

begin
  < INTROTHESIS >

  introduction;
  introtwof;
  introthree;
  case selection of
    '1' : begin
      selcval ('complete program');
      selchain ('.d2/thesis1.code');
    end;
    '2' : begin
      selcval ('allow change');
      selchain ('.d2/thesis1.code');
    end;
    '3' : begin
      selcval ('use default');
      selchain ('.d2/thesis1.code');
    end;
    '4' : begin
      selcval ('last parameters');
      selchain ('.d2/thesis1.code');
    end;
  end;
end.  < case >  < INTROTHESIS >
PROGRAM STARTEND

USES chainstuff, theistuff;

VAR
shipfilename: file of ship;
airfilename: file of aircraft;
kindchoice: string;
ir: 0..200;

Procedure Parttwo: forward;
Procedure Partthree: forward;
Procedure Partfour: forward;

PROCEDURE DEFAULTFORCES;

begin
writeln
  4 Cruisers (missile picket ships) - each with
  1 short range missile battery (20 missiles).

procedure Parttwo:

begin
  writeln
    4 Destroyers - each with
    1 short range missile battery (20 missiles).

procedure Partthree:

begin
  writeln
    1 short range missile battery (20 missiles).

procedure Partfour:

begin
  writeln
    2 squadrons of interceptors (24 aircraft).

procedure Partfive:

begin
  writeln
    6 AEW aircraft.

procedure Partsix:

begin
  writeln
    2 short range missile batteries (40 missiles).

procedure Partsix:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Partseven:

begin
  writeln
    Ship/ship and ship/air communications.

procedure Parteight:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Partsix:

begin
  writeln
    Ship/ship and ship/air communications.

procedure Partnine:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Partten:

begin
  writeln
    Ship/ship and ship/air communications.

procedure Parteleven:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Parttwelve:

begin
  writeln
    Ship/ship and ship/air communications.

procedure Thirteen:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Fourteen:

begin
  writeln
    Ship/ship and ship/air communications.

procedure Fifteen:

begin
  writeln
    Search radar and airborne intercept receivers.

procedure Sixteen:

begin
  writeln
    Ship/ship and ship/air communications.
PROCEDURE PARTTHREE;

PROCEDURE MISSILEWRITE;

begin
  scrcontro(cir); scrcontro(off); writeln;
  with shipinfile" do
    begin
      writeln('NOTE :: DISTANCES are measured in NAUTICAL MILES. ');
      writeln('MISSIONS ');
      writeln('Short Range surface-to-air missiles : SRSAM ');
      writeln('Probability of kill : ',srsrk:5:2);
      writeln('Minimum range of firing envelope : ',srsmin:5);
      writeln('Maximum range of firing envelope : ',srsmax:5);
      writeln('Long Range surface-to-air missiles : LRSAM ');
      writeln('Probability of kill : ',lrmrk:5:2);
      writeln('Minimum range of firing envelope : ',lrmmin:5);
      writeln('Maximum range of firing envelope : ',lrmmax:5);
      writeln('RADARS ');
      writeln('Ship search radar maximum range : ',ssrms:5);
      writeln('Fire control radar maximum range : ',fcrms:5);
      writeln('continue;
      end;
    end; with ) <: MISSILEWRITE >

PROCEDURE SHIPWRITE;

begin
  with shipinfile" do
    begin
      writeln('Ship number '','12,' is a '','kind','.');
      writeln('X-Y coordinate position: (x,y) : ');
      writeln('('','xpos411','','ypos411','')');
      writeln('Direction of movement: PIM : '','pim:3','');
      writeln('Speed of advance: SOA : '','soa:13','');
      end; with ) <: SHIPWRITE >

begin
  reset (shipinfile,'ABA:1:shipinfile.data');
  missilewrite;
  scrcontro(cir); scrcontro(off); writeln;
  writeln('NOTE :: SPEEDS are measured in KNOTS. ');
  writeln('SHIP PARAMETERS ');
  end; while NOT eof (shipinfile) do
begin
  i := i + 1;
  with shipinfile do
  begin
    case class of
      cv : kind := 'carrier';
      dest : kind := 'destroyer';
      crs r : kind := 'cruiser';
    end;  
      )  
    if ( i mod 2 = 1 ) and ( i <> 1 )
    then
      begin
        writeln; writeln; writeln;
        case;
        continue;
        scrncntro(clr);
        scrncntro(off);
        writeln('SHIP PARAMETERS cont. ');
      end;
      writeln;
      end;
    close (shipinfile);
  end;
end;

PROCEDURE PARTFOUR;

PROCEDURE AIRSETUP;

begin
  scrncntro(clr);  scrncntro(off); writeln;
  writeln('AIRCRAFT');
  writeln('The initial same set-up for the aircraft follows');
  writeln('There is one CAP (combat air patrol) airborne consisting');
  writeln('of 2 fighter/intercept aircraft. They are orbiting at');
  writeln('20,000 ft. approximately 5 NM ahead of the carrier');
  writeln('All remaining fighters are onboard the carrier');
  writeln('There are three AEW (airborne early warning) aircraft');
  writeln('deployed at 15,000 ft. about 200 NM ahead of the task force');
  writeln('All other AEW aircraft are onboard the carrier');
  writeln('All aircraft of the same type will carry the same ordnance');
  writeln('load and will have the same functional parameters');
  writeln('Following is a sample parameter list for each aircraft type');
  writeln; writeln; writeln; continue;
end;
PROCEDURE AIRINFO:

begin
with airinfo do
begin

write(' X-Y coordinate position : ('))
write('Altitude: '); alt6;
write('Course/heading: '); rh6;
write('Ground speed: '); velctw6;
end
end

PROCEDURE ATTACKWRITE:

begin
with airinfo do
begin

scrcontro(clr); scrcontro(off); writeln;
writeln('ENEMY AIRCRAFT ');
writeln('Attack aircraft number : '); n6;
writeln('Number of air-to-surface missiles (ASM): '); asm6;
writeln('ASM probability of kill: '); amk6;
writeln('Firing envelope (degrees about nose): '); aenv6;
writeln('ASM maximum range: '); arm6;
writeln('Number of bombs: '); pbm6;
writeln('Bomb probability of kill: '); bmk6;
airinfo;
writeln; writeln; continue;
end
end

PROCEDURE INTCPTWRITE:

begin
with airinfo do
begin

scrcontro(clr); scrcontro(off); writeln;
writeln('FIGHTER/INTERCEPTOR ');
writeln('Aircraft endurance (in minutes) : '); intndr6;
writeln('Intercept radar detection envelope : '); rdev6;
writeln('Intercept radar maximum range : '); ram6;
writeln('Number of air-to-air missiles (AAM): '); aam6;
writeln('AAM probability of kill: '); amk6;
writeln('AAM firing envelope (degrees about nose): '); aenv6;
writeln('AAM maximum range: '); arm6;
airinfo;
writeln; writeln; continue;
end
end
PROCEDURE AEWRITE;

begin
  with airinfile do
    begin
     _scroll(cir); _scroll( off); writeln;
      writeln( '  AIRBORNE EARLY WARNING ');
      writeln( 'Aircraft endurance (in minutes) :
        writeln);
      writeln( 'Air search radar maximum range :
        writeln);
      writeln; writeln; continue;
    end;</ with>
end;</ ATTACKWRITE >

begin
  reset (airinfile,'ABA.1:airfile.data');
  writeln;
  i := 0;
  while NOT eof (airinfile) do
    begin
      with airinfile do
        case i of
          where : begin
            i := i + 1;
            writeln;
            callwrite;
          end;
          friend : if alt > 0
            then if ecfnd = eow
              then eawrite
              else intctwrite;
            end;</ case i/ with>
        set (airinfile);
      end;</< while>
    close (airinfile);lock);
  end;</< PARTFOUR>

PROCEDURE GAMECHOISES;

begin
  _scroll(cir); _scroll( off);
  writeln; writeln; writeln; writeln;
  writeln( 'How do you wish to set up the players? ');
  writeln( '  1: Use the default fleet/ship and aircraft data-base.');
  writeln( '  2: Use the default fleet and build your own aircraft data.');
  writeln( '  3: Use the default aircraft and build your own fleet.');
  writeln( '  4: Build your own fleet and aircraft data-base.');
  writeln; writeln; writeln; writeln;
  write ('Type a number from 1 to 4 : ');
read (selection);
scrmenu(on); while NOT (selection in [1', 4']) do
   scrmenu(on);
   writeln;
   write ('Must be a number from 1 to 4!! -- Please try again! ');
   read (selection)
end;
end;

gamechoices

procedure shiptransfer;
begin
   reset (shipinfil'e'ABAl:shipinfil'e'.data');
   rewrite (shipidata 'ABAl:shipidata.data');
   repeat
      shipdate ':=' shipinfil'e';
      put (shipidata);
      del (shipinfil'e');
      until eof (shipinfil'e');
   close (shipinfil'e;lock);
   close (shipidata;lock);
end;

procedure airtransfer;
begin
   reset (airinfil'e'ABAl:airinfil'e'.data');
   rewrite (airidata 'ABAl:airidata.data');
   repeat
      airdate ':=' airinfil'e';
      put (airidata);
      del (airinfil'e');
      until eof (airinfil'e');
   close (airinfil'e;lock);
   close (airidata;lock);
end;

procedure prepack;
begin
   scrmenu(on); scrmenu(off);
   writeln; writeln; writeln;
   writeln ('Since you have decided to use the default fleet and attack:');
   writeln ('you may wish to repeat the default database review.');
   writeln;
   case selection of
      'Y', 'y': begin
         writeln; writeln; writeln;
         continue; defaultforces;
      end
      'N', 'n': begin
         writeln; writeln; writeln;
      end
end.
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begin
begin (choice)
switch ("d2/thesis2.code")
if choice = "complete program"
then begin defaultrforces samechoices end
else if choice = "allow change"
then begin choice := 'no review'; samechoices end
else if choice = "use default"
then begin choice := 'no review'; selection := '1'; end
else selection := '0';
case selection of
'1': begin
if choice <> 'no review' then
setcval ('default');
shirtransfer;
end;
'2': begin
setcval ('build air');
shirtransfer;
end;
'3': begin
setcval ('build fleet');
shirtransfer;
end;
'4': setcval ('build all');
end;
end (case)
end (STARTEM)
end (STARTEM)

PROGRAM CHANGE;
USES chainstuff, thesisstuff;
VAR
shipfilename, shidata : file of ship;
airfilename, airdata : file of aircraft;
airway : aircraft;
shipname : ship;
choicekind : string;
ird : 0..2000;
include : boolean;
length : 0..100;
leer : integer;
Procedure Redship; forward;
Procedure Redumaircraft; forward;
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PROCEDURE REDUENCE1 forward;
PROCEDURE REDUENCE2 forward;
PROCEDURE CHAININTC forward;
PROCEDURE CHAINEX forward;
PROCEDURE COORDINATES forward;
PROCEDURE ALTITUDE forward;
PROCEDURE VELOCITIES forward;

PROCEDURE CHECKVALUE (lo, hi : integer);
begin
  temp := readint (length);
  while ((temp < lo) or (temp > hi)) do
  begin
    writeln('Please enter a value between 'lo:2s and 'hi:3s: ');
    temp := readint(length);
  end;  < while >
end;

PROCEDURE NEWSCREEN:
begin
  scrcntro(clr);
  scrcntro(off);
  writeln;
  writeln;
end;

{$include J3/Thesis2b.txt}  < A compiler instruction to include this  
< text file when compiling the codefile.  
< Beginning text file Thesis2b.  

PROCEDURE COORDINATES:
begin
  with stdin do begin
    newscreen;
    writeln('The aircraft's X-coordinate position : ' xpos:4:1);
    if charread then begin
      length := 4;
      xpos := readreal(length);
      writeln;
    end;
    scrcntro(off);
    writeln;
    writeln('The aircraft's Y-coordinate position : ' ypos:4:1);
    if charread then begin
      length := 4;
      ypos := readreal(length);
      writeln;
    end;
  end;  < with >
  writeln;
  writeln continue;
end;
PROCEDURE ALT_AZNGTH:

begin with airdata do begin

newscreen;

writeln('The aircraft's current altitude : alt5);
if changealt then begin
  len := 5;
  checkvalue (0, 30000);
  alt := temp;
end;

smemsered (off); writeln; writeln; writeln;

writeln('The aircraft's current course/heading : azath3);
if changealt then begin
  len := 3;
  checkvalue (0, 359);
  azath := temp;
end;

end; 

PROCEDURE VELOCITIES:

begin with airdata do begin

newscreen;

writeln('The aircraft's current ground speed (velocity) : velcty4);
if changealt then begin
  len := 4;
  checkvalue (0, 2000);
  velcty := temp;
end;

end;

PROCEDURE REDOFRIENDS:

begin
  read (air.infile * 'ABA.1:airinfile.data');
  rewrite (air.data * 'ABA.2:airdata.data');
  i := 0;
  j := 0;
  repeat
    airdata := air.infile;
    case airdata of
      enemys : put (airdata);
      friends : case airdata.acsfrnd
                intref : begin 1 := i + 1; chmaintctf; end;
                jef : begin 2 := j + 1; chmaeqf; end;
                (case )
          end;
    end;
  end;
  del (air.infile);
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PROCEDURE CHNGINTCPT;
  Procedure Parttwo; forward;
  Procedure Partthree; forward;
  Procedure Partfour; forward;
PROCEDURE INTCTPARA; < INTCTPARA partone >
  begin with airdata &; do begin
    screenoff; writeln; writeln; writeln;
    writeln('Endurance of aircraft (in minutes) : ',intndr:3);
    if check(0<255); then begin
      length := 3;
      intndr := temp;
    end; < with >
    writeln; writeln; continue; parttwo;
  end;
PROCEDURE PARTTWO; < INTCTPARA parttwo >
  begin with airdata &; do begin
    screen;
    writeln('The number of air-to-air missiles (AAM) : ',aam:2);
    if check(0<31); then begin
      length := 2;
      aam := temp;
    end; screenoff;
    writeln; writeln; writeln;
    writeln('AAM probability of kill : ',aammk:4:2);
    if check(0<4); then begin
      aammk := readreal(length);
    writeln;
    end; < with >
    writeln; writeln; continue; partthree;
  end;
PROCEDURE PARTTHREE();  

begin with await do begin
  newscreen;
  writeln('Radar detection envelope (degrees about nose) : '); senv:3;
  if changewi
    then begin
      length := 3;
      checkvalue (0:359);
      senv := temp;
    end;
    screeno(uff); writeln writeln writeln;
  writeln('Intercept radar maximum range : '); aimr:3);
  if changewi
    then begin
      length := 3;
      checkvalue (0:255);
      aimr := temp;
    end;
  end; < with > continue partfour;

PROCEDURE PARTFOUR();  

begin with await do begin
  newscreen;
  writeln('AAM firing envelope (degrees about nose) : '); asamenv:3);
  if changewi
    then begin
      length := 3;
      checkvalue (0:359);
      asamenv := temp;
    end;
    screeno(uff); writeln writeln writeln;
  writeln('AAM maximum range : '); asamr:3);
  if changewi
    then begin
      length := 3;
      checkvalue (0:255);
      asamr := temp;
    end;
  end; < with > continue partfour;

begin (CHNGINTCPT)

newscreen;
writeln('Do you wish to change any of fighter/interceptor?');
writeln('Aircraft number "1"?"s parameters?');
writeln('newvalue'); writeln;

Case selection of
'Y'='y': begin
 coordinates; alt-azimuth; velocities;
PROCEDURE CHNGASE:

PROCEDURE CHNGAPARA:

begin with airdta: do begin
  writeln('Endurance of aircraft (in minutes): '); readln(endr:
  writeln('Airborne search radar maximum range: '); readln(earms:
  writeln('Do you wish to change any of early warning?');
  writeln(' aircraft number "T12","s parameters?');
  case selection of
    'Y'..'Y': begin
      writeln('coordinates');
      writeln(' altazimuth');
      writeln(' velocities');
      writeln(' new para');
      put (airdata); end;
    'N'..'N': put (airdata);
  end; end; end; end;
PROCEDURE NORCAIRINFO:

begin
with airdata do
begin
newscreen: scncntro (on);
length := 4;
write (' Enter the X coordinate POSITION : ');
xpos := readdreal (length);
writeln;
write (' Enter the Y coordinate POSITION : ');
ypos := readdreal (length);
writeln;
length := 5;
write (' Enter the ALITUDE : ');
checkvalue (0,30000);
alt := temp;
writeln;
length := 3;
write (' Enter the HEADING/COURSE : ');
checkvalue (0,360);
thext := temp;
length := 4;
write (' Enter the VELOCITY : ');
checkvalue (0,2000);
vext := temp;
end;
end;

PROCEDURE HASATTACK:

begin
with airdata do
begin
newscreen: scncntro (on);
length := 2;
write (' Enter the number of ASM's : ');
checkvalue (0,31);
nsm := temp;
writeln;
write (' Enter the number of Bombs : ');
checkvalue (0,31);
nbmb := temp;
end;
end;
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PROCEDURE MOREATTACK:

begin
  with airdata do
  begin
    assmov := aircorr, assmov;
    asmnld := aircorr, asmnld;
    asmrkr := aircorr, asmrkr;
    bombkr := aircorr, bombkr;
    surveinfo, amsAttack;
  end
end;

PROCEDURE REDGEMEY:

Procedure Partwo forward;
Procedure Partthree forward;

PROCEDURE ENEMYPARA:

begin
  with airdata do
  begin
   しましょう;
    writeln('Number of air-to-surface missiles (ASM) : 'ass:2);
    if channel
      then begin
        length := 2;
        checkvalue (0,31);
        ass := true;
      end;
      writeln('on/off'); writeln; writeln; writeln;
      writeln('The ASM probability of kill': 'asmk:4:2);
    if channel
      then begin
        length := 4;
        asmrkr := reaReal(length);
        writeln;
      end
      < with >
      writeln; writeln; continue; parttwo;
    end
< ENEMYPARA partone >
end;

PROCEDURE PARTTWO:

begin
  with airdata do
  begin
   しましょう;
    writeln('ASM firing envelope (degrees about nose) : 'assmov:3);
    if channel
      then begin
        length := 3;
        checkvalue (0,359);
        assmov := true;
      end;
      writeln('on/off'); writeln; writeln; writeln;
      writeln('ASM maximum range': 'asmns:3);
end;
PROCEDURE PARTTHREE1
< ENEMYPARA partthree >

begin with airdata do during newscreen
  writeln('The number of bombs : 
  then begin
    length := 3;
    checkvalue (0;255);
    airdata := temp;
  end;
  writeln; writeln; writeln; continue; partthree;
end; < ENEMYPARA parttwo >
end

PROCEDURE PARTTHREE3
< ENEMYPARA partthree >

begin with airdata do during newscreen
  writeln('The probability of kill for each bomb :
  if chancy
    then begin
      length := 4;
      checkvalue (0;31);
      airdata := temp;
    end;
    writeln;
    writeln;
    writeln;
  end;
  writeln; writeln; writeln; continue;
end; < ENEMYPARA partthree >
end

< REDOENEMY >
reset (airinfile : 'ABA.1:airinfile.data');
rewrite (airdata : 'ABA.2:airdata.data');
i := 0;

writeln('The attack aircraft are arranged in six formations of');
writeln('three aircraft. You will be presented with each ');
writeln('aircraft in each formation. ');
writeln('The attack airplane will be destroyed.');
writeln;
writeln;
writeln;
writeln;
writeln;
case airdata of
  'null' : exit;
  else begin
    i := i + 1;
    if i <= 10
      then airdata := airdata
    else newscreen;
    writeln('Do you wish to delete attack?');
    writeln('aircraft number : 12/10');
    writeln; writeln; writeln;
    case selection of
'N', 'n': begin
  writeln; writeln; writeln;
  write ('Do you wish to change any of?
  writeln('it's parameters?');
  writeln; writeln; writeln;
  case selection of
    'Y', 'y': begin
      enemypars;
      coordinates; altazalt;
      velocities;
      writeln; writeln;
      continue; put (airdata);
    end;
    'N', 'n': begin
      writeln; writeln;
      continue; put (airdata);
    end;
end; < case >
end;
end; < case >
end;
del (airinfilename);
until eof (airinfilename);
repeat
  newscreen;
  writeln('Do you wish to add more attack aircraft to the database?');
  writeln; writeln; writeln;
  if selection in ['Y', 'y'] then begin moveattack; put (airdata); end;
  until selection in ['N', 'n'];
  close (airinfilename); lock;
  close (airdata); lock;
end; < REDOENEMY >

PROCEDURE FLEETBUILD:
begin
  reset ('shipinfilename'; 'A', 'A', '1'; 'shipinfilename.data');
  rewrite (shipdata; 'A', 'A', '2'; 'shipinfilename.data');
  newscreen;
  writeln('Do you wish to add or delete ships or?
  writeln('change any of the ships'' parameters?');
  writeln; writeln; writeln;
  case selection of
    'Y', 'y': redoship;
    'N', 'n': repeat
      shipdata := shipinfilename;
      put (shipdata);
      del (shipinfilename);
      until eof (shipinfilename);
    end; < case >
  close (shipinfilename); lock;
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PROCEDURE AIRCRAFTBUILD

begin
  newscreen;
  writeln('Do you wish to change/alter?');
  writeln('1: Friendly aircraft parameters?');
  writeln('2: Enemy aircraft parameters?');
  writeln('3: Both enemy and friendly aircraft parameters?');
  write('Type a number from 1 to 3: ');
  read(selection);
  sscreenon();
  while NOT (selection in ['1', '2', '3']) do
    begin
      sscreenon(sel);
      writeln('Must be a number from 1 to 3!');
      write('Please try again -- : ');
      read(selection);
    end;
  case selection of
    '1': redofriend;
    '2': redenemy;
    '3': begin redofriend; redenemy; end;
  end;
end;

PROCEDURE MOREINFO

begin
  with shreadio do
    begin
      newscreen; sscreenoff(un);
      length := 41;
      write('Enter the X coordinate position: ');
      xpos := readreal(length);
      writeln; writeln;
      write('Enter the Y coordinate position: ');
      ypos := readreal(length);
      writeln; writeln;
      length := 31;
      writeln('Enter the PIM checkvalue (0.359): ');
      pim := length;
      writeln; writeln; writeln;
      length := 21;
      write('Enter the SAD checkvalue (0.50): ');
      checkvalue := length;
    end;
end;
```pascal
BEGIN:
  wtitef; writeln; writeln; continue
  nscreen;屏幕 (on);
  lemth := 3;
  ie (Enter the surface search radar range : '');
  checkvalue (0..255);
  m := team;
  writeln; writeln; writeln;
  ie (Enter the fire control radar range : '');
  checkvalue (0..255);
  m := team;
  writeln; writeln; writeln;
  ie (Enter the number of Long Range SAM : '');
  checkvalue (0..255);
  m := team;
  writeln; writeln; writeln;
  ie (Enter the number of Short Range SAM : '');
  checkvalue (0..255);
  m := team;
  writeln; writeln; writeln; continue
  em:
  
PROCEDURE MORESHIPS;

BEGIN
  with shiptype do
  BEGIN
    imax := shipcomp.imax ;
    smax := shipcomp.smax ;
    inax := shipcomp.inax ;
    smax := shipcomp.smax ;
    while := 0;
    while := 0;
    nscreen;
    writeln(' Please choose a ship type : ');
    writeln;
    writeln(1 : Destroyer ');
    writeln(2 : Cruiser ');
    writeln(writeln);
    ie (Type a number! 1 or 2 : ');
    ead (selection);
    nscreen(on));
    while not (selection in ['1','2']) do
    BEGIN
      nscreen(on)); writeln;
      ie (' Must be an available choice! 1 or 2 : ');
      ead (selection);
      while
      ead <
      ase <selection of
      '1' : class := dest;
```
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PROCEDURE SHIPPARA:

BEGIN with ship-data do
  BEGIN
    writeln('The ship's X-coordinate position: ' XP:41))
    IF change-then THEN BEGIN
      length := 41;
      Xpos := readreal(length);
      writeln;
      sumctrl (off); writeln; writeln; writeln;
    END;
  END;
  BEGIN with ship-data do
    writeln('The ship's Y-coordinate position: ' YPOS:41))
    IF change-then THEN BEGIN
      length := 41;
      Ypos := readreal(length);
      writeln;
    END;
  END;
END;
BEGIN with ship-data do
  BEGIN
    writeln('The ship's STYM (position of intended movement): ' STYM:3))
    IF change-then THEN BEGIN
      length := 31;
      checkvalue (0.359);
      STYM := temp;
    END;
    sumctrl (off); writeln; writeln; writeln;
    writeln('The ship's actual SOA (speed of advance): ' SOA:2))
    IF change-then THEN BEGIN
      length := 21;
      checkvalue (0.5359);
      SOA := temp;
    END;
  END;
END;
BEGIN with ship-data do
  BEGIN
    writeln('The ship's actual SOA (speed of advance): ' SOA:2))
    IF change-then THEN BEGIN
      length := 21;
      checkvalue (0.5359);
      SOA := temp;
    END;
  END;
END;
BEGIN with ship-data do
  BEGIN
    writeln('The ship's actual SOA (speed of advance): ' SOA:2))
    IF change-then THEN BEGIN
      length := 21;
      checkvalue (0.5359);
      SOA := temp;
    END;
  END;
END;
PROCEDURE PARTTHREE;
    begin with shipdata do begin
        newscreen;
        writeln('Surface search radar maximum range : ', ssrns:3);
        if changes then begin
            length := 3;
            checkvalue (0,255);
            ssrns := temp;
        end;
        writeln('Fire control radar maximum range : ', fcrns:3);
        if changes then begin
            length := 3;
            checkvalue (0,255);
            fcrns := temp;
        end;
    end;
    writeln; writeln; writeln;
PROCEDURE PARTFOUR;
    begin with shipdata do begin
        newscreen;
        writeln('Number of long range surface-to-air missiles : ', lrsae:3);
        if changes then begin
            length := 3;
            checkvalue (0,255);
            lrsae := temp;
        end;
        writeln('Number of short range surface-to-air missiles : ', srsae:3);
        if changes then begin
            length := 3;
            checkvalue (0,255);
            srsae := temp;
        end;
    end;
    writeln; writeln; writeln;
begin
    i := 0;
    repeat
        i := i + 1;
if i = 1 then redo missiles
if missiles
then with shipdata do
begin
  lrank := shipcomp.lrank;
  srank := shipcomp.srank;
  lmin := shipcomp.lmin;
  lmax := shipcomp.lmax;
  smin := shipcomp.smin;
  smax := shipcomp.smax;
end;
{ with/if }
end;

{ case:
  shipdata: class of
cv : kind := 'carrier';
dest : kind := 'destroyer';
crr : kind := 'cruiser';
end;
newscreen;
if shipdata: class <> cv then
begin
  writeln('Do you want to delete ship number?');
  writeln('a kind?');
  writeln(vesnosel);
  case selection of
    'N' 'n' : begin
      writeln(off);
      writeln('Do you wish to change any of the parameters?');
      writeln(vesnosel);
      case selection of
        'Y' 'y' : begin
          shippars; put (shipdata); end;
        end;
      end;
    'N' 'n' : put (shipdata); end;
  end;
end;
end;
end;
else
begin
  writeln('Do you wish to change any of the parameters?');
  writeln('for ship number "i:" a kind?');
  writeln(vesnosel);
  case selection of
    'N' 'n' : begin
      shippars; put (shipdata); end;
    end;
  end;
end;
end;
if shippars then continue;
put (shipdata);
end;
{ if }
del (shipinfil.e);
until eof (shipinfil.e);
newscreen
writeln(' Do you wish to add more ships to the database? ');
writeln(yesno);
if selection in ['Y','y'] then begin moreships; put (shipdata); end;
until selection in ['N','n'] < REDOSHIP

PROCEDURE REDOMISSILES;
Procedure Parttwo: forward;
Procedure Partthree: forward;

PROCEDURE MISSPARA: < MISSPARA partone >
begain with shipcome do begin
newscreen
writeln('Long range SAM probability of kill : '/*tape:4:2*/)
if chansel then begin
length := 4;
ispk := readreal(length);
writeln;
end;
screencontrol(off); writeln; writeln; writeln;
writeln('Short range SAM probability of kill : '/*tape:4:2*/)
if chansel then begin
length := 4;
sampk := readreal(length);
writeln;
end;< with > writeln; writeln; continue; parttwo;
end; < MISSPARA parttwo >

PROCEDURE PARTTWO: < MISSPARA parttwo >
begain with shipcome do begin
newscreen
writeln('Short range missile minimum target distance : '/*srmin:3*/)
if chansel then begin
length := 3;
checkvalue (0,255)
srmin := temp;
end;
screencontrol(off); writeln; writeln; writeln;
writeln('Short range missile maximum target distance : '/*srmax:3*/)
if chansel then begin
length := 3;
checkvalue (0,255)
srmax := temp;
end;
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end; < with > writeln; writeln; continue partthree;
end; < MISSPARA parttwo >

PROCEDURE PARTTHREE; < MISSPARA partthree >
begins with shipname do begin
newscreen;
writeln( 'Long range missile minimum target distance : ' , Irmin : = 3 );
if changem then begin
  length := 3;
  checkvalue ( 0..255 ) ;
  Irmin := temp ;
end;
screenbuf( off ) ; writeln; writeln; writeln;
writeln( 'Long range missile maximum target distance : ' , Irmax : = 3 );
if changem then begin
  length := 3;
  checkvalue ( 0..255 ) ;
  Irmax := temp ;
end;
end; < with > writeln; writeln; continue;
end; < MISSPARA partthree >

begins < REDOMISSILES >
newscreen;
writeln( 'Do you wish to change any of the ships?' );
writeln( 'surface-to-air missile parameters?' );
writeln( 'These parameters will be equivalent for all ships.' );
writeln; writeln; yesnoew;

case selection of
'y', 'Y' : begin missparm misschnd := true; end;
'n', 'N', 'n', 'N' : misschnd := false;
end; < case > < REDOMISSILES >
end; < CHANGEM >

begin < .J2/thesis3.code >
select( choice ) ;
if choice = 'build all' then begin
  fleetbuild; aircraftbuild; end
if choice = 'build fleet' then fleetbuild
else if choice = 'build air' then aircraftbuild
end. < CHANGEM >
A compiler option for decreasing memory usage.

PROGRAM ABAGAME

USES
  -raf,redioses,transcend,applestuff,thesistuff,
  (<using .a2/thesis3.lib> makeforms,rafstuff,bearings>)

CONST
  incr = 20 < The interval that the attack updates its heading. >
  rltlimw = 120 < Time of retreat for the attack. >
  reflimd = 201 < Retreat heading for the attack. >
  refliml = 20000 < Retreat altitude for the attack. >
  refvel = 400 < Retreat velocity for the attack. >
  imbldist = 20e < Distance from carrier to descend for attack. >
  imbldist = 200 < Inbound altitude for attack. >
  bli = 0.5 < Tolerance for bombarding position comparisons. >
  initl = 71 < Tolerance number of hits a ship can take. >
  recov = 51 < Radial distance around carrier for aircraft recovery. >
  (default = 160)

VAR
  shdata:shdatafile < file of ships >
  aidata:airdatafile < file of aircraft >
  shptrs,shptrs2 < ship >
  airbase,airbase2 < aircraft >
  shbase,shbase2 < ship >
  entbase,entbase2 < aircraft >
  knum,Knumptr < integer >
  starsp,starsph < boolean >
  imuxscl,looktimer,readtimer,writer < integer >
  players,playspeed,playcenter < set of 0..511 >

PROCEDURE SHOWFLEET; forward;
PROCEDURE SHOWATTACK; forward;
PROCEDURE SHIPSTATUS; forward;
PROCEDURE INITSTATUS; forward;
PROCEDURE SHIPSTATUS; forward;
PROCEDURE AIRDELETE ( Lhison:airptr ; VAR base:airptr ); forward;
PROCEDURE SHIPDELETE ( Lhison:shipptr ; VAR base:shipptr ); forward;

<include /prodfiles/thesis3b.txt>
  < A compiler instruction to include this >
  < Text file when compiling the codefile. >
SEGMENT PROCEDURE SHOWFORMS

begin
  open mode (bw280+1); 
  open forms; 
  msg := 'Presented below are figures that will be used in the graphic display.'; 
  moveto (0+190); unitwrite (3*msg[1],length(msg)+0,12); 
  msg := 'The actual position of the unit shown will be used as the upper left point of figure.'; 
  moveto (0+180); unitwrite (3*msg[1],length(msg)+0,12); 
  msg := 'SHIPS AIRCRAFT'; 
  moveto (0+120); unitwrite (3*msg[1],length(msg)+0,12); 
  msg := 'FIGHTER AEW'; 
  moveto (0+110); unitwrite (3*msg[1],length(msg)+0,12); 
  moveto (59+100); drawimago (shipform,2+0+0+8+6); dotat (59+100); 
  moveto (122+100); drawimago (aeriform,2+0+0+10+6); dotat (122+100); 
  moveto (225+100); drawimago (awform,2+0+0+10+6); dotat (225+100); 
  msg := 'RADAR CONTACTS'; 
  moveto (0+70); unitwrite (3*msg[1],length(msg)+0,12); 
  msg := 'AEW FIRE CNTRL AIR INTCT SHIP SRCH'; 
  moveto (0+50); unitwrite (3*msg[1],length(msg)+0,12); 
  moveto (14+40); drawimago (aurdr,2+0+0+5+5); 
  moveto (70+40); drawimago (fcdr,2+0+0+5+5); 
  moveto (154+40); drawimago (airdr,2+0+0+5+5); 
  moveto (238+40); drawimago (sdr,2+0+0+5+5); 
  msg := 'Press SPACE BAR to continue'; 
  moveto (40+8); unitwrite (3*msg[1],length(msg)+0,12); 
  read (selection); 
end; 

SEGMENT PROCEDURE POSITRANSFER

begin
  fillbase := nil; 
  shipnext := shipbase; 
  fmpley := [J]; 
  while shipnext < nil do 
    begin
      ship (fmpley); 
      shipnext := shipnext.next; 
      fmpley := fmpley + [shipnext.num]; 
    end; 
  end; 
  shipnext := shipbase; 
end;
while airnext <> nil do
  begin
    if ((airnext^xpos <> cvx) or (airnext^ypos <> cvy))
      then begin
        new (fitnext);
        fitnext^xpos := airnext^xpos;
        fitnext^ypos := airnext^ypos;
        fitnext^num := airnext^num;
        frnpleav := frnpleav + [airnext^num];
        if airnext^actrn := new ;
          then fitnext^.what := early;
        else fitnext^.what := fight;
        fitnext^.link := fitbase;
        fitbase := fitnext;
      end; (* if *)
    airnext := airnext^.link;
  end; (* while *)
ctnnext := cntbase;
while cntnext <> nil do
  begin
    new (fitnext);
    fitnext^xpos := cntnext^xpos;
    fitnext^ypos := cntnext^ypos;
    fitnext^num := cntnext^num;
    frnpleav := frnpleav + [cntnext^num];
    case cntnext^.who of
      asrch : fitnext^.what := asenct;
      ssrch : fitnext^.what := ssenct;
      ai : fitnext^.what := aicnt;
      fcur : fitnext^.what := fecnct;
    end; (* case *)
    fitnext^.link := fitbase;
    fitbase := fitnext;
    cntnext := cntnext^.link;
  end;
encebase := nil;
aktebase := akbase;
enplay := [ ];
while aknext <> nil do
  begin
    new (enenext);
    enenext^xpos := aknext^xpos;
    enenext^ypos := aknext^ypos;
    enenext^num := aknext^num;
    enenpleav := enenpleav + [aknext^num];
    enenext^.what :=pine;
    enenext^.link := enenbase;
    enenbase := enenext;
    aknext := aknext^.link;
  end; (* while *)
SEGMENT PROCEDURE WHATNEXT;

begin
msl := ' U(scale / Downsacle / R(center ';
moveu (0x19); unitwrite(3;msl[1];length(msl);0x12);
dotat (0x11); dotat (0x13);
moveu (0x12); unitwrite(3;msl[12];length(msl);0x12);
dotat (scale=11); dotat (scale=13); moveu (2;3);
msl := ' ' => ' 10 NM'; unitwrite(3;msl[13];length(msl);0x12);
msl := ' (Continue Time : '
moveu (0x8); unitwrite(3;msl[13];length(msl);0x12);
str (line;msl);
moveu (220;8); unitwrite(3;msl[13];length(msl);0x12);
srafino; read (selection);
while not (selection in [C';c';U';u';D';d';R';r';r')] do
begin
   scrncontro (bel); read (selection);
   end;
case selection of
      'U';'u' ': begin scaleup! scale := scale div 2! end;
      'D';'d' ': begin scaledown! scale := scale * 2! end;
      'R';'r' ': begin
         scrncontro (clr); scrncontro (off); texton;
         writeln! writeln! writeln!
         writeln (" Choose a unit number from the last display ");
         writeln (" on which you wish to recenter the display. ");
         writeln! writeln!
         if etkraf
            then players := anewplayer!
            else players := fnextplayer!
         write (" Must be a DISPLAYED number : '");
         scrncontro (on);
         len := 3; nucent := readint (len);
         while (nucent < 0) or (nucent > 511) do
            begin
               scrncontro (bel); writeln!
               write (" Must be a DISPLAYED number : '");
               nucent := readint (len);
            end;
         newcenter := [nucent!];
         while not (newcenter < players) do
            begin
               scrncontro (bel); writeln!
               write (" Must be a DISPLAYED number : '");
               nucent := readint (len);
            end;
         newcenter := [nucent!];
      end;
recenter;
end;
SEGMENT PROCEDURE ACFTMOVES;

Var

i: integer;
len: integer;

begin

write ('Enter desired heading of aircraft : '); 
len := 3; hds := readint(len); writeln; writeln;
while (hds > 359) do
begin

writeln('Heading must be between 000 and 359. '); writeln;
write ('Enter desired heading : '); 
hds := readint(len); writeln; writeln;
end
< while >

writeln('Enter desired velocity of aircraft : '); 
len := 4; vel := readint(len); writeln; writeln;
while (vel > 2000) do
begin

writeln('Velocity must be between 0 and 2000. '); writeln;
write ('Enter desired velocity : '); 
vel := readint(len); writeln; writeln;
end
< while >

writeln('Enter desired altitude of aircraft (MUST be < 25000) : '); 
len := 5; altu := readint(len); writeln; writeln;
while (altu > 25000) do
begin

writeln('Altitude MUST be between 0 and 25000. '); writeln;
write ('Enter desired altitude : '); 
altu := readint(len); writeln; writeln;
end
< while >

end;
< case >
end;

SEGMENT PROCEDURE MOVEAC ( whatac : frmtype; 

dowhat : string );

Var

i: integer;
dowhatnum : 1 . . 10;

begin

writeln ('Enter what to do : '); 
if dowhat = 'launch' then dowhatnum := 1 
else if dowhat = 'move'
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then dowhatnum := 2
else dowhatnum := 3;
screenctlro(clr); screenctlro(off); writeln;
while airnext <> nil do
begin;
screenctlro(clr); screenctlro(off); writeln;
if J = 1 then begin
  case whatac of
    init : kind := 'fighter';
    sea : kind := 'early warning aircraft';
  end;
end;
case dowhatnum of
  1 : if ((airnext^.alt = 0) and (airnext^.actnd = whatac) and (airnext^.xpos = cvx) and (airnext^.wpos = cvv))
     then begin
       if whatac = sea
         then airnext^.awndr := 240
       else begin
          airnext^.intndr := 120;
          airnext^.aw := 6;
        end;
       writeln;
       writeln('Launching a ',kind,');
       writeln;
       writeln('acftmove s');
       J := J + 1;
     end;
  2 : if ((airnext^.alt <= 0) and (airnext^.actnd = whatac))
     then begin
       des := degrees (cvx,cvyy,airnext^.xpos,airnext^.wpos);
       dis := distance (cvx,cvyy,airnext^.xpos,airnext^.wpos);
       writeln(' Do you wish to id what is the ',kind,');
       writeln(' number ',airnext^.num,' located ?');
       write (' ', 'deg:3', ' ', 'degrees, ', 'dis:3');
       writeln(' NM from carrier? ');
     if dowhat = 'move'
       then begin
         writeln;
         writeln;
         write (' ', 'Current heading is : '); writeln;
         writeln(airnext^.azath:5); writeln;
         write (' ', 'Current velocity is : '); writeln;
         writeln(airnext^.velcty:5); writeln;
         write (' ', 'Current altitude is : '); writeln;
         writeln(airnext^.alt:5);
       end;
     end;
  3 : if ((airnext^.alt > 0) and (airnext^.actnd = whatac))
     then begin
       if (airnext^.alt = 1)
         then begin
           write (' '); writeln('Aircraft is being RECOVERED');
           writeln;
         end;
       else begin
         writeln;
         writeln;
       end;
     end;
end;
end;
if selection in ['Y'; 'y']
    then if down = 'move'
        then begin aeftaoves: j := j + 1 end
    else begin
        airnext”.alt := 1;
        airnext”.velcty := 350;
        if des < 180
            then airnext”.azath := des + 180
            else airnext”.azath := des - 180
        j := j + 1
    end\} < if case 2+3 >
end\} < case >
end\} < while >
end;

SEGMENT PROCEDURE SHIPMOVES;
  course : integer;
begin
write '{ Enter desired PIM (course) : '};
len := 31; crs := readint(len); writeln; writeln;
while (crs > 359) do
begin
  writerror(bel);
  writeln(' Course must be between 000 and 359.'));
  writeln();
write (' Enter desired PIM : '); crs := readint(len); writeln;
end\} < while >
SHIPMOVES”.PIM := crs;
write (' Enter desired speed of advance : '); len := 21; sped := readint(len); writeln;
while (sped > 30) do
begin
  writerror(bel);
  writeln(' Speed must be between 0 and 30. ');
  writeln();
write (' Enter desired speed : '); sped := readint(len); writeln;
end\} < while >
SHIPMOVES”.SPEAD := sped;
end;
SEGMENT PROCEDURE MOVESHIP (downhat : string);

VAR
  dowhatnum : integer;
  name : 0..359;
  issue : 0..30;
  dowhatnum : 1..10;

begin
  downext := shipbase;
  if dowhat = 'single'
    then dowhatnum := 1
    else dowhatnum := 2;
  while shipnext <> nil do
    begin
      writeln('start (on));  writeln('off);  writeln;
      if dowhatnum = 1 then begin
        case dowhatnum of
          1 : begin
            writeln('case shipnext'.class of
              cv : kind := 'carrier';
              dest : kind := 'destroyer';
              crsr : kind := 'cruiser';
              end;
            if shipnext'.class = cv
              then writeln('current tin.
              else begin
                writeln('thw located
              end;
            end;
          2 : begin
            writeln('Alternating the course/ speed of the fleet : ');
            writeln('Current PIM : ' ; shipnext'.Pim);'
            writeln('Current SOA : ' ; shipnext'.soa);'
            writeln(' whether or not to alter
            if towlomation in ['Y', 'W']
              then begin shipmovest := j := j + 1
              end;
          end;
          3 : begin
            writeln('Do you wish to move the ' ; dowhat;
              writeln('number
              end;
          else begin
            writeln('Do you wish to move the ' ; dowhat;
              writeln('number
              end;
          end;
        end;
      end;
repeat
    shinnest := npi;
    shinnest := nso;
until shinnest = nil
end; < case >
end; < if i = 1 >
if dowhat <> 'fleet' then shinnext := shinnest^link
end; < while >
end;

SEGMENT PROCEDURE MAKECNTC ( whatrdr : radartype;
deadflag : boolean;
key : real;
mb1,mb2 : integer );

VAR
newcntc : boolean;
innvrect : integer;

begin
    cntnext := cntbase;
    newcntc := true;
    ix := round (x);
    iy := round (y);
    while cntnext <> nil do
        begin
            cx := round (cntnext^xpos);  cy := round (cntnext^ypos);
            if ((cx = ix) and (cy = iy))
                then if cntnext^dead
                    then newcntc := false
                    else if deadflag
                        then begin
                            newcntc := false;
                            cntnext^who := whatrdr;
                            cntnext^rdma := mb2;
                            cntnext^dead := deadflag;
                        end
                        else if ord(whatrdr) > ord(cntnext^who)
                            then begin
                                newcntc := false;
                                cntnext^who := whatrdr;
                                cntnext^rdma := mb2;
                            end
                        else newcntc := false;
            cntnext := cntnext^link;
        end;
    if newcntc
        then begin
            new (cntnext);
            cntnext^xpos := x;
            cntnext^ypos := y;
            cntnext^num := frcnum + mb1;
            cntnext^who := whatrdr;
        end;
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```pascal
SEGMENT PROCEDURE SHPRADARCNTC;

VAR
dist, bsl, brl : integer;
axrayrh : real;
rm : 0.255;

BEGIN
  randomize;
  shi-next := shi-base;
  while shi-next <> nil do
    with shi-next do
      begin
        atknext := atk-base;
        controll(1f): write ('='); 
      while atknext <> nil do
        begin
          ax := atknext.x.pos;  ay := atknext.y.pos;
          rh := atknext.r.num;
          dist := distance(ax,ay,axrayrh) + 10;
          brl := degree(ax,ay,axrayrh);
          l := (atknext.azath - atknext.asenov div 2);
          r := (atknext.azath + atknext.asenov div 2);
          if (l < 0) then l := l + 360;
          if (r > 360) then r := r - 360;
          if ((dist <= srmak) and (dist > srmak)
            and (srsan > 0) and (dist <= rh))
            then begin
              srsan := srsan - 1;
              if random <= maxint % srmak
                then makecntc(fcontrue,axrayrmunum)
                else makecntc(fconfalse,axrayrmunum);
            end
            else if ((dist <= irmak) and (dist > irmak)
                     and (irsn > 0) and (dist <= rh))
            then begin
              irsan := irsan - 1;
              if random <= maxint % irmak
                then makecntc(fcontrue,axrayrmunum)
                else makecntc(fconfalse,axrayrmunum);
            end
            else if ((dist <= fms) and (dist <= rh))
            then makecntc(fconfalse,axrayrmunum)
            else if ((dist <= srmak) and (dist <= rh))
            then makecntc(srchfalse,axrayrmunum);
            if ((dist <= tol) and (atknext.bomb > 0))
```
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then begin
  atknext'.bomb := atknext'.bomb - 1;
  if random <= maxint * atknext'.bomb
    then bhits := bhits + 1;
  end
else if ((dist <= atknext'.asens) and (atknext'.ass > 0)
    and (brs >= lt) and (brs <= rt))
  then begin
    atknext'.ass := atknext'.ass - 1;
    if random <= maxint * atknext'.ass
      then whits := whits + 1;
  end
  if ((bhits + whits) > hittol)
    then sunk := true;
  atknext := atknext'.link;
end;
end;

SEGMENT PROCEDURE AIRADARCNTC
VAR
  dist, brs, lbr, rbr, lmr, rtmr : integer;
  w, vwhr : real;
  rtm := 0..255;
Begin
  randomize;
  airnext := airbase;
  screenlo(cir); screenlo(on); texton;
  while airnext <> nil do
    begin
      if airnext'.alt > 0
        then with airnext do begin
            begin
              atknext := atkbase;
              screenlo(if); write ('="');
              while atknext <> nil do
                begin
                  ax := atknext'.xpos; aw := atknext'.ypos;
                  ra := atknext'.num;
                  rh := 1.25 * (sort(atknext'.alt) + sort(alt));
                  dist := distance(xpos, ypos, ax, aw) * 10;
                  brs := degrees(xpos, ypos, ax, aw);
                  lbr := (azath + aienv div 2); rbr := (azath + aienv div 2);
                  if (lbr < 0) then lbr := lbr + 360;
                  if (rbr > 360) then rbr := rbr - 360;
                  ltm := (azath - aienv div 2);
                  rtm := (azath - aienv div 2);
                  if (ltm < 0) then ltm := ltm + 360;
                  if (rtm > 360) then rtm := rtm - 360;
                  case a of
                  end
end.
end
\begin{verbatim}
new := if ((dist <= aewrng) and (dist <= rh))
   then makecntc (asrh=false,aex,aewnum) ;
intcnt : if ((dist <= aewrng) and (aam > 0)
   and (bra >= lma) and (bra <= rta)
   and (dist <= rh))
   then begin
     aam := aam - 1
     if random <= makint [ aampk
         then makecntc (aistrue,aex,aewnum) ;
         else makecntc (aifalse,aex,aewnum) ;
   end;
   else if ((dist <= aewrng) and (dist <= rh))
   and (bra >= ltr) and (bra <= rtr)
   then makecntc (aifalse,aex,aewnum) ;
   end;
   case atknext := atknext .link ;
   end ;
   while atknext ;
   end ;
   with airnext ;
end ;
end ;
end ;
SEGMENT PROCEDURE SHOWSTATUS ;
begin
  repeat
    scrncontrol(clr) ; scrncontrol(off) ; writeln ;
    writeln(' Please select an option according to which status of ');
    writeln(' forces report you wish to reuse. ');
    writeln(' 1 : Shipe. ');
    writeln(' 2 : Fighter/interceptor. ');
    writeln(' 3 : Earls warning aircraft. ');
    writeln(' 4 : Radar contacts. ');
    writeln(' 0 : Quit ');
    writeln('NOTE : COORDINATE POSITIONS are SCALED : 1 = 10 NM.');
    writeln(' After your selection you will be presented with ');
    writeln(' specifics and status information concerning your ');
    writeln(' selection. You will then be returned to this menu ');
    writeln(' where you may make another selection or repeat a');
    writeln(' previous selection or quit. ');
    read (selection) ;
    while not (selection in ['1','4','0',a']) do
      begin
        scrncontrol(bel) ; writeln ;
        writeln(' You must select one of the available options. ');
        write (' Please try again : ');
        read (selection) ;
        writeln ;
      end ;
  case selection of
    1 : showstatus ;
end ;
end ;
end .
\end{verbatim}
'3' : awstatus;
'4' : rrunstatus);
    end;   < case >
until (selection in ['Q', 'a']);
end;

SEGMENT PROCEDURE NEXTEVENTS;

begin
    scrncntro(clr); scrncntro(off); writeln;
    writeln(' Please choose your desired course of action: '); writeln;
    writeln(' 1 : Move a fighter/interceptor.'); writeln;
    writeln(' 2 : Launch a fighter/interceptor.'); writeln;
    writeln(' 3 : Recover a fighter/interceptor.'); writeln;
    writeln(' 4 : Move an AEW aircraft.'); writeln;
    writeln(' 5 : Launch an AEW aircraft.'); writeln;
    writeln(' 6 : Recover an AEW aircraft.'); writeln;
    writeln(' 7 : Move/Maneuver an individual ship.'); writeln;
    writeln(' 8 : Alter the PIM / SOA of the fleet.'); writeln;
    writeln(' 9 : Review the display of forces.'); writeln;
    writeln(' R : Review the status of forces.'); writeln;
    writeln(' D : Review the display of forces.'); writeln;
    writeln(' Q : Quit '); writeln;
    writeln(' After your selection you will be asked for specifics '); writeln;
    writeln(' about your selection; then you will be returned to this '); writeln;
    writeln(' menu where you may make another selection; repeat a '); writeln;
    writeln(' selection for another aircraft/ship or quit. '); writeln;
    read (selection);
end;

SEGMENT PROCEDURE NEXTSTEP;

begin
    scrncntro(clr); scrncntro(off); writeln;
    writeln(' Current GAME TIME (TOTAL simulated running TIME) is: '); writeln;
    writeln(' Time: '); writeln(minutes, ' minutes.'); writeln;
    writeln(' Time: '); writeln(remaining, ' minutes.'); writeln;
    if winplay = [] then begin
        writeln(' The game will now stop because the attack is dead.');
        read (selection);
    end;
    else begin
        writeln(' Do you wish to stop the program at this time? '); writeln;
        writeln(' Yes/No?'); writeln;
        if (selection in ['Y', 'y']) then begin
            writeln(' The game will now stop because the attack is dead.');
            writeln;
        end;
        else begin
            writeln(' The game will now continue.');
            writeln;
        end;
    end;
end;
write ('NOTE: Game WILL STOP after')
writein(endtime:3r' minutes.')
writein()) writein)
writein('Enter desired time step for the next display.')
writein(write in)
write ('TIME STEP (in minutes):') scrnntrol(on)
len := 2
step := readint(len) writein writein
if step > 50
then begin
  writein(write in)
  writein('Confirm your entry of: 'stater:3r' minutes.')
  writein(write in)
  if selection in [N,Y]
  then begin
    write ('Time step (in minutes):')
    step := readint(len)
    writein(write in)
  end
  end
end

SEGMENT PROCEPDER FLTUPDATE

begin
  shnext := shpbase
  while shnext <> nil do
    begin
      with shnext do setnewxy (taster:+f:=sox,xpos,ypos)
      if shnext. class = cv
      then begin
        cvx := shpnext. xpos
        cvy := shpnext. ypos
      end
      shpnext := shpnext. link
    end
  while shpnext <> nil do
    begin
      with shpnext do
      if all > 0
      then begin
        if aendif = age
        then if avendar <= taster
        then airdelet (airnext,airbase)
        else avendar := avendar - taster
        else if intndr <= taster
        then airdelet (airnext,airbase)
        else intndr := intndr - taster
        if all = 1
        then if distance (cvx,cv:y,xpos,ypos) <= recov
        then begin
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BEGIN

VAR

DX : integer;
AY : real;

BEGIN

ATKNEXT := ATKBASE;
while ATKNEXT <> nil do
begin

with ATKNEXT do

SETNEWXY (TASTEP, AZMTH, VELOCITY, XPOS, YPOS);

ATKNEXT := ATKNEXT^.LINK;
end;

ATKNEXT := ATKBASE;

if TIME > RETRTIME then

begin

ATKNEXT^.AZMTH := RETRTHDS;
ATKNEXT^.VELOCITY := RETRVEL;
ATKNEXT^.ALERT := RETRTALT;
ATKNEXT := ATKNEXT^.LINK;
end;

else if (TIME DIV LOOK > 0) then

begin

LOOK := LOOK + INCR;
while ATKNEXT <> nil do

begin

AX := ATKNEXT^.XPOS
AY := ATKNEXT^.YPOS;

if (DISTANCE (AX, RAWX, CVX, CVY) * 10) <= 200 then

ATKNEXT^.ALT := INBDALT;
ATKNEXT^.AZMTH := DEGREES (AX, RAWX, CVX, CVY);
ATKNEXT := ATKNEXT^.LINK;
end;

end;

end;

END

< Beginning text file Thesis3b. >
PROCEDURE INITIALIZE:

begin
reset (shirdata,'ABA.2:shipdata.data');
stop := false; time := 0; look := incr;
frnum := 0;
shipbase := nil;
while not eof (shipdata) do
begin
frnum := frnum + 1;
new (shipnext);
shipnext" := shipdata";
shipnext".num := frnum;
if shipnext".class = cv
then begin
  cvx := shipnext".xpos;
cvy := shipnext".ypos;
end;
shipnext".link := shipbase;
shipbase := shipnext;
set (shipdata);
end;
close (shipdata.lock);
end;

PROCEDURE DOAIRLISTS:

begin
reset (airdata,'ABA.2:airdata.data');
airbase := nil;
atkbase := nil;
i := 0;
while not eof (airdata) do
begin
case airdata".iff of
  enemy : begin
    i := i + 1;
    new (atknext.renew);
    atknext" := airdata";
    atknext".num := i;
    atknext".link := atkbase;
    atkbase := atknext;
  end;
  friend : begin
    frnum := frnum + 1;
  end;
case airdata".of:
  end:
case airdata".cf:
  end;
case airdata".int of
  new (airnext,friend,intert);
  airnext" := airdata";
  airnext".num := frnum;
  airnext".link := airbase;
  airbase := airnext;
end;
new : begin
  new (airnext,friend,aeu);
  airnext" := airdata";
end;
end;
end.
PROCEDURE SHOWFLEET;

begin
  drawimage (bw280+1); fillport;
  fillnext := fillbase;
  while fillnext <> nil do
    begin
      nx := round (fillnext^.xpos);
      ny := round (fillnext^.ypos);
      moveto (nx, ny);
      case fillnext^.what of
        boat: drawimage (sh1form,2,0,0,8,6);
        early: drawimage (sewform,2,0,0,10,6);
        flesh: drawimage (intform,2,0,0,10,6);
        awesnt: drawimage (awdr,2,0,0,5,5);
        wint: drawimage (airr,2,0,0,5,5);
        fbctnt: drawimage (fcdr,2,0,0,5,5);
        stcnt: drawimage (ssrd,2,0,0,5,5);
      end;'<case>
      dotat (nx, ny); str (fillnext^.num);mess;
      moveto (nx+8); unitwrite (3, mess[13], length(mess), 0, 12);
      fillnext := fillnext^.link;
    end;
end;

PROCEDURE SHOWATTACK;

begin
  drawimage (bw280+1); fillport;
  enenext := enebase;
  while enenext <> nil do
    begin
      nx := round (enenext^.xpos);
      ny := round (enenext^.ypos);
      moveto (nx, ny);
      if enenext^.what = line
      then drawimage (intform,2,0,0,10,6)
      else drawimage (ssrd,2,0,0,5,5);
      dotat (nx, ny); str (enenext^.num);mess;
      moveto (nx+8); unitwrite (3, mess[13], length(mess), 0, 12);
      enenext := enenext^.link;
    end;
end;
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PROCEDURE AIRDELETE ;
VAR
  last : airpntr;
begin
  if thisun = base
    then base := thisun . link
    else begin
      last := base;
      while last . link <> thisun do
        last := last . link;
      last . link := thisun . link;
    end;
end;

PROCEDURE SHIPDELETE ;
VAR
  last : shipntr;
begin
  if thisun = base
    then base := thisun . link
    else begin
      last := base;
      while last . link <> thisun do
        last := last . link;
      last . link := thisun . link;
    end;
end;

PROCEDURE GETKILLS ;
VAR
  ax : integer;
begin
  unnext := cntbase;
  while unnext <> nil do
    begin
      atknext := atkbase;
      if atknext . dead
        then begin
          cx := round (cntnext . xpos);
          cy := round (cntnext . ypos);
          while atknext <> nil do
            begin
              ax := round (atknext . xpos);
              ay := round (atknext . ypos);
              if ((cx = ax) and (cy = ay))
                then airdelete (atknext . atkbase);
            end;
        end;
  end;
end;
atknext := atknext-.link;
end;
end;  // if dead 
ctnnext := ctnnext-.link;
end;  // while ctnnext 
shipnext := shipbase;
while shipnext <> nil do
begin
  if shipnext-.sunk then shipdelete(shipnext,shipbase);
shipnext := shipnext-.link;
end;  // while shipnext 
end;

PROCEDURE DISPLAYGAME;

begin
  <resident whatnext>
  mark (start); 
  resettransfer; 
  scale := 1;
  atkref := false;
  if fltbase <> nil then begin
    nucent := fltbase-.num; recenter; end;
  repeat
    showflset; 
    whatnext;
  until selection in ['C','c','f']
  if enemlay <> [ ] then begin
    texton; scrncntro(clr); scrncntro(off); writeln; writeln;
    write ('The entire attack has been killed; the game will');
    writeln('halt shortly.');
    writeln; writeln; continue;
  end
  else begin
    scale := 1;
    atkref := true;
    texton; scrncntro(clr); scrncntro(off); writeln; writeln;
    writeln('Do you wish to see the attack?');
    writeln; writeln; yesno; writeln;
    case selection of
      '"r"'; begin
        if enembase <> nil then begin
          nucent := enembase-.num;
          recenter;
        end;
        repeat
          showattack; 
          whatnext;
        until selection in ['C','c','f']
      end
    end; // case
  end
end.
PROCEDURE SHIPSTATUS:

begin
  scancntrol(clr); scancntrol(off); writeln;
  write('UNIT: '11'X', '17'Y', '16'number number');
  writeln('MISSILE BOMB');
  write('NUMBER SHIP POSIT POSIT PIM SOA');
  writeln('LR-SAM SR-SAM HITS HITS');
  writeln;
  shiunext := shipbase;
  while shiunext <> nil do
    with shipnext do
      begin
        case class of
          uv : kind := 'carrier';
          ur : kind := 'cruiser';
          dest : kind := 'destroyer';
        end; < case >
        write(num:6, 'kind:xpos:8:2, ypos:8:2, pim:6, soa:6);
        writeln(lrse:7, srse:9, hits:7, bhits:8);
        shiunext := link;
      end; < with/while >
      writeln; writeln; continue;
  end;
end;

PROCEDURE INTSTATUS:

VAR
del, dis : integer;

begin
  scancntrol(clr); scancntrol(off); writeln;
  write('UNIT X Y relative to');
  writeln('124 minutes number');
  write('NUMBER POSIT POSIT CARRIER HEADING VELOCITY');
  writeln('ENDURANCE MISSILES');
  writeln;
  i := 0;
  j := 0;
  airnext := airbase;
  while airnext <> nil do
    with airnext do
      begin
        case airnext of
          interv : begin
            if alt > 0 then begin
              l := l + 1;
              j := j + 1;
              deg := degrees (cvx, cvy, xpos, ypos);
              dis := distance (cvx, cvy, xpos, ypos) & 10;
              write (num:7, xpos:10:2, ypos:8:2);
              write (deg:6, '/' , dis:4, 'NM');
            end;
          end;
        end;
        writeln;
      end;
end;
end;
PROCEDURE AEWSTATUS;

VAR
  des, dis, lat, lon, alt : integer;
BEGIN
  screentro(ch); screentro(off); writeln;
  write ('UNIT X Y relative to');
  writeln ('244 minutes');
  write ('NUMBER POSIT POSIT CARRIER');
  writeln ('HEADING VELOCITY ENDURANCE');
  writeln i := 0; j := 0;
  alnext := airbase;
  while alnext := nil do
    with alnext do
      case alnext of
        none: begin
          writeln (azmth:7, volct:10, intndr:12, st:10)
        end
        else i := i + 1;
        end
      end:
      writeln
    end:
    writeln ('Currently you have, *(i-j):2* fighters on board the carrier.');
  writeln end;
  writeln
  writeln ('Currently you have, *(i-j):2* early warning aircraft on');
  writeln ('Guard the carrier.');
  writeln end; continue.
PROCEDURE RDRSTATUS:

VAR
   dis : integer;

begin
   scrntro(clr); scrntro(off); writeln;
   write ('CONTACT X Y relative to CONTACTING');
   writeln('UNIT in DEAD');
   write ('NUMBER POSIT POSIT CARRIER RADAR');
   writeln;
   i := 0;
   unnext := unbase;
   while unnext <> nil do
      with unnext do
         begin
            deg := degrees(cpx,cpy,xpos,ypos);
            dis := distance(cpx,cpy,xpos,ypos) * 10;
            case who of
               search : kind := 'air search';
               search : kind := 'ship search';
               funn : kind := 'fire control';
               else : kind := 'interceptor';
            end; (case)
            if dead
               then choice := 'killed'
               else choice := 'alive';
            i := i + 1;
            write (num:7,xpos:112,ypos:812,deg:15,';',dis:4,'NM ',choice);
            writeln(kind:rdms:7,choice);
            if i mod 15 = 0
               then begin
                  writeln; writeln; continue;
                  scrntro(clr); scrntro(off); writeln;
                  write ('CONTACT X Y relative to');
                  writeln('CONTACTING UNIT in DEAD');
                  write ('NUMBER POSIT POSIT CARRIER');
                  writeln('RADAR CONTACT ALIVE');
                  writeln;
               end;
            unnext := link;
         end; (with/while)
         writeln; writeln; continue;
      end;
   end;

PROCEDURE SELECTOR:

begin
   while not (selection in ['1'..'9']) do
      begin
         scrntro(clr); writeln;
         writeln('You must select one of the available options. ');
         write ('Please try again : ');
      end;
end.
read (selection); writeln;
end; <while>
case selection of
'1': movvec (intcpt,'move');
'2': movvec (intcpt,'launch');
'3': movvec (intcpt,'recover');
'4': movvec (airs,'move');
'5': movvec (airs,'launch');
'6': movvec (airs,'recover');
'7': movwhip('single');
'8': movwhip('fleets');
'D'/: displaylcase;
'R': begin showstatus; selection := ' '; end;
end; <case>
end;

PROCEDURE MAKEOUTFILE;
begin
rewrite (shpoutfile,'ABA.2:shpoutfile.data');
rewrite (airoutfile,'ABA.2:airoutfile.data');
shirnext := shirbase;
while shirnext <> nil do
begin
shpoutfile" := shirnext"
put (shpoutfile);
shirnext := shirnext":.link";
end;
airnext := airbase;
while airnext <> nil do
begin
airoutfile" := airnext"
pul (airoutfile);
airnext := airnext":.link";
end;
atknext := atkbase;
while atknext <> nil do
begin
airoutfile" := atknext"
pul (airoutfile);
atknext := atknext":.link";
end;
close (shpoutfile;lock);
close (airoutfile;lock);
end;
<MAKEOUTFILE>
begin
<ABAGAME>
initialize (database); showforms; texton;
screenoff(on); screenoff(off); writeln; writeln;
writeln('Do you wish to have the computer step through the same?');
writeln('Showing only the displays at a fixed time step?');
writeln; writeln; writeln; writeln;
case selection of
'Y'/: begin
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All times are to be entered as MINUTES.

Enter the length of each step:

Enter the total playing time:

Enter the length of each stop:

Enter the total playing time:

MARK and RELEASE are APPLE'S way to build dynamic variables and then release the memory when they are no longer needed.

repeat

until

else

if

then

else

endif

until

end.
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while shi

begin
with shi

if shi
cv := shi

cv := shi

end;
shi := shi

end;
while

begin
with shi
if all > 0
then begin
if af
then if af <= test
then airdelete (airnext,airbase)
else airnext := airnext - test
else if int
then airdelete (airnext,airbase)
else intnext := intnext - test;
if all = 1
then if distance (cvx,cvry,xpos,ypos) <= recov
then begin
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END

NEXT := shi

while shinext := nil do
begin
with shi

detnew (tes	=x,sc=xpos,ypos);
if shi.next.class = cv
then begin
cv := shi.next.xpos
cv := shi.next.ypos;
end;
shi.next := shi.next.link;
end;
while

end;
while

begin
with shi
if all > 0
then begin
if afnext <> af
then if afnext <= test
then airdelete (airnext,airbase)
else airnext := airnext - test
else if intnext = test
then airdelete (airnext,airbase)
else intnext := intnext - test;
if all = 1
then if distance (cvx,cvry,xpos,ypos) <= recov
then begin