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PREFACE

Under the Project AIR FORCE study "Computer Resources Requirements Management," Rand is examining a number of problems associated with managing the acquisition and support of software for computers "embedded in" (i.e., an integral part of) major defense systems, such as aircraft or missile weapon systems. The management of software requirements for such computers is a major problem area that affects mission performance as well as cost and schedule variables. This report documents the initial results of work aimed at learning how the software acquisition process is influenced by existing techniques for generating and communicating software requirements.

Although preliminary, these results should be useful to Air Force and other agencies responsible for, or interested in, the application of software technology to specific mission areas.
SUMMARY

This report describes the results of an initial year-long study of current Air Force procedures for formulating and communicating software requirements and their effects on software acquisition for embedded computers.

An "embedded" computer is defined as an integral component of a larger defense system whose major functions go beyond data processing. Occasionally such computers are physically embedded in the systems they support (e.g., on-board computers in aircraft or missile weapon systems), but physical proximity is not necessary to the definition. Many command and control systems employ computers considered to be embedded in the functional sense, although they are physically separated from other system components.

The results presented here are based on an examination of eight major acquisition programs, drawn primarily from the Air Force's Aeronautical Systems Division (ASD) and Electronics Systems Division (ESD), each containing a substantial embedded computer component. For each program, we interviewed personnel from the System Program Office (SPO) and from the prime contractor; wherever possible, these were people who were or had been directly associated with software acquisition.

Our initial hypothesis was that some of the performance, cost, and schedule problems often associated with embedded computers could be traced to specific inadequacies in the formulation and communication of software requirements. We believed that some problems could be eliminated, or their impacts lessened, by introducing more discipline into software requirements management.

It soon became clear that requirements management activities could not be studied out of context. Accordingly, we enlarged the scope of our study to encompass the embedded software development life cycle. We concluded early in the project that embedded software acquisition and support problems are driven not by requirements problems alone, but by several acquisition management anomalies that combine in various ways to cause those problems. Thus our focus shifted from requirements management to software development management.

We describe, with the aid of two conceptual models, the observed software development activities of the Air Force and of the prime contractor. In view of the number of systems examined, the current models must be considered preliminary; however, they are useful in two ways. First, they present top-level flow diagrams of the software acquisition process. Each node represents an activity that can be separately expanded, and the resultant second-level diagrams provide a more detailed view of each activity, and of the overall process. Thus, when further refined, the models will serve as a framework for understanding the processes, resources, and costs associated with embedded software acquisition.

1 F-4G (Wild Weasel) Update; F-15; F-16; B52G/H OAS Upgrade; TACC AUTO; COBRA DANE; COBRA JUDY; and one Navy program, the F/A-18. The authors are also familiar, from earlier work, with the World Wide Military Command and Control System (WWMCCS) and with the 427M program.

2 Many of the terms used in this area are inadequately defined and inconsistently used, which results in needless confusion. To provide a firm basis for the discussion in this study and to encourage dialogue on the important problem of language, we suggest some definitions of commonly used terms in the body of this report.
Second, these models form the basis for a set of observations on current software acquisition practices. Two related assumptions appear to be implicit in these practices:

1. Software is infinitely flexible and need not be treated as an explicit variable during program-level decisionmaking.
2. The software development process can easily accommodate changes resulting from technological opportunity and the gradually increasing precision with which mission needs are understood.

However, the observations presented in this report lead us to conclude that these assumptions are unwarranted. Our observations, which are based not only on the models but also on in-depth discussions with program office and contractor personnel, and with colleagues both at Rand and elsewhere, are summarized below:

1. In the programs we studied, the Air Force gave relatively little explicit attention to software during preprogram decisionmaking. In general, it was not until the program office began preparing a development Request for Proposal (RFP) that explicit planning for software became evident.
2. We see a distinct change in the nature of software acquisition management problems now facing the Air Force. Program offices understand the importance of, and the requirements for, more effective software management. Problems of understanding are being replaced by problems of implementation. Schedule, budget, and resource pressures often combine to hinder the application of software management lessons learned over the last decade.
3. Program office management techniques are applied to embedded software applications with little regard for variations in the comparative maturity of different application areas. These differences bear on the concreteness of system and software requirements and on the experience of the contractors, and they are striking enough to suggest the need for tailored management techniques.

These general observations are both rooted in and exemplified by the following four specific observations:

1. The type of software expertise required by a program office has become at least as important as the number of people required, and existing formal Air Force training programs are not producing the most important types. Briefly, what is needed are individuals with sufficient training and experience to bring the most relevant software technologies to bear on those mission functions most amenable to them. This requires people with substantial knowledge in at least two areas, and the ability to see the best bridges between those areas.
2. Current techniques for producing software documentation are based on the assumption that the developer can satisfy not only his own information requirements, but those of the support and training organizations as well. This appears to be an unwarranted assumption. Our impression is that the Air Force is paying dearly for documentation that is of questionable utility to any audience.
3. The current review structure is growing increasingly inadequate for the timely and effective management of software development. In theory, a limited number of formal reviews augmented by informal but more frequent technical interchange meetings seems a reasonable approach. In practice, however, growing complexity and limited software resources argue for increased formality and for careful tailoring of reviews to specific development environments.

4. The use of a separate system definition (Phase-0) contract seems to pay dividends for software development regardless of the type of system under consideration. Without a separate effort, the major portion of system definition is done under the pressures of a full-scale development environment. This can lead to software design anomalies that, once discovered, result in expensive and complicated correction. These kinds of problems appeared less frequently in programs that used Phase-0 contracts.

Although more work is needed before strong recommendations can be made, our initial observations do raise specific issues that bear on acquisition management policy and indicate the following promising areas for further research:

1. **Information**
   - Identification of software-relevant information that is both available (from defense contractors, commercial R&D institutions, universities, and other sectors) and useful at various stages of the system acquisition process.
   - Identification of the minimum essential information requirements of the various groups (e.g., development, support, training, operations) involved with embedded software applications.
   - Development of procedures for accessing such information, and for its effective application in various Air Force acquisition environments.

2. **Personnel**
   - Techniques for improved recognition of, and program office access to, operational personnel with particularly appropriate skills and experience in applying software technology to specific mission areas.
   - Development and evaluation of incentives for attracting skilled personnel to operational assignments that produce a doubly expert resource.

3. **Structure**
   - Development of an analytic framework for a priori identification of software applications that would benefit most from tailored software review and documentation procedures.
   - Development of appropriately tailored software review and documentation procedures, and of methods for implementing them in various Air Force acquisition environments.
   - Development of an improved environment for technical cooperation between individual program offices and the Air Force Avionics Laboratory with regard to embedded software R&D.
As this work moves forward, we expect a narrowing of focus and more detailed attention to issues that represent the greatest potential policy leverage for embedded software acquisition management.
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I. INTRODUCTION

This report describes work undertaken to help the Air Force more effectively manage software acquisition for computers embedded in defense systems. Such systems are growing rapidly both in number and in complexity as computer subsystems take on increasingly important roles and acquisition problems have increasingly severe impacts on mission performance.

An "embedded" computer is defined as an integral component of a larger defense system whose major functions go beyond data processing. Occasionally such computers are physically embedded in the systems they support (e.g., on-board computers in aircraft or missile weapon systems), but physical proximity is not necessary to the definition. Many command and control systems employ computers considered to be embedded in the functional sense, although they are physically separated from other system components.

Earlier studies have described a number of important software problems that accompany this growing commitment to embedded computer systems [1,2,3]. A major issue has been the frequent failure of the first products of software development efforts to meet the user's operational needs. Cost growth and schedule slips also often share the spotlight with user dissatisfaction. Moreover, for large systems, dissatisfaction with initial software products contributes to a growing software maintenance problem. (A recently initiated Rand study is addressing this third issue.)

One of the most consistent study results has been the identification of software requirements management as a major problem area. It may be that as embedded software becomes more complex, current techniques for generating and specifying its requirements are becoming less adequate. This report examines these techniques and assesses their overall effects on system acquisition.

Another important issue is the careless use of language in this area. The term "requirement" has yet to be satisfactorily defined; it means different things to different people. Moreover, "requirement" is often substituted for "specification" or is combined with it to produce the equally ambiguous "requirements specification." Appending "software" to any of these terms does not clarify matters.

This is not a semantic issue. The difficulty reflects confusion not only about what requirements are, but also about their roles in the embedded software development process and, most importantly, about the management of that process. To provide a firm base for the discussion in this document, and to encourage more dialogue on this important problem, we suggest the following definitions:

Operational Need or Mission Need: The capability to perform one or more mission tasks or functions required to achieve mission or mission area objectives. The operational need is expressed in terms of task and functional capabilities (what must be done and how well), not in terms of specific hardware or software system characteristics.¹

¹ Source: AFR 57-1, Attachment 1, 12 June 1979.
**Requirements:** A set of characteristics that, taken together, represent one approach to satisfying an operational need. Characteristics are grouped according to function, performance, operation, test, safety, and other categories.

**Software Requirements:** That subset of requirements to be operationalized as one or more cooperating computer programs.

**Specifications:** A set of documents prepared to provide a standard record of requirements evolution and to support decisionmaking about the design, implementation, and testing of defense systems.

**Software Specifications:** That documentation subset concerned with recording and supporting decisionmaking about system requirements satisfied via computer programming.

Our initial hypothesis was that some of the performance, cost, and schedule problems often associated with embedded computers could be traced to specific inadequacies in the formulation and communication of software requirements. We believed that some problems could be eliminated, or their impacts lessened, by introducing more discipline into software requirements management.

The most frequently cited requirements problem is the need to respond to late-appearing changes in the requirements baseline. That baseline is established very early and usually represents a preliminary and incomplete view of user needs. All parties to a major acquisition expect changes to the baseline as more is learned about those needs. Changes are also driven by evolving threat scenarios and by technical advances. One of the primary tasks of program management is to ensure that such changes are accurately reflected in the requirements that the contractor must satisfy. Since changes occur throughout the software development process, every step along the way can involve assessing and responding to new or changed requirements. Thus, requirements management is at the heart of and inextricably tied to the entire software development process.

In its management of this process, the Air Force employs techniques that evolved during a time when hardware was the principal element of concern. There is a general intuition that these techniques are hardware-biased and therefore ill-adapted to the task of managing software development. Without taking sides, we note the absence of empirical evidence for this claim—evidence based, for example, on an examination of important differences between hardware and software development.

These considerations, then, led us to question the relevance of a requirements study that ignored the broader context of acquisition management. We concluded that the symptoms usually attributed to requirements problems per se reflect instead more general problems with the application of available management tools to the software development process. Thus our focus shifted from requirements management to software development management, and project objectives were broadened to include additional factors and to trace their impacts on the development process.

---

*Any approach incorporates compromises driven by constraints on available technologies, budget, and other resources. Thus, a given set of requirements frequently satisfies a constrained version of the original mission need.*

*Mission needs, and therefore requirements, typically change during the acquisition period. Since contracts are based on specifications, one of a System Program Office’s (SPO’s) most important tasks is to ensure that specifications accurately reflect such changes. In the extreme, it is possible for a contractor to satisfy all specified requirements and receive full compensation for a delivered system that satisfies no mission needs.*
THE PRESENT STUDY

We have limited our attention to software development activities that precede actual code development. It is important to note the difficulty of identifying the starting point of this process. Development programs emerge gradually, at first, from ongoing background activities carried on by both the Air Force and contractor communities. These early activities have some formative influence on future software development in that they result in an initial set of system-level requirements. However, recent software requirements research has been characterized by a lack of attention to this situation. Most efforts have focused on systems that manipulate requirements which are already in the form of specifications and have ignored that part of the process concerned with initial formulation [4-8]. Therefore, an important subgoal of this study is to describe the activities that characterize this crucial early period and to examine their influence on later events.

Our approach has been to examine the early software development activities of several recent acquisition programs, primarily from the Air Force’s Aeronautical Systems Division (ASD) and Electronic Systems Division (ESD). We selected five aircraft weapon systems and three command and control systems as appropriate subjects.

We focused our attention on operational avionics software for the aircraft programs, and on mission software for the command and control programs. This constraint reflects an arbitrary narrowing of scope and implies no ranking of the relative importance of mission versus other software.

For each program, our major concern was to examine the software development process in the light of requirements decisionmaking. The processes for all programs were then compared with one another to highlight similarities and differences and to explore the utility of a single aggregated conceptual model of the decisionmaking process.

It is important to note that system and program management information was made available to us on the condition that we would report only aggregate results. In particular, we agreed not to discuss the details of any single program or to encourage direct or implicit associations of specific programs with any issues we might discuss. Thus our results are presented here without the system-specific information upon which they are based. That information can be made available subject to a determination that disclosure would not violate our agreement.

Beyond developing models of the processes we observed, we have made some preliminary observations based on our understanding of these processes and have identified a number of issues we hope to address in future work.

Perhaps the most important observation is that software, despite its mission-critical nature, is not routinely treated as a major decision variable from the earliest stages of the acquisition process. In the remainder of this Introduction, we discuss this problem in some detail, because of its importance and because it sets the stage for the material that follows.

* F-4G (Wild Weasel) Update; F-15; F-16; B52G/H OAS Upgrade; TACC AUTO; COBRA DANE; COBRA JUDY; and one Navy program, the F/A-18. The authors are also familiar, from earlier work, with the World Wide Military Command and Control System (WWMCCS) and with the 427M program.
SOFTWARE AS A DECISION VARIABLE

As the Air Force goes through the process leading to an acquisition decision, R&D activities within the contractor community intensify and focus on areas related to perceived Air Force interests. These separate and parallel activities are coordinated by frequent communications between the two communities. Although the discussions often address technical issues, software, apparently because it is viewed as infinitely flexible, is rarely a subject of detailed concern.

The Air Force begins to focus explicit attention on embedded software at about the time a SPO is formed. By that time many important decisions about software function, performance, and design have been made implicitly, as the indirect consequences of earlier hardware-oriented decisions. This is not a surprising observation, considering the significant methodological and experiential hardware bias accumulated over the last three decades of defense system acquisition. Without implying that hardware acquisition is a solved problem, we note that there is nowhere near the same tool kit available for embedded software.

Software has only recently—but very rapidly—emerged as the other half of the hardware-software dyad that now characterizes weapon systems. At first, software was treated as a low-level development detail, to be provided by the contractor whenever necessary. The gradual introduction of software technology led to the belief that there was nothing very special about software acquisition management techniques, so software decisions were driven at first by a priori hardware decisions.

Today, however, we know that embedded software is pivotal to the operational utility of entire weapon systems. As such, its conceptual, design, and developmental aspects must be seen as decision variables, influencing the fundamental nature of entire systems. Existing Air Force acquisition management techniques, although they are improving, do not yet reflect the importance of embedded software. While much attention is now given to software development, many software decisions are still made indirectly. One effect is a reduction of the software design and implementation flexibility available during full-scale development.

But software flexibility is of critical importance as the pace of technology increases and as embedded computers are used to support more complex mission needs. Cost alone dictates that systems be designed for extended operational life. Over this period system requirements will change and technology will offer new opportunities. Without explicit attention at the earliest decisionmaking stages to a software architecture that can accommodate the user's evolving operational environment, his needs will simply not be met. Systems that require extensive and continuing software "maintenance" from their date of delivery are a costly consequence of ignoring the need for early software planning.

A related implication, yet to be validated, is that some of the basic hardware/software tradeoff issues may be decided in the absence of software expertise. If this is true, it could easily lead to poorly informed decisions about system design alternatives that are absolutely fundamental to a future system's operational utility, responsiveness to change, and maintainability. This could happen not only because of failure to appreciate the full range of software's technical influence on a system, but also through the effects of uncontrollable organizational and political variables. The latter are particularly relevant to major acquisitions like those we examined.
These considerations led us to develop separate models for program office and contractor activities. We wanted to understand how each group dealt with software questions during early acquisition decisionmaking. Individually, the models highlight procedural differences between the two groups; taken together, they embody the requirements management process for embedded software during the period we studied.

We found both processes to be heavily influenced by the concept of requirements, yet neither model contains an identifiable requirements phase. It appears that in practice the influence of requirements not only pervades all phases of software development, it begins much earlier than previously thought. It is useful to visualize a continuum, along which requirements are both represented and managed at various levels of detail.

This view suggests that many of the basic decisions made prior to establishing a SPO, and prior to initial Request for Proposal (RFP) development, have important consequences for software requirements. For example, references to system size, weight, and power can determine at least the broad outlines of computational subsystems. They represent constraints on important parameters, and therefore on the technologies to be considered for the computer hardware; hence they may limit available alternatives for both hardware and software architectures.

Some fair sense of functional requirements—at the major subsystem level—can be said to exist prior to formal program initiation. The outlines of embedded software requirements take shape concurrently with those for other major subsystems; they are refined along with, not extracted from, an evolving system specification.

If software directions are in fact set far in advance of formal program initiation, the deferring of explicit management attention to software until preliminary Part I software specifications are in preparation—a frequent procedure, based on our observations—is clearly inappropriate.

Existing management guidance, primarily AFR 800-14 (9), establishes the major subsystem aspect of embedded software and gives overt recognition to the need for applying software expertise at the Program Management Directive (PMD) level. Nevertheless, measurable resources are apparently first devoted to software issues as a function of ensuring that the development RFP embodies the major provisions of AFR 800-14. Such deferral is not observed in the various hardware areas, where considerable technical information is available and under consideration long before the development RFP is prepared.

Whatever the reasons for this different treatment, the impact is that embedded software is not effectively represented during system concept formulation. Thus, many critical software issues are decided by implication, as a by-product of attention to other aspects of the emerging program. By the time expert attention is focused on software, much of the flexibility correctly associated with it has been lost because of constraints imposed earlier. This observation is confirmed by the often disproportionate cost and schedule impacts of seemingly minor development-phase software changes. More flexibility is assumed than is actually available during the development cycle, and even changes attempted "early" in that cycle often have surprisingly complex ramifications. An obvious conclusion is that the Air Force must get into the software business earlier. This is not a new suggestion, but we suspect that it has been difficult to implement because of incomplete understanding of the situation.
Before discussing these ideas in greater detail, we shall describe our preliminary models of the development process in Sec. II. Section III discusses our observations on resources, documentation, reviews, and contracting as they apply to embedded software acquisition management. Section IV then presents our current views of the policy issues that bear on those observations and indicates the work still required to develop and justify specific recommendations.
II. THE SOFTWARE DEVELOPMENT PROCESS

We shall describe the software development process in terms of two conceptual models, one for the activities undertaken by the Air Force and one for those undertaken by a prime contractor. The models are based on eight acquisition programs, each containing a substantial embedded computer component, all begun at different times and each now in different stages of maturity.

Before we introduce the models, we must state several caveats. First, the models represent an aggregate of the key activities undertaken by the program offices and the contractors we interviewed. The level of detail and representation were chosen to enable an easy understanding of how these activities move through time, and how they influence each other and the product. Moreover, the models present observed practice and incorporate lessons learned from past experience. Differences among the individual programs relate primarily to resources applied, not to procedural or operational matters.

Second, only a limited period of time is represented. Software life cycle activities beyond the critical design reviews are not included in the current models.

Third, flow diagrams suggest a discreteness that is not observed in the real world, where activities overlap enough to make their boundaries hard to discern and not all activities are equally important. The current models do not reflect these facts.

Finally, no attempt is made here to identify or comment on individual or combined problem areas. Our observations on these matters are deferred until the next section.

PROCESS DESCRIPTIONS

The Air Force

The process shown in Fig. 1 (p. 29) is an aggregation of observed Air Force behavior across the programs we examined. It represents the top-level decision-making activities common to most of the programs, from the earliest conception of a program up to the Critical Design Review (CDR) that precedes computer-program coding release.

Pre-RFP Period. The need for and outline of a new defense system emerge gradually from a background of continuous mission-area analyses, planning studies, and R&D efforts by both military and industrial organizations. Sometimes the surfacing of a new technological capability motivates interest in its mission-enhancing potential; at other times a known and worsening functional shortfall eventually generates enough concern to support informal but focused examination of solution alternatives. As Air Force interest grows, a corresponding growth in interest is seen in a larger community, including the relevant industrial contractors. Over time, possible solutions are informally discussed among many elements of the Air Force, and between the Air Force and the industrial community.
Eventually, ad hoc study teams are formed from many elements of the Air Force, including operational, system planning, and management personnel from the Air Staff, major operational commands, AFSC, and AFLC. It is significant that hardware engineering skills predominate in the backgrounds of most of the personnel involved. Early team formations often fail to include adequate software expertise, even in programs containing a substantial embedded computer component. And, although both formal and informal relations are maintained with the industrial sector, there appears to be little tendency to tap its software resources during these early system-level studies.

The initiation of formal acquisition proceedings usually comes from an operational command—TAC, SAC, etc.—in the form of a document describing and justifying the need. Most of the programs we observed predate OMB circular A-109 [10] and its implementing Air Force Regulation 800-2 and were formally initiated via the submission of a Required Operational Capability (ROC) [11] or, in the case of systems procured under the 300-series Air Force regulations, a Data Automation Requirement (DAR) [12]. Under the then-existing guidance, the ROC or DAR often suggested ways to achieve the required operational capability and included descriptions of specific items of equipment and software. The new guidance represents a substantial departure in that the ROC has been replaced by the Statement of Operational Need (SON) [13], which must explain the need in mission or capability terms, explicitly avoiding discussion of specific solutions. Among other objectives, this change was intended to encourage innovation and exploration of a wider set of solution alternatives than had become customary.

The next formal step is a review conducted by Hq USAF and coordinated with all relevant operating commands. If a proposed solution involves a major acquisition, approval is needed from the Office of the Secretary of Defense (OSD) before the program can be formally continued. This approval is Milestone 0 in the Defense System Acquisition Review Council (DSARC) process.

Many non-technical factors affect review outcomes and influence subsequent program guidance: international trade agreements, treaties, political pressures, media pressures, lobbies, economic factors, defense posture, and national policy, among others. The review must also reconcile any proposed acquisition with other DoD capabilities, resources, and priorities; consequently, some cost estimations and tradeoff analyses must be available early in the process. The output of this stage is the granting of authority for Hq USAF/RD to prepare a PMD specifying how AFSC should proceed with the acquisition program. Prior to the publication of OMB-A-109, a PMD usually directed the establishment of a SPO or pre-SPO with authorization to prepare a plan for system development. Under the new guidance, the SPO or pre-SPO is required to investigate and evaluate alternative system concepts that might satisfy the approved need, and to submit the findings of this investigation to the DoD for approval prior to proceeding with the system development plan.

It is not uncommon at this stage to establish a steering group to guide the evaluation process. The new guidance requires that every resource available (laboratories, industry, universities, etc.) be employed in developing a comprehensive picture for the DoD review. Contracts may be let to relevant contractors to

---

1 A major system acquisition is considered to be one with an anticipated cost of $75 million in RDT&E or $300 million in production [14].
assist the Air Force in evaluating alternative system concepts. In fact, informal cooperation between the Air Force and these contractors is common at some level throughout the process thus far described. The outputs of this stage are recommendations by the SPO that can be formulated into a Decision Coordinating Paper (DCP) for DoD approval at Milestone I of the DSARC process.

After approval, the SPO’s major tasks are to prepare a Program Management Plan (PMP) and to develop an initial system specification. How well such tasks are done depends on a number of things, including (1) how well-defined the problem areas are, (2) the kinds of resources available to the SPO, (3) the guidance received from the steering group, (4) the experience of the contractor community, and (5) schedule and budget pressures. Initial system-level studies provide some insights for the allocation of system requirements to software, and these are now included in the documentation prepared by the SPO as it prepares for the DSARC II review. However, even though AFR 800-14 suggests consideration of a large number of software-related items, in most of the programs we investigated there was no evidence that SPO attention was focused on substantive software issues at this point.

RFP to FSD Award. An important decision at this stage is whether to write the initial RFP for full-scale development (FSD) or to contract separately for system definition only (Phase 0), and use the Phase-0 output to drive a subsequent FSD decision. Phase-0 contracts may be awarded to more than one competitor so that the Air Force can consider the merits of alternative approaches. The remainder of this section deals with the procedures for awarding an FSD contract.

The RFP elements most relevant to software are the Statement of Work (SOW) and the Contract Data Requirements List (CDRL). Although general guidance for their preparation is found in AFR 800-14, knowledge of the software development process is needed to translate this guidance into a good development RFP. For the programs we examined, the software portions of both RFP and contract were contained in relatively few pages and dealt with the use of a higher-order programming language (HOL) whenever applicable, the use of top-down structured design and programming concepts, early attention to interface requirements, and other very general aspects of software development.

Proposal evaluation is a formal effort supported by analyses of the technological and economic tradeoffs among competing proposals. Other inputs to the process include Congressional influence and local, national, and international political and economic considerations. It is noteworthy that in the programs we investigated, the contractor’s past experience or demonstrated capability in computer or software technology was not a significant factor in the selection process.

The next major step for the Air Force is to negotiate the FSD contract. Although we have not examined this activity in detail, it seems obvious that better contracts will be struck where knowledge is more complete. This is particularly true for embedded software, since it is the newest and least well-understood component of system acquisition. In terms of maturity of ideas and utility of documentation, those programs that contracted separately for system definition appeared to have more complete knowledge going into contract negotiations than did other programs.

FSD Award to Critical Design Review. After the development contract is signed, the SPO enters a phase aimed at monitoring the progress of the contractor
and participating in various aspects of problem resolution, test planning, etc. The performance of this job often requires the formation of special monitoring groups, each responsible for certain aspects of the development process. One specialized group, the Computer Resources Working Group (CRWG), interacts with contractors to coordinate computer subsystem development activities, to assure compliance with AFR 800-14, and to develop and maintain the Computer Resources Integrated Support Plan (CRISP). This is often the first appearance of significant software expertise in the Air Force process. Most of the programs we examined had a CRWG; very few had formed any other group that dealt exclusively or even primarily with software development management.

Since the initial system specification does not delineate every requirement in detail, constant interaction is needed between the contractor, the SPO, and the user, especially in the early phases of development, to resolve functional issues so that the contractor can develop and evaluate increasingly detailed software specifications.

The contractor's initial approach to software development—the Computer Program Configuration Item (CPCI)-level design—is usually reviewed along with other draft documentation presented at the Preliminary Design Review (PDR). Although the PDR is required by MIL-STD 1521, the form it takes and its value vary greatly from program to program, depending on the software expertise available and on budget and schedule pressures. The PDR is an opportunity for the Air Force to detect any misunderstanding in the contractor's interpretation of the system-level specification and to reevaluate his ability to produce a satisfactory final product. The review is intended to identify any discrepancies before detailed software design begins.

Once all critical software issues raised in the PDR are resolved, the software development specifications are finalized and the contractor can officially proceed with the detailed software design. The results of this process are documented in increasingly explicit software product specifications. In Volume I of the product specification, each CPCI is broken down into a number of computer program components (CPC). The contractor specifies the exact details of each group of programs that comprise a CPC so that coding can proceed. However, the SPO must first assemble the talent needed to conduct a software CDR and to approve or take issue with the contractor's designs. As with a PDR, the value of the CDR depends on the software resources available to the SPO. Moreover, to the extent that more sophisticated expertise is needed to adequately review the technical detail available at the CDR, software resources are more critical at this stage than at the earlier PDR.

Once the SPO and the user approve the detailed design represented in the draft software product specifications, the contractor can proceed with code development and testing.

The Prime Contractor

The Pre-RFP Period. The pre-RFP process is shown in Fig. 2 (p. 31). Most of the contractors interviewed maintain a group whose primary task is to pursue technological advances that are applicable to one or more of the contractor's interest areas. These groups are permanent entities and are staffed by personnel highly qualified in most of the appropriate disciplines; an increasing number are formally trained in computer science. In the main, these are R&D groups, concerned with
technical feasibility and supported by laboratory facilities. Their tasks include providing technical information to support various positions taken by management in the contractor's ongoing dialogue with the Air Force.

When this dialogue makes it sufficiently clear that the Air Force is moving toward an acquisition decision, appropriate members of the advanced technology group meet with technical management to consider the broad outlines of the anticipated program. Their objective is to develop technical information for input to a decision on corporate participation should a development RFP be issued. Attention centers on system-level operational and structural characteristics such as weight, power, and complexity, and on developing rough estimates of the costs involved.

Discussions started in these meetings continue in small teams that break out of the original group. The teams focus special attention on major subsystems. For example, an aircraft contractor develops teams to examine airframe, propulsion, and avionics subsystems. For command and control systems, teams might form for communications, data processing, and display subsystems. Each team attempts to further define its subsystem by considering the latest technologies, developing and experimenting with models, and making initial contacts with potential subcontractors. In this way broad initial software designs are developed and evaluated, known constraints are assessed for their impacts, and information is gathered for use in allocating subsystem functions to hardware and software.

Attention to software is limited, at first, to these allocative issues. Gradually, as past experience and new information are factored in, alternative designs for each major software component are reviewed and coordinated among teams, and consideration shifts to issues of programming language, program size, interface characteristics, and specific functionality. Each component is also associated with a list of functional requirements as they emerge from the continuous tradeoff analyses that characterize this period. Thus, software requirements at the subsystem level are available in some form quite early.

The teams come together often during this period to summarize and coordinate their individual activities. This process usually identifies problem areas and raises new issues, some of which are returned to the teams for resolution. The cycling between team activity and joint review continues, in some cases over one or more years; it runs parallel to and shares information with the Air Force's efforts to come to an acquisition decision. In some cases coordination is formalized by technology-demonstration or prototype development contracts.

Thus, when a development RFP becomes available, the contractor is usually prepared to respond in considerable detail. For software, informal team documentation is, at some point, collected, reviewed for consistency, and incorporated into what looks very much like a set of draft software development specifications. These typically identify a programming language, require the use of top-down techniques, and present a philosophy of programming dealing with modularity, data use, etc. They can also include early lists of functional requirements at the major subsystem level, interface requirements for functions within a given subsystem, subsystem interface diagrams, and even top-level flowcharts for some functions. In some cases, early drafts of a computer program development plan, interface control documents, and preliminary software product specifications are also available.

**RFP to FSD Contract.** The initial RFP can be for a Phase-O contract, or for an FSD contract. If, as is normally the case, an FSD contract is anticipated, the
contractor typically forms a proposal-writing group. The technical part of the proposal is then written by small teams, each addressing a specific functional area, such as the target acquisition task for a command and control radar. These teams are drawn from the contractor's preliminary system definition efforts (described above) and are supported by whatever level of analysis has been achieved in each area.

Each team produces what might be called an area specification. These are eventually reviewed for technical accuracy and consistency and for their responsiveness to all requirements described in the preliminary system specification. The resultant volumes are then submitted to the Air Force as part of a formal proposal.

If a Phase-O contract precedes the award of a development contract, a different path is followed. In this case the system definition efforts already underway are expanded; more people become involved and additional teams are formed to deal in greater detail with the separate functional areas of each subsystem. Thus, for avionics, the software design for fire-control processing is elaborated by subfunction. For example, air-to-air combat functional software is considered in terms of separate algorithms for the air-to-air gunnery and air-to-air missile subfunctions.

Each specialized group carries out some mix of technical assessment, modeling and experimentation, subcontractor interaction, and documentation. In this way subsystem design alternatives are refined, evaluated, and formalized as CPCIs. For software, design focus moves gradually from the CPCI level to the CPC level. In a command and control radar, for example, once the general outlines of the target acquisition CPCI are agreed upon, detailed consideration is given to software for the detection, recognition, and identification CPCs that define it. As this process continues, the work of each team is subject to periodic reviews by other teams, and by the contractor's technical management. Historically, the Air Force has at least maintained visibility, if not participation, in these efforts.

Phase-O contract deliverables typically include the same kinds of software documentation described earlier. However, their contents reflect the additional analyses carried out over the time frame of the Phase-O contract; for example, a Phase-O contract results in more complete and more detailed drafts of Volume I software product specifications.

At this point, the Air Force evaluates the performance of each Phase-O competitor and either directly awards the FSD contract or issues an RFP. In the cases we examined, FSD contracts were awarded directly on the basis of Phase-O results.

FSD Contract to CDR. When the FSD award is preceded by and based on a Phase-0 contract, the winning contractor usually knows enough about the software design to begin immediate preparations for a PDR. If no Phase-0 contract was used, the contractor must first expand both his personnel resources and his analyses—in essence acquiring, early in the FSD contract, the results of a Phase-0 contract.

Preparations for the software PDR include internal reviews of functional and module interface designs, preliminary test plans, and the contractor's current strategies for software development. Available documentation is finalized and may be submitted to the Air Force for review prior to the formal PDR. Included are preliminary CPCI development specifications, draft interface specifications, draft CPCI product specifications, the computer program development plan, and other documentation. Senior technical and administrative managers may conduct system level design walk-throughs; for software, this implies reviewing plans for eventual functional integration of individual CPCIs. The contractor may also hold PDR
rehearsals, conducting dry runs of the various briefings to be presented to the Air Force review team.

Conceivably, a contractor may fail to satisfy the review team. In that case, he must resolve the problems leading to the failure and schedule another PDR. None of the cases we examined had this problem; the issues raised were less serious and were resolved and re-reviewed by the Air Force at frequent technical-interchange meetings between the PDR and the CDYK.

In theory, detailed software design follows PDR approval of the overall software design contained in the development specifications. Approval is based on satisfying the Air Force that the overall functions, performance, interfaces, and structure envisioned for each CPC are compatible with one another and are traceable to approved system-level requirements. Each CPC is then broken down into its component software modules, and detailed design proceeds. In practice, detailed software design begins much earlier, before the PDR, when, for example, the avionics teams begin to specialize in specific areas, e.g., navigation or radar.

The emerging design details of each separately programmable CPC are documented in the software product specification. The contents of this document are of primary concern at the CDR. Therefore, as the CPC designs are refined and documented, the contractor begins to prepare for that review.

Problems discovered during CDR are resolved by the design teams for the affected CPCs, with the Air Force monitoring through technical-exchange meetings. If no significant problems are found with the detailed software design, with its traceability to the approved CPC development specifications, or with the available software product specifications, the contractor begins program development.

MODEL UTILITY

Embedded computers are being used in increasingly specialized roles, and new applications appear frequently. There is a growing need to augment general management guidelines with specific techniques tailored to individual application areas. One such area is avionics, where the Air Force has been working to develop a detailed software investment strategy.

An important component of this effort is the development and use of enhanced modeling capabilities. The 2nd USAF Avionics Planning Conference recognized this by producing a Software Modeling Roadmap [15], which calls attention to the need for detailed modeling of the processes, resources, and costs associated with avionics software acquisition and support.

The models presented here are an initial contribution to the goals of Path III of the modeling roadmap discussed on p. 4-247 of Ref. 15. They are designed as top-level flow diagrams for the software acquisition process. Each node represents an activity that can be separately expanded; the resultant set of second-level diagrams presents a more detailed view of the overall process. This technique is a standard systems engineering tool and rarely proceeds beyond two levels before resource bottlenecks and cost drivers become apparent.*

* The Software Cost Estimating Working Group at ESD (ESD/SCEWG) is funding a study by the MITRE Corporation, one objective of which is the development of a model of the software acquisition process. That model is similar in concept to those presented here, but it continues the tradition of combining government and contractor activities in one model. This effort is described in more detail in Ref. 16.
A top-level model has the advantage of being able to serve as the root for several different expansions, each one tailored to a specific area, such as avionics or command and control. The resultant models provide a framework for understanding the processes, resources, and costs uniquely associated with the selected area.
III. OBSERVATIONS ON THE PROCESS

This section presents a number of observations based on the models just introduced and on discussions with program office and contractor personnel and with colleagues at Rand and elsewhere. The first three observations are broader than the rest in the sense that they seem to have roots in several more specific areas. Although more work is necessary to analyze and refine them, we believe that these issues must be understood and dealt with before improvements can be made in the management of embedded software acquisition.

GENERAL OBSERVATIONS

Initiation of Concern for Software

Direct comparison of Figs. 1 and 2 shows that the contractor community begins to deal with software questions earlier than does the Air Force; this trend was confirmed in the programs we examined. As shown in Fig. 2, a contractor's decision to participate early in a budding acquisition focuses certain resources on software development alternatives for that particular program, as well as keeping him generally up to date on the latest advances in software technology.

The Air Force seems to place comparatively less emphasis on software during this period. Their attention is focused on system-level alternatives that might reduce operational shortfalls and, in particular, on the gross functional and performance characteristics of each alternative. Questions dealing with size, weight, speed, and overall cost dominate these initial discussions.

The centrality of software and its role as a major cost driver is well represented in the area of guidance. Air Force Regulation 800-14 encourages explicit concern for software, starting with the contents of the PMD. But observed behavior seems to reflect an assumption that the major characteristic of software is its extreme flexibility. And since flexibility is seen as relevant primarily to development decisions, most of the planning for software management is usually deferred until a development decision has been made. By then, however, earlier decisions have made it difficult to deviate from the existing rather detailed conception of software's roles.

But changes are always necessary during FSD, for several reasons, including the following:

1. Requirements change as understanding of operational or mission needs evolves.
2. New requirements are made feasible or attractive by technological advance.
3. Changes are required to correct unanticipated problems that result from prematurely embracing seemingly broad system outlines, which, in fact, have quite explicit consequences for software design.
Besides fostering its own specific technical problems, the third item complicates responses to the first two. Some variables, like software modularity, interface design, and, in some cases, even processor selection, are preordained or otherwise constrained before development-time design analyses are accomplished. In later responses to new or changed requirements, developers tend to leave these decisions intact, fearing the impact of changes on budget and schedule. Instead, the changes are made at lower levels, usually by complicating the software. As is well known, the more complicated the software, the less reliable it is and the harder it is to test and maintain. Thus, budget and schedule are affected precisely because of poorly considered efforts to avoid such effects. To the extent that the chosen actions fail to respond adequately to new requirements, the system's value to the user is adversely affected.

The most reasonable explanation for the casual treatment of software prior to issuing a development RFP is that some of the people involved at that level do not yet fully appreciate the increased complexity software implies for the decisions they make. Ten years ago this complexity was understood by very few in the Air Force. Today we observe it as generally understood at the program office level, and as making inroads at higher levels. Thus there is gradual progress, but it remains true that at the level where the earliest and most fundamental program decisions are made, software gets short shrift, and this sets the stage for later problems.

The solution is not necessarily to speed up the process by which software knowledge percolates through the Air Force; the process is not well understood in the first place, and we probably couldn't change it if we did understand it. However, it might be possible to inject appropriate expertise when and where it is most needed. (We will say more about that expertise in Sec. IV.)

Changes in the Nature of the Problems

While the Air Force has significantly improved its understanding of software acquisition management, the limited improvements in program outcomes over the same period are testimony to the difference between understanding a thing and doing something about it. Long-standing resource problems, the "start from scratch" character of most program offices, and the limited transfer of experience from one program to another are all major impediments to lasting improvements. As a result, the Air Force cannot yet fully apply to individual cases what it has learned collectively about effective software acquisition management.

In the late 1960s and early 1970s the Air Force treated embedded software as a given. Program-level decisionmaking revolved around system hardware, and it was the contractor's job to deliver hardware that worked. The fact that development of useful hardware was beginning to involve conceptualizing, implementing, and testing computer programs was of little interest until something went wrong enough to affect costs and schedule milestones. The Air Force's acquisition management activities changed very little at the time embedded computers were first added to the inventory.

Some of the programs we examined were initiated during this early period. The software problems encountered in those programs support the above characterization. For example, the fact that software could—indeed, must—be engineered was not initially understood by the Air Force or by its contractors. Because of this, software submitted to formal system testing often wouldn't fit the mission comput-
er, or couldn't be tested, or failed to interface appropriately with other systems, or, when integrated, formed entities too complex or expensive to support.

Later acquisition programs give clear evidence that the need for software engineering is now understood and that when the right resources are available, it can be effectively applied. Resources are critical to most of the software problems encountered by these more recent programs. For example, funding cuts (or increases, for that matter) can induce schedule pressures that work against good engineering practice.

Thus, we see a distinct change in the nature of problems having to do with managing software acquisition. The program offices we contacted now seem to have a good grasp of the importance of, and the requirements for, more effective management. But resource problems—primarily attracting, training, and keeping talented people—have so far diluted the benefits available from improved understanding. This is not a new problem; it is an extension of long-standing resource problems into a relatively new area. The nature and magnitude of this extension have yet to be defined, and they deserve focused attention.

There is some evidence that improvements might be possible without waiting for Air Force-wide solutions to these general resource problems. Specifically, a "think small" approach might provide some near-term benefits. For example, software problems on a number of large programs have been quickly and effectively turned around by the efforts of single individuals. What are the characteristics of such people, and how can their skills be accessed? These questions, and the other problems mentioned above, are discussed in more detail below.

Appreciation of Functional Area Differences

We were struck by the sameness of the Air Force's software management approach in the two functional areas we examined. Program office activities are based on guidance, formal reviews, informal discussions and reviews, and documentation requirements. These tools are applied to software development management in ways that do not account well for important differences among functional areas.

The current approach can be generally characterized as a partnership between a program office and a prime contractor, wherein the latter has the major responsibility for design and implementation and the program office monitors progress and tries to assure tracking of system requirements with evolving mission needs. Both share responsibility for testing and for identifying and resolving problems.

Currently, this approach appears to work better for avionics software than it does for some kinds of command and control software. We can identify two areas where differences between these applications suggest the need for corresponding differences in management approach. The areas are briefly described below; we have not analyzed them extensively.

1. The application of computer technology to avionics tasks is reasonably well understood. Most avionics functions are conceptually well defined, and software problems are rarely based on a failure to understand the tasks at hand. Rather, many of the problems in this area now deal with controlling its rapid growth by the development and use of standards, and with Air Force-contractor management coordination issues [18,19].

* This problem also appears in somewhat different form in Ref. 17.
By contrast, we don't know a great deal about the application of computers to some command and control tasks. In the first place, the term encompasses a wide range of system types, some well understood, others not understood at all. The software problems encountered by the command and control systems in this study, and in others with which we are familiar, often reflect this lack of understanding. It appears as a lack of concreteness in software requirements: Programs get into trouble when progress comes to depend on developing software to support functions that have never been clearly defined. Ultimately, the press for completion that is characteristic of acquisition programs can result in software that fails to meet the user's overall expectations and that is so badly engineered as to severely limit the system's future responsiveness to change.

2. The aircraft industry is dominated by several large contractors, each of whom has experience in producing well-defined avionics products. Typically, a major part of the software used in avionics is produced by these prime contractors, who also monitor the production and integration of software embedded in subcontracted items. The prime contractor's product orientation and his continuity of experience ease the task of coordinating Air Force and contractor management techniques and encourage a certain degree of confidence in his ability to perform well, even with limited technical guidance by the program office.

The same product orientation and continuity of experience are not yet characteristic of software development for command and control. Even where there is product orientation, as with the two systems examined in this study, the entire software package is often developed by a software subcontractor who has little knowledge or experience in the overall application area.

The situation is worse when the system and its software are fragmented into major subsystems, each the responsibility of a different associate prime contractor. Although one contractor is usually responsible for the integration task, none may have a total product orientation or much experience with developing pieces of command and control systems, for example, let alone complete systems. Especially in the early stages of such programs, the burden is on the Air Force program office to determine that appropriate and coordinated progress is being made. Here, however, there is little basis for trusting to contractor experience, or to the contractor's grasp of the product as a whole, to offset any program office technical limitations.

To summarize, the important differences between the two acquisition environments we studied can be categorized according to the following topic areas:

1. The overall understanding of the tasks.
2. The perception of a coherent product by the prime contractor.
3. The experience of the contractor.
4. The concreteness of requirements.

We argue that differences in these areas are fundamental and that they suggest a need for correspondingly different management approaches. We must add that this does not imply an infinite number and variety of management approaches. Developing an overall software management framework that can be tailored to a variety of undertakings seems a reasonable topic for further research.
SPECIFIC OBSERVATIONS

Program Office Software Expertise

It appears to be common knowledge that program offices would do a better job of software development management if they could attract more and better-trained “software people.” However, the attributes implied by the latter term are seldom made clear, and specific training requirements are not well defined.

Our observation is that the kind of software expertise required has become at least as important as the number of people required, and that existing formal Air Force training programs are not producing the most needed kinds of software expertise. A predominantly real-time, interactive avionics suite is very unlike a base payroll system in either development or operation. The software talents required in one area contribute little to success in the other.

We mentioned earlier that some of the programs we examined avoided major software problems largely by the efforts of certain individuals. In these cases, the training, experience, and initiative of such individuals were dominant factors in the success of the programs. The particular attributes of these key people need to be examined in greater detail, but we can provide a general characterization. Such an individual has at least an undergraduate degree in computer science, EE, or mathematics (the latter two being substitutes for the first before it became widely available), has spent some time as a programmer or systems analyst, and remains interested and current in at least one subdiscipline of computer science. In addition, he or she has substantial experience in the application of computer technology to at least one mission area, such as phased-array command and control radars.

What we have described is a person who is expert in at least two areas: a technical discipline and a functional application. This is exactly the kind of expertise that is needed at the pre-Milestone-0 stage represented on the Air Force model in Fig. 1. As computer technology provides the Air Force with more opportunities to enhance mission performance, the ability to discern how best to apply technological tools to mission requirements is becoming increasingly important. The Air Force must find a way to generate this kind of ability as a natural product of its personnel policies. The development and evaluation of alternatives for doing so is a potentially fruitful area for further research.

Software Documentation

Software documentation for major programs is produced by the developer and reviewed by the Air Force. It is assumed that the products will satisfy the information requirements of three different audiences: the development teams, those responsible for the support mission, and the training organizations. Our discussions have led us to believe that this assumption is unwarranted and that, in fact, neither those producing the documentation nor those reviewing it know enough about the specific information needs of the intended audiences. Indeed, we encountered cases where the contractor produced two largely separate documentation products—one for delivery to the Air Force, and one for his own internal use. In these cases, it may be concluded that the military standard documentation requirements [20] are inadequate.
Most of those with whom we spoke agreed with the need for standards in software documentation. However, they questioned whether the current standards encourage the hoped-for results. One source suggested that the main benefit documentation standards should provide is the assurance to program offices that contractors have addressed all relevant software issues during the development period. And those who advocate conducting an independent software verification and validation effort are interested in exactly that issue. However, standards must also lead to technical documentation that is of use to operational and maintenance personnel, and this requirement often seems to be unmet. Most of those interviewed felt that the Air Force was paying more for documentation (in direct and indirect costs) than is warranted by its ultimate utility.

We suggest that the Air Force should determine the minimum operationally essential information requirements of all the groups mentioned above and examine current documentation standards in light of those requirements. However, those performing this task must remember that existing standards are enforced across a range of application areas whose software documentation requirements differ. Thus, extra interim design documentation might be required from programs that push software technology into relatively more uncertain areas. This would guarantee additional cost, but it might, over the long run, help to reduce some kinds of late-discovery and very expensive software problems. Moreover, the same review might lead to a reduction in documentation requirements and costs in more mature application areas.

The Utility of the Review Structure

In most of the cases we examined, the software PDRs and CDRs seemed to be more useful to the contractor than to the program office. Contractors tended to structure software development tasks around these reviews and to prepare carefully for them. Upcoming reviews provide incentives for internal review and coordination of software-relevant activities progressing on a number of fronts. To the extent that these internal reviews lead to early discovery of and remedies for errors, the results are beneficial to the program office and to the end user.

However, both program office and contractor personnel agree that the Air Force review team is generally unlikely to discover software problems the contractor might have missed. Only two of the eight program offices we visited felt at all confident of their ability to mount a technically competent software design review. The remainder appeared to view management competence as a proxy for technical competence, the argument being that if the contractor’s efforts seem well planned and managed, then at least some confidence in his eventual product is warranted.

This is not to fault program office personnel. We have already noted some of the serious personnel problems they face, and while these problems have existed for a long time, effective reviews have been carried out despite their limiting influence. Two activities appear to contribute to more effective software reviews: (1) taking time to develop and implement a formal review plan, and (2) gaining access to software expertise. Thoroughgoing written document reviews carried out before a site visit and the orchestration of contractor presentations according to the needs and capabilities of the review team should be made the rule instead of the exception.
As for accessibility of software expertise, program office review teams frequently augment their ranks with representatives from the using and support organizations. Where items other than computer software are concerned, this action can reasonably be expected to enhance the team's effectiveness. But the effectiveness of additional expertise in the software area is diluted by opportunities for the introduction of initially invisible errors in software design and implementation and by the fact that system operators do not necessarily need or have software expertise.

Two of the three AFSC product divisions have formal and continuing relationships with non-Air Force organizations that can provide technical, scientific, and managerial support when needed: ESD has MITRE Corporation, and the Space Service Division relies on Aerospace Corporation. ASD has no such outside support organization and relies instead on internal resources, such as Avionics Laboratory personnel, and various external sources of expertise. However, there has been evidence of conflict between individual program offices and the Laboratory, and the detailed expertise needed at the program office level is often unavailable in the R&D community. Thus, ASD must rely more heavily than the others on the competence and initiative of their prime contractors. This is not necessarily a disadvantage, but it is reasonable to think that ASD interests would be better served by an organization dedicated to providing the needed support services.

Finally, review planning and the use of non-organic expertise should be sensitive to the fact that software is applied to different functional areas with varying effectiveness. One of our general observations was that little attention is given to this fact. Thus, an area with well-defined and clearly understood tasks might be more confidently reviewed because the development process reflects this order. However, automation programs for other tasks have more uncertain outcomes. In those cases, more and/or different kinds of formal reviews may be necessary to assure, as much as is possible, a favorable software outcome. We suggest that the Air Force act to determine the nature and magnitude of such functional area differences and to assess their implications for software development management.

**The Proposal Generation Process**

Development contracts are sometimes awarded on the basis of overly ambitious or poorly considered technical proposals. This is not a new problem, but it is particularly important in systems with embedded computers, because of the high costs associated with software changes during the development process.

As we stated earlier, such problems are apparently less frequent when system definition contracts are employed. As the contractor model shows, receipt of an FSD RFP leads to the formation of proposal-writing teams. These are usually made up of the contractor's advanced technology personnel, and the resultant area specifications often reflect their bias toward the most advanced technically feasible approaches to system design. This has led to trouble in some programs where those responsible for developing the proposed software do not share the proposal writer's confidence that a successful laboratory demonstration constitutes practical feasibility.

The problem is both enabled and aggravated when, as is often the case, a relatively short time is available for proposal development. It is enabled because in the absence of a system development contract, those in the advanced technology
group are the only ones with sufficient knowledge to write a proposal in a short time. The problem is aggravated because to do so, they must rely on existing analyses which, having been accomplished in a predominantly R&D milieu, often give little weight to practical issues.

Where system definition contracts have been used, or where FSD proposals have been produced over a longer period, these problems appear to be less frequent. Thus, we conclude that the Air Force should consider more widespread use of system definition, or Phase-0, contracts.

Taken together, the foregoing observations suggest that, given its pivotal roles in both program management and system performance, software should be considered an important program-level decision variable. Deferring attention to software issues until development time and expecting flexibility in both software and the development process itself to cover any resultant anomalies is to ignore a decade of experience in embedded software acquisition. The fact that we observed exactly this behavior in most programs we studied suggests that the lessons learned over that decade have not been collected and made available in a way that encourages their application. That is a task requiring immediate attention.
IV. POLICY DIRECTIONS AND FUTURE WORK

POLICY DIRECTIONS

Although more work is required before strong recommendations can be made, we have discussed a number of observations that raise specific policy issues, and we have indicated fruitful directions for continued research. These issues are discussed below from the viewpoint of four specific questions. Finally, we shall summarize our current impressions of the most appropriate directions for continued research.

1. Should software receive the same attention given to the more familiar hardware variables during program-level decisionmaking?

Early and formal analysis of the broad software options visible prior to RFP development is one approach to improving the acquisition process. Is an off-the-shelf approach really sensible, given what’s on the shelf? Can all envisioned processing really be accomplished with one mainframe? Where is software technology going in areas that will be relevant within the life cycle of the program under consideration? What system/software designs will allow maximum advantage to be taken of that progress when it is time? Some of the information needed to answer such questions may be available earlier than is now assumed. Even when certain information is initially unavailable, that fact would become known at a point in time when efforts to obtain the needed information will be least impacted by budget and schedule pressures.

A basic problem is that of creating incentives for treating software as a decision variable from the outset. One solution might be to require explicit attention to computational issues in the earliest decision support documents. For example, the role of a Mission Element Needs Statement (MENS) includes establishing constraints on the search for alternative responses to a mission deficiency. This involves identifying the “limits on resource investment to be made” [21], and since software is the major component of investment in any computational subsystem, even a rough estimate of its potential scope might contribute to the utility of the MENS. It might also be expected to facilitate continued attention from that point on—as is suggested in AFR 800-14 with respect to the PMD and the subsequent PMPs—to variations in those estimates resulting from (1) purposeful changes to the evolving software picture and (2) the indirect consequences of decisions in other areas.

Our models suggest that useful information is sometimes available from contractors early in the decisionmaking process. Their efforts to develop a corporate response to impending RFPs involve making rough resource estimates based on analyses of preliminary design alternatives. However, further work will be needed to establish exactly what software information is available from contractors and other sources that would be useful in the Air Force’s program-level deliberations.

\footnote{We use the MENS only as an example; there is no recommendation at this point to focus on it as the best carrier for additional software information.}
and to work out the procedural issues associated with making such information available.

2. Should earlier attention to software include identification of the specific types of software expertise required by a future program office and attention to matching existing resources to those requirements?

In spite of the shortage of software personnel, program managers who went out of their way to acquire needed talent were usually at least partially successful. This implies, first, that more talent exists than is routinely assumed to be available to a program office and, second, that it is difficult to recognize.

Some talent exists at the operational level in individuals who routinely apply their training and growing experience to a variety of Air Force functional missions. We suggest that they are difficult to recognize because they may not be classified or thought of as software or even computer experts. Yet their responsibilities may involve computer programming and systems analytic tasks in specific mission areas. In some cases, these people have college degrees in computer science or in related fields, and they represent an experienced pool of software and functional-area talent. Program office personnel who successfully acquired needed software expertise despite the shortage often did so on the basis of personal familiarity with exceptional individuals from this pool.

It is important to emphasize that "exceptional" in this context connotes not only superior, but also particularly appropriate, expertise. The point is that program offices for major weapon systems have less need for "software people" in general than they have for the appropriate combination of software expertise and functional application experience that is often found at the operational level.

Successful acquisition of weapon system software could become dependent on the continued and accelerated development of this newly important resource. This does not necessarily call for a solution to the more general personnel training and retention problems now facing the Air Force. Rather, the objective is to recognize and better utilize an existing resource. Whether and how to do so without major changes to current Air Force personnel policies are still very difficult questions.

3. Should the Air Force make more regular and widespread use of system definition or Phase-0 contracts?

The activities carried out under a Phase-0 contract are also accomplished in the absence of such a contract. The difference is that, without it, the work is done under the budget and schedule pressures of the FSD contract, by a group whose bias is to leave prior decisions intact. For software, the result can be the introduction of design anomalies— for example, specifying faster processing throughput on a mission computer than is found to be required by an interfacing device. Efforts to meet such requirements lead to more complex code than is necessary, and this, in turn, leads to cost growth, lower reliability for the user, and maintenance problems.

Although our sample was limited, those programs that contracted for system definition separately from development seemed to experience fewer software problems than the others. Moreover, the extra time involved was seen by Air Force and contractor alike more as a benefit than as a built-in delay. The extra time given to system definition resulted in more complete analyses, improved documentation, and a lessening of some problems caused by the advanced technology bias.
more and different people were involved). Development was started with increased overall confidence, and software efforts gained from an improved understanding of the operational mission and requirements picture at the time development began.

Thus, on balance, there appear to be important benefits in at least one major cost area associated with the use of Phase-0 contracts.

4. Should the review structure and documentation requirements for embedded computer software be examined with a view toward tailoring their use to the maturity of the application area?

The current software development review process relies heavily on an assumption that the prime contractor is expert in the development of a particular kind of system. For a large number of system types, this assumption is a fair one. For certain systems, however, particularly those in which the functions to which embedded computers are applied are not well understood, the assumption appears unwarranted.

As computers are applied to increasingly complex defense systems, we will probably continue to encounter problems based on trying to program what we think we understand, but don't. In such cases the earlier the existence and extent of this problem are discovered, the better. Our analysis of a number of embedded software acquisition efforts leads us to argue that some of their problems might have been discovered earlier under a more appropriate review structure.

One of the programs we examined could have benefited from a User Requirements Review, wherein, for example, operational personnel critique the translation of their stated needs into the contents of a software Part I specification. In fact, this has been suggested before [22], but it has not, to our knowledge, been formally tested. Another program might have used a System Integration Review because it had major problems in that area. We don't suggest that these, or any other specific reviews, be added across the board, nor can we argue for a wholesale revision to the review structure. But it seems apparent to us that as software is applied to increasingly complex tasks, the practice of lumping concern for all potential problem areas into the preliminary and critical design reviews is becoming less and less effective.

The need is for early recognition of problems that lead to increased software uncertainties as development proceeds, and for procedures—contingency plans, in a sense—to enable selective focus on potential sources of trouble.

A similar argument can be made for software documentation: Different development environments require different information. This point has been adequately discussed earlier; here we simply note its close relationship to the review issue, and we suggest both as fruitful topics for further research.

FUTURE WORK

We have identified a number of areas where more focused research seems indicated. These areas are outlined below.

1. Information
   
   - Identification of software-relevant information that is both available (from defense contractors, commercial R&D institutions, universities, and
other sectors) and useful at various stages of the system acquisition process.

- Identification of the minimum essential information requirements of the various groups (e.g., development, support, training, operations) involved with embedded software applications.
- Development of procedures for accessing such information, and for its effective application in various Air Force acquisition environments.

2. **Personnel**

- Techniques for improved recognition of, and program office access to, operational personnel with particularly appropriate skills and experience in applying software technology to specific mission areas.
- Development and evaluation of incentives for attracting personnel to operational assignments that produce a doubly expert resource.

3. **Structure**

- Development of an analytic framework for a priori identification of software applications that would benefit most from tailored software review and documentation procedures.
- Development of appropriately tailored software review and documentation procedures, and of methods for implementing them in various Air Force acquisition environments.
- Development of an improved environment for technical cooperation between system program offices and the Air Force Avionics Laboratory with regard to embedded software R&D.

**EPILOG**

The 1979 Armament and Avionics Planning Conference (AAPC) was held while the draft version of this document was being circulated for comments. Most of the material presented here was discussed with members of the Acquisition Management Policy subpanel at that conference. Those discussions provided insights that helped to crystallize our results around the notion of an acquisition framework consisting primarily of the various studies, reviews, audits, and documentation standards generally associated with acquisition programs.

One task of a program office is to guide system acquisition efforts so as to satisfy requirements that exist when the system is delivered. The tools currently available to a program office often fail to provide the visibility and control needed for this job. This seems especially true where embedded computers are involved. The improvements these computers bring to system performance, operational simplicity, and maintenance techniques carry the price tag of increased complexity in computational subsystems. The software component of these subsystems is the major source of such complexity.

Because of their differing roles in the introduction of computers to defense systems, the Air Force has lagged the contractor community in perceiving and dealing with this complexity. A fundamental issue, harmonious with our own results and given concrete recognition in the report of the AAPC [23], is the decreas-
ing relevance to modern systems of the Air Force's current hardware-biased acquisition management framework.

Not all software acquisitions should be managed alike. Where uncertainty is low and believable baselines can be established, existing acquisition management procedures may be adequate. More frequently, uncertainty is high and initial baselines are fictional. In such cases, there is seldom either a structural or experiential basis for planning an effective management strategy. Moreover, management techniques must be sensitive to certain categorical differences among software applications. For example, software development for an avionics suite can be carried out under circumstances quite different from those applicable to the development of some command and control software.

There is also wide agreement that, among other discrepancies, current documentation products are inadequate for the development process. Frequent waivers on contract-deliverable documents, conflicts over rights to contractors' internal documentation, and uneven attention to pre- and post-review reporting reflect confusion about who needs what kind of information. And the review structure itself seems increasingly deficient as a means of illuminating software problems in time for cost-effective treatment.

These observations deal with fundamental concepts: estimation, visibility, information, structure, etc. They are applied in varying degree, and with varying importance, to all management tasks. After more than a decade, the Air Force is still in a cut-and-paste mode in applying these concepts to software acquisition. Their basic management tools and the framework within which they are applied are long overdue for reexamination. The results presented in this report argue for this, and their agreement with the recommendations of the Acquisition Policy group at the recent AAPC reflects significant Air Force support for such a study.
Fig. 1—Aggregate model: Air Force embedded software
Progressive refinement and update of software requirements through final Part I (B-5) to preliminary and draft Part II (C-5) format.
Fig. 2—Prime contractor software deve
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